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## Abstract

RFC 3095 [2] defines four ROHC profiles for the header compression of IP, UDP, RTP, ESP, and related protocol headers. RFC 3095 is defined in English language and taditional RFC box notation. The present document gives a definition of RFC 3095's packet formats in the ROHC Formal Notation that was defined to facilitate the development of the TCP header compression ROHC profile.
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## 1. Introduction

RFC 3095 [2] defines four ROHC profiles for the header compression of IP, UDP, RTP, ESP, and related protocol headers. RFC 3095 is defined in English language and taditional RFC box notation.

ROHC FN [1] is a formal notation designed to help with the creation of new ROHC RFC-3095 [2] header compression profiles, in particular the TCP ROHC [3] profile currently under development.

The present document gives a definition of RFC 3095's packet formats in the ROHC Formal Notation defined for the TCP header compression ROHC profile.

This work is intended to serve three purposes:
o validate ROHC-FN further by showing that large parts of RFC 3095 can be reasonably specified in it,
o facilitate work on automatic validation and test case generation for RFC 3095, and
o possibly contribute to a Draft Standard version of RFC 3095 and related profiles (LLA [4], R-mode LLA [5], IP ROHC [6], and UDP-lite based RTP ROHC [7]), in case it is decided to use ROHC-FN to facilitate advancing these documents to Draft Standards level.

A number of caveats apply to the current version of the specification:
o Formats are currently defined for profile $0 x 0001$ (RTP) only. The other RFC 3095 profiles, as well as the profiles for the related standards, will be added once the profile $0 x 0001$ specification stabilizes.
o The current specification is based on an interim state of the ROHC-FN notation. This interim state has significant changes from the -03 version [1] referenced above. Further changes might occur on the way to the -04 version of the notation, which cannot be tracked in this document because a later draft deadline applies to the notation.
o There are still a few open issues. In particular, the way list notation can be used to represent RFC 3095 list compression is not yet entirely worked out. Further open issues include the handling of GRE and authentication header data and the encoding of extension formats. Finally, the extent to which the expressive power of the notation should be used to express the english language constraints noted with the individual packet formats needs to be decided. See the FIXMEs below for details.

## 2. RFC 3095 Formal Notation Specification
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```
%% RFC 3095 Profile 0x0001 (RTP/UDP/IP) in ROHC-FN
% $Revision: 1.20 $
% TODO:
%
% - handle AH and GRE
% - extension formats
% - CSRC list (currently defined as static, must use list encoding)
% - further conditions for selection / disambiguation between different
% packet formats in rtp_udp_ip structure (for R-1*, UO-1* and UOR-2*,
% see comments below and notes in RFC 3095)
% - better description for encoding methods not defined in FN
% (RTP timestamp encoding and others)
% Notes:
%
% - This specification uses the field attributes 'context_value' and
    'context_length' which are not defined in the current FN draft
    to refer to a field's context value.
```

\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%
\%
\% Encoding methods used in this profile that are not defined in FN:
ah_data(ah) === "Encoding of authentication header data according to
section 5.8.4.2 of RFC 3095";
\% FIXME: AH handling needs some extensions to decide at which
\% place in the compressed header the data appear (depending on
\% the conditions specified in 5.8.4.2).
inferred_ipv4_length === "This encoding method does not generate any bits
in the compressed header. Upon decompression the uncomp_value
attribute of the IPv4 total length field is inferred from the
amount of uncompressed data.";
inferred_ipv6_length === "This encoding method does not generate any bits in the compressed header. Upon decompression the uncomp_value attribute of the IPv6 payload length field is inferred from the amount of uncompressed data.";
inferred_udp_length === "This encoding method does not generate any bits in the compressed header. Upon decompression the uncomp_value attribute of the UDP length field is inferred from the amount of uncompressed data.";
inferred_ipv4_header_checksum === "This encoding method does not generate

```
    any bits in the compressed header. Upon decompression the
        checksum value is re-calculated from the uncompressed header
        data as specified in section 3.1 of RFC 791.";
inferred_rtp_timestamp === "This encoding method does not generate any
        bits in the compressed header. Upon decompression the
        uncompressed timestamp value is calculated from the RTP
        sequence number.";
% FIXME: Detailed description / reference
rtp_timestamp(bits) === "Compresses RTP timestamps as described in
        section 5.7 of RFC 3095";
        %
        % If value(TIME_STRIDE) > 0, timer-based compression of the RTP
        % Timestamp is used (see section 4.5.4).
        %
        % If value(Tsc) = 1, Scaled RTP Timestamp encoding is used before
        % compression (see section 4.5.3), and default-slope(TS) = 1.
        %
        % If value(Tsc) = 0, the Timestamp value is compressed as-is, and
        % default-slope(TS) = value(TS_STRIDE).
        %
    % The interpretation intervals, see section 4.5.1, are defined as
    % follows:
        %
    % p = 2^(bits(TS)-2) - 1
```

\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%
\%
\% Misc Stuff
\%
crc3 (data_value, data_length) ===
\{
uncompressed_format = ;
compressed_format = crc_value, \%[ 3 ]
\{
crc_value ::= crc(3, 0x06, 0x07, data_value, data_length);
\};
\};
crc7 (data_value, data_length) ===
\{
uncompressed_format = ;
compressed_format = crc_value, \%[ 7 ]
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```
    {
        crc_value ::= crc(7, 0x79, 0x7f, data_value, data_length);
    };
};
```

\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%
\%
\% IPv4 Header
\%
ipv4 (id, rnd, nbo) === \{
uncompressed_format = version, $\%[4]$
hdr_length, \%[ 4 ]
tos, $\%\left[\begin{array}{l}6\end{array}\right]$
ecn_flags, \%[ 2 ]
length, $\quad \%[16$ ]
ip_id, $\%[16$ ]
df, $\quad \%\left[\begin{array}{ll}1\end{array}\right]$
$m f, \quad \%\left[\begin{array}{ll}1\end{array}\right]$
rf, $\quad \%\left[\begin{array}{l}1\end{array}\right]$
offset, $\quad \%[13$ ]
ttl, $\%[8]$
protocol, \%[ 8 ]
checksum, \%[ 16 ]
src_addr, \%[ 32 ]
dst_addr; \%[ 32 ]
default_methods =
\{
\% FIXME: The fields ip_id_rnd and ip_id_nbo are flags that
\% are NOT present in the compressed or uncompressed IPv4
\% header. They should be bound with the RND and NBO flags
\% corresponding to this IPv4 header.
\%
let (ip_id_rnd:uncomp_length == 1);
let (ip_id_nbo:uncomp_length == 1);
version ::= uncompressed_value(4, 4);
hdr_length ::= uncompressed_value(4, 5);
tos ::= static;
ecn_flags ::= static;
length ::= inferred_ipv4_length;
ip_id ::= irregular(16);
ip_id_rnd ::= static;
ip_id_nbo ::= static;
df ::= static;

```
    mf ::= uncompressed_value(1, 0);
    rf ::= static;
    offset ::= uncompressed_value(13, 0);
    ttl ::= static;
    protocol ::= static; % in RTP/UDP/IP profile always 17 (UDP)
    checksum ::= inferred_ipv4_header_checksum;
    src_addr ::= static;
    dst_addr ::= static;
    };
    format_ipv4 =
    {
        let (id == ip_id:uncomp_value);
        let (rnd == ip_id_rnd:uncomp_value);
        let (nbo == ip_id_nbo:uncomp_value);
    };
};
ip_id_offset (nbits, sn, id1, rnd1, nbo1, id2, rnd2, nbo2) === {
    % id1 (+ rnd1, nbo1) = IP-ID of inner IP header
    % id2 (+ rnd2, nbo2) = IP-ID of outer IP header
    % This encoding method will succeed only when rnd (which
    % should be the RND or RND2 flag) is 0, i.e. packet formats
    % using this method are not applicable to packet streams with
    % random IP-IDs.
    uncompressed_format = ;
    format_inner_nbo = ip_id,
    {
            let (rnd1 == 0);
            let (nbo1 == 1);
            let (ip_id:uncomp_value == id1 - sn);
            let (ip_id:uncomp_length == 16);
            ip_id ::= lsb(nbits, 0);
    };
    format_inner_non_nbo = ip_id,
    {
            let (rnd1 == 0);
            let (nbo1 == 0);
            let (ip_id:uncomp_value ==
```
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                        ((id1 / 256) + (id1 & 255) * 256) - sn);
    let (ip_id:uncomp_length == 16);
    ip_id ::= lsb(nbits, 0);
        };
    format_outer_nbo = ip_id,
    {
            let (rnd1 == null || rnd1 == 1);
            let (rnd2 == 0);
            let (nbo2 == 1);
            let (ip_id:uncomp_value == id2 - sn);
            let (ip_id:uncomp_length == 16);
            ip_id ::= lsb(nbits, 0);
    };
    format_outer_non_nbo = ip_id,
    {
            let (rnd1 == null || rnd1 == 1);
            let (rnd2 == 0);
            let (nbo2 == 0);
            let (ip_id:uncomp_value ==
                    ((id2 / 256) + (id2 & 255) * 256) - sn);
            let (ip_id:uncomp_length == 16);
            ip_id ::= lsb(nbits, 0);
    };
};
```

\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%
\%
\% IPv6 Header
\%
ipv6 === \{
$\left.\begin{array}{llll}\text { uncompressed_format }= & \text { version, } & \%[ & 4\end{array}\right]$
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src_addr, %[ 128 ]
dst_addr; %[ 128 ]
    default_methods =
    {
        version ::= uncompressed_value(4, 6);
        traffic_class ::= static;
        ecn_flags ::= static;
        flow_label ::= static;
        payload_length ::= inferred_ipv6_length;
        next_header ::= static;
        hop_limit ::= static;
        src_addr ::= static;
        dst_addr ::= static;
    };
    compressed_format = ;
};
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%
% IP Headers
%
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
ip_headers (id1, rnd1, nbo1, id2, rnd2, nbo2) === {
    % id1 (+ rnd1, nbo1) = IP-ID of inner IP header
    % id2 (+ rnd2, nbo2) = IP-ID of outer IP header
    uncompressed_format_ipv4 = ipv4_header;
    uncompressed_format_ipv6 = ipv6_header;
    uncompressed_format_ipv4v4 = outer_ipv4_header,
    inner_ipv4_header;
    uncompressed_format_ipv4v6 = outer_ipv4_header,
                            inner_ipv6_header;
    uncompressed_format_ipv6v4 = outer_ipv6_header,
    inner_ipv4_header;
    uncompressed_format_ipv6v6 = outer_ipv6_header,
    inner_ipv6_header;
    format_ipv4 =
```
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{
    ipv4_header ::= ipv4(id1, rnd1, nbo1);
    let (id2 == null);
    let (rnd2 == null);
    let (nbo2 == null);
};
format_ipv6 =
{
    ipv6_header ::= ipv6;
    let (id1 == null);
    let (rnd1 == null);
    let (nbo1 == null);
    let (id2 == null);
    let (rnd2 == null);
    let (nbo2 == null);
};
format_ipv4v4 =
{
    outer_ipv4_header ::= ipv4(id2, rnd2, nbo2);
    inner_ipv4_header ::= ipv4(id1, rnd1, nbo1);
};
format_ipv4v6 =
{
    outer_ipv4_header ::= ipv4(id2, rnd2, nbo2);
    inner_ipv6_header ::= ipv6;
    let (id1 == null);
    let (rnd1 == null);
    let (nbo1 == null);
};
format_ipv6v4 =
{
    outer_ipv6_header ::= ipv6;
    inner_ipv4_header ::= ipv4(id1, rnd1, nbo1);
    let (id2 == null);
    let (rnd2 == null);
    let (nbo2 == null);
};
format_ipv6v6 =
{
    outer_ipv6_header ::= ipv6;
    inner_ipv6_header ::= ipv6;
    let (id1 == null);
    let (rnd1 == null);
```

```
    let (nbo1 == null);
    let (id2 == null);
    let (rnd2 == null);
    let (nbo2 == null);
    };
};
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%
% UDP Header
%
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
udp_header (udpcs, udpcs_ctx) === {
        uncompressed_format = udp_src_port, %[ 16 ]
                        udp_dst_port, %[ 16 ]
                            udp_length, %[ 16 ]
                            udp_checksum; %[ 16 ]
        default_methods =
        {
            udp_src_port ::= static;
            udp_dst_port ::= static;
            udp_length ::= inferred_udp_length;
            udp_checksum ::= irregular(16); % NOTE: This is used
                                    % for the uncompressed
        }; % side of it only:
        format_compressed = % NOTE: udp_checksum not present here!
        {
            let (udp_checksum:uncomp_length == 16);
            let (udpcs == udp_checksum:uncomp_value);
            let (udp_checksum:context_length == 16);
            let (udpcs_ctx == udp_checksum:context_value);
        };
};
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%
% Extension formats (section 5.7.5 of RFC 3095)
%
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
```

```
extension (x) === {
    uncompressed_format = ;
    format_without_extension =
    {
        let (x == 0);
};
```

\% FIXME: The following four extension formats do not yet contain
\% the encodings for their fields. These will need several additional
\% structures (in particular for the optional fields) to be defined.
\% A number of values will have to be passed as additional parameters
\% to this structure as their uncompressed side is defined in other
\% structures.
format_extension0 = discriminator, \%[ 2 ]
sn, $\%[3]$
pt, $\%[3]$
\{
let (x == 1);
discriminator ::= '00';
\};
format_extension1 = discriminator, \%[ 2 ]
sn, $\%[3]$
pt, $\%[3$ ]
$\mathrm{mt}, \quad \%[8$ ]
\{
let (x == 1);
discriminator ::= '01';
\};
format_extension2 = discriminator, \%[ 2 ]
sn, $\%\left[\begin{array}{l}3\end{array}\right]$
pt, $\quad \%[11$ ]
$m t, \quad \%[8]$
\{
let (x == 1);
discriminator ::= '10';
\};
format_extension3 = discriminator, $\%[2$ ]
s,
$r_{-} t s$,
\%[ 1 ]
\%[ 1 ]
tsc, $\%[1]$
i,
ip, $\quad \%[1$ ]

```
rtp, %[ 1 ]
inner_ip_flags, % 0 or 7 bits
ip2, % 0 or 1 bit
outer_ip_flags, % 0 or 8 bits
sn, % 0 or 8 bits
ts, % 0 to 4 octets
inner_ip_fields, % optional, variable length
ip_id, % 0 or 16 bits
outer_ip_fields, % optional, variable length
rtp_flags_and_fields, % optional, variable length
    {
        let (x == 1);
        discriminator ::= '11';
    };
};
```

\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%
\%
\% Random Parts
\%
\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%
random_ip_id (id, rnd) === \{
uncompressed_format = ;
format_without_ip_id =
\{
let (rnd == 0);
\};
format_with_ip_id = ip_id,
\{
let (rnd == 1);
let (id == ip_id:uncomp_value);
ip_id ::= irregular(16);
\};
\};
random_ah_data (ah) === \{
uncompressed_format = ;
format_without_ah_data =

```
    {
        let (ah == null);
    };
    format_with_ah_data = ah_data,
    {
        let (ah != null);
        ah_data ::= ah_data(ah);
    };
};
random_gre_checksum (gre) === {
    uncompressed_format = ;
    format_without_gre_checksum =
    {
        let (gre == null);
    };
    format_with_gre_checksum = gre_checksum,
    {
        let (gre != null);
        let (gre == gre_checksum:uncomp_value);
        gre_checksum ::= irregular(16);
    };
};
random_ip_data (id, rnd, ah, gre) === {
    uncompressed_format = ;
    compressed_format = ip_id,
                        ah_data,
                                gre_checksum,
    {
        ip_id ::= random_ip_id(id, rnd);
        ah_data ::= random_ah_data(ah);
        gre_checksum ::= random_gre_checksum(gre);
    };
};
```

```
random_udp_checksum (udpcs, udpcs_ctx) === {
    uncompressed_format = ;
    format_without_udp_checksum =
    {
        let (udpcs_ctx == 0);
        let (udpcs == 0);
    };
    format_with_udp_checksum = udp_checksum,
    {
            let (udpcs_ctx != 0);
            let (udpcs == udp_checksum:uncomp_value);
            udp_checksum ::= irregular(16);
};
};
random_parts (id1, rnd1, id2, rnd2,
            ah1, ah2, gre1, gre2, udpcs, udpcs_ctx) === {
    uncompressed_format = ;
    compressed_format = outer_ip,
                        inner_ip,
                        udp_checksum,
    {
        outer_ip ::= random_ip_data(id1, rnd1, ah1, gre1);
        inner_ip ::= random_ip_data(id2, rnd2, ah2, gre2);
        udp_checksum ::= random_udp_checksum(udpcs, udpcs_ctx);
    };
};
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%
% RTP/UDP/IP Header
%
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
R = 0; % compression modes
U = 1;
0 = 2;
```

```
rtp_udp_ip === {
    uncompressed_format = ip_headers,
    udp_header, %[ 8 ]
    version, %[ 2 ]
    padding, %[ 1 ]
    rtpext, %[ 1 ]
    csrc_count, %[ 4 ]
    marker, %[ 1 ]
    payload, %[ 7 ]
    seq_number, %[ 16 ]
    timestamp, %[ 32 ]
    ssrc, %[ 32 ]
    csrc;
default_methods =
{
    % FIXME: The mode field represents the current mode of
    % operation. This binding is not yet specified by means
    % of the FN syntax.
    let (mode:uncomp_length == 2);
    mode ::= static;
    %
    ip_headers ::= ip_headers(id1, rnd1, nbo1,
                                    id2, rnd2, nbo2);
    %
    udp_header ::= udp_header(udpcs, udpcs_ctx);
    %
    version ::= uncompressed_value(2, 2);
    padding ::= static;
    rtpext ::= static;
    csrc_count ::= static;
    marker ::= static;
    payload ::= static;
    timestamp ::= inferred_rtp_timestamp;
    ssrc ::= static;
    csrc ::= static;
    %
    x ::= irregular(1);
    extension ::= extension(x);
    %
    % FIXME: AH data and GRE checksums
    random_parts ::= random_parts(id1, rnd1,
                                id2, rnd2,
                null, null, % AH data 1 + 2
                null, null, % GRE checksums
                udpcs, udpcs_ctx);
```

\};

```
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%
%%%% 5.7.1. Packet type 0: UO-0, R-0, R-0-CCR
format_r_0 = discriminator, %[ 2 ]
                seq_number, %[ 6 ]
                    random_parts,
{
        let (mode:uncomp_value == R);
        discriminator ::= '00';
        seq_number ::= lsb(6, 1);
};
format_r_0_crc = discriminator, %[ 2 ]
                seq_number, %[ 7 ]
                crc, %[ 7 ]
                random_parts,
{
        let (mode:uncomp_value == R);
        discriminator ::= '01';
        seq_number ::= lsb(7, 3);
        crc ::= crc7(this:uncomp_value, this:uncomp_length);
};
format_uo_0 = discriminator, %[ 1 ]
        seq_number, %[ 4 ]
        crc, %[ 3 ]
        random_parts,
{
        let (mode:uncomp_value == U || mode:uncomp_value == 0);
        discriminator ::= '0';
        seq_number ::= lsb(4, 1);
        crc ::= crc3(this:uncomp_value, this:uncomp_length);
};
%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
%
%%%% 5.7.2. Packet type 1 (R-mode): R-1, R-1-TS, R-1-ID
format_r_1 = discriminator, %[ 2 ]
    seq_number, %[ 6 ]
```

```
                marker, %[ 1 ]
                x, %[ 1 ]
                timestamp, %[ 6 ]
                extension,
                random_parts,
{
            let (mode:uncomp_value == R);
            % FIXME: context MUST NOT contain IPv4 headers with value(RND)
= 0
```

```
    discriminator ::= '10';
```

    discriminator ::= '10';
    seq_number ::= lsb(6, 1);
    seq_number ::= lsb(6, 1);
    marker ::= irregular(1);
    marker ::= irregular(1);
    timestamp ::= rtp_timestamp(6);
    timestamp ::= rtp_timestamp(6);
    };
};
format_r_1_id = discriminator, %[ 2 ]
format_r_1_id = discriminator, %[ 2 ]
seq_number, %[ 6 ]
seq_number, %[ 6 ]
marker, %[ 1 ]
marker, %[ 1 ]
x, %[ 1 ]
x, %[ 1 ]
t, %[ 1 ]
t, %[ 1 ]
ip_id, %[ 5 ]
ip_id, %[ 5 ]
extension,
extension,
random_parts,
random_parts,
{
{
let (mode:uncomp_value == R);
let (mode:uncomp_value == R);
% FIXME: context MUST contain at least one IPv4 header
% FIXME: context MUST contain at least one IPv4 header
let (rnd1 == 0 || rnd2 == 0);
let (rnd1 == 0 || rnd2 == 0);
discriminator ::= '10';
discriminator ::= '10';
seq_number ::= lsb(6, 1);
seq_number ::= lsb(6, 1);
marker ::= irregular(1);
marker ::= irregular(1);
t ::= '0';
t ::= '0';
ip_id ::= ip_id_offset(5, seq_number:uncomp_value,
ip_id ::= ip_id_offset(5, seq_number:uncomp_value,
id1, rnd1, nbo1,
id1, rnd1, nbo1,
id2, rnd2, nbo2);
id2, rnd2, nbo2);
};
};
format_r_1_ts = discriminator, %[ 2 ]
format_r_1_ts = discriminator, %[ 2 ]
seq_number, %[ 6 ]
seq_number, %[ 6 ]
marker, %[ 1 ]
marker, %[ 1 ]
x, %[ 1 ]
x, %[ 1 ]
t, %[ 1 ]
t, %[ 1 ]
timestamp, %[ 5 ]
timestamp, %[ 5 ]
extension,
extension,
random_parts,
random_parts,
{
{
let (mode:uncomp_value == R); % FIXME: see note in 3095

```
        let (mode:uncomp_value == R); % FIXME: see note in 3095
```

```
discriminator ::= '10';
```
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```
    seq_number ::= lsb(6, 1);
    marker ::= irregular(1);
    t ::= '1';
    timestamp ::= rtp_timestamp(5);
};
```


## \%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%

\%
\%\%\%\% 5.7.3. Packet type 1 (U/O-mode): UO-1, UO-1-ID, UO-1-TS
format_uo_1 = discriminator, \%[ 2 ]
timestamp, \%[ 6 ]
marker, $\%[1$ ]
seq_number, $\%[4$ ]
crc, $\%[3$ ]
random_parts,
\{
let (mode:uncomp_value == U || mode:uncomp_value == 0);
\% FIXME: see note in 3095
discriminator ::= '10';
timestamp ::= rtp_timestamp(6);
marker ::= irregular(1);
seq_number $\quad::=\operatorname{lsb}(4,1)$;
crc ::= crc3(this:uncomp_value, this:uncomp_length);
\};
format_uo_1_id = discriminator, \%[ 2 ]
t, $\%[1$ ]
ip_id, $\%[5$ ]
x , $\quad \%[1$ ]
seq_number, $\%[4$ ]
crc, $\%[3$ ]
extension,
random_parts,
\{
let (mode:uncomp_value == U || mode:uncomp_value == 0);
\% FIXME: see note in 3095
discriminator ::= '10';
t : := '0';
ip_id ::= ip_id_offset(5, seq_number:uncomp_value,
id1, rnd1, nbo1,
id2, rnd2, nbo2);
seq_number $\quad::=\operatorname{lsb}(4,1)$;
crc ::= crc3(this:uncomp_value, this:uncomp_length);
\};

```
format_uo_1_ts = discriminator, %[ 2 ]
                t, %[ 1 ]
    timestamp, %[ 5 ]
    marker, %[ 1 ]
    seq_number, %[ 4 ]
    crc, %[ 3 ]
    random_parts,
{
        let (mode:uncomp_value == U || mode:uncomp_value == O);
        % FIXME: see note in 3095
        discriminator ::= '10';
        t ::= '1';
        timestamp ::= rtp_timestamp(5);
        marker ::= irregular(1);
        seq_number ::= lsb(4, 1);
        crc ::= crc3(this:uncomp_value, this:uncomp_length);
};
```

\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%\%
\%
\%\%\% 5.7.4. Packet type 2: UOR-2
format_uor_2 = discriminator, \%[ 3 ]
timestamp, \%[ 6 ]
marker, $\%[1$ ]
seq_number, $\%[6$ ]
$\mathrm{x}, \quad \%[1$ ]
crc, $\quad \%[7]$
extension,
random_parts,
\{
\% FIXME: restrictions (see note in 3095)
discriminator ::= '110';
timestamp ::= rtp_timestamp(6);
marker ::= irregular(1);
seq_number $::=\operatorname{lsb}(6,1)$;
crc ::= crc7(this:uncomp_value, this:uncomp_length);
\};
format_uor_2_id = discriminator, \%[ 3 ]
ip_id, \%[ 5 ]
t, $\quad$ [ 1 ]
marker, $\quad$ [ 1 ]
seq_number, $\quad \%[6]$
$\mathrm{x}, \quad \%[1$ ]
crc, $\quad$ [ 7 ]

```
                    extension,
                    random_parts,
{
            % FIXME: restrictions (see note in 3095)
            discriminator ::= '110';
            ip_id ::= ip_id_offset(5, seq_number:uncomp_value,
                                    id1, rnd1, nbo1,
                                    id2, rnd2, nbo2);
        t ::= '0';
        marker ::= irregular(1);
        seq_number ::= lsb(6, 1);
        crc ::= crc7(this:uncomp_value, this:uncomp_length);
    };
    format_uor_2_ts = discriminator, %[ 3 ]
                        timestamp, %[ 5 ]
                        t, %[ 1 ]
            marker, %[ 1 ]
            seq_number, %[ 6 ]
            x, %[ 1 ]
            crc, %[ 7 ]
            extension,
            random_parts,
    {
            % FIXME: restrictions (see note in 3095)
            discriminator ::= '110';
            timestamp ::= rtp_timestamp(5);
            t ::= '1';
            marker ::= irregular(1);
            seq_number ::= lsb(6, 1);
        crc ::= crc7(this:uncomp_value, this:uncomp_length);
};
};
```
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