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Abstract

When communicating over the Internet using the HTTP protocol, it can be desirable for a server or client to authenticate the sender of a particular message. It can also be desirable to ensure that the message was not tampered with during transit. This document describes a way for servers and clients to simultaneously add authentication and message integrity to HTTP messages by using a digital signature.

Feedback

This specification is a part of the Web Payments [1] work. Feedback related to this specification should be sent to public-webpayments@w3.org [2].

Status of This Memo

This Internet-Draft is submitted in full conformance with the provisions of BCP 78 and BCP 79.

Internet-Drafts are working documents of the Internet Engineering Task Force (IETF). Note that other groups may also distribute working documents as Internet-Drafts. The list of current Internet-Drafts is at http://datatracker.ietf.org/drafts/current/.

Internet-Drafts are draft documents valid for a maximum of six months and may be updated, replaced, or obsoleted by other documents at any time. It is inappropriate to use Internet-Drafts as reference material or to cite them other than as "work in progress."

This Internet-Draft will expire on November 9, 2014.
Copyright Notice

Copyright (c) 2014 IETF Trust and the persons identified as the document authors. All rights reserved.

This document is subject to BCP 78 and the IETF Trust's Legal Provisions Relating to IETF Documents (http://trustee.ietf.org/license-info) in effect on the date of publication of this document. Please review these documents carefully, as they describe your rights and restrictions with respect to this document.

Table of Contents

1. Introduction ........................................... 3
   1.1. Using Signatures in HTTP Requests ................. 3
   1.2. Using Signatures in HTTP Responses ............... 4
2. The Components of a Signature .......................... 4
   2.1. Signature Parameters .............................. 5
      2.1.1. keyId ........................................ 5
      2.1.2. algorithm ..................................... 5
      2.1.3. headers ....................................... 5
      2.1.4. signature ..................................... 5
   2.2. Ambiguous Parameters ................................ 5
   2.3. Signature String Construction ....................... 6
3. The 'Signature' HTTP Authentication Scheme ............. 6
   3.1. Authorization Header ............................... 6
      3.1.1. Initiating Signature Authorization .......... 7
      3.1.2. RSA Example .................................. 7
      3.1.3. HMAC Example ................................ 8
4. The 'Signature' HTTP Header ............................ 8
   4.1. Signature Header .................................. 8
      4.1.1. RSA Example .................................. 9
      4.1.2. HMAC Example ................................ 10
5. References ............................................. 10
   5.1. Normative References ................................ 10
   5.2. Informative References ............................. 11
Appendix A. Security Considerations ........................ 11
Appendix B. Extensions ..................................... 11
Appendix C. Test Values .................................... 12
   C.1. Default Test ...................................... 12
   C.2. Basic Test ....................................... 13
   C.3. All Headers Test .................................. 13
Appendix D. Acknowledgements ............................... 14
Appendix E. IANA Considerations ............................ 14
   E.1. Signature Authentication Scheme .................. 14
   E.2. Signature Algorithm Registry ....................... 14
Authors' Addresses ......................................... 15
1. Introduction

This protocol extension is intended to provide a standard way for clients to sign HTTP messages. HTTP Authentication [RFC2617] defines Basic and Digest authentication mechanisms, and TLS 1.2 [RFC5246] defines cryptographically stronger client authentication, all of which are widely employed on the Internet today. The burdens of PKI prevent some web service operators from deploying that methodology, and so some of those organizations fall back to Basic or Digest authentication. Basic and Digest authentication provide poor security characteristics when combined with common password usage behavior.

Password database compromises between 2010 to 2014 have shown that people regularly use weak passwords and share the same password across multiple websites. The use of Basic authentication over a regular HTTP channel provides very little protection. Digest authentication, while providing a little more protection, still leaves the scheme open to brute-force attacks that are capable of discovering a weak or random 8 character password in less than 3 hours using a single commodity computer and mere minutes using cloud-based rental servers to distribute the brute-force attack.

While it is true that most Basic and Digest authentication approaches are operated over secure channels like TLS, revelations over pervasive monitoring in 2013 have shown that TLS alone may not be secure enough to protect sensitive data.

Additionally, OAuth 2.0 [RFC6749] provides a fully-specified alternative for authorization of web service requests, but is not always ideal for machine to machine communication, as the token acquisition steps generally imply a fixed infrastructure that may not make sense to a service provider. For example, the use of symmetric keys and the distribution of hundreds of thousands of those keys across multiple datacenters around the world create multiple points of attack where a successful attack results in a large gain for the attacker and thus an even bigger problem for the service provider and their customers.

Several web service providers have invented their own schemes for signing HTTP messages, but to date, none have been standardized. While there are no techniques in this proposal that are novel beyond the previous art, it is useful to standardize a simple and cryptographically strong mechanism for digitally signing HTTP messages.

1.1. Using Signatures in HTTP Requests
It is common practice to protect sensitive website API functionality via authentication mechanisms. Often, the entity accessing these APIs is a piece of automated software outside of an interactive human session. While there are mechanisms like OAuth and API secrets that are used to grant API access, each have their weaknesses such as unnecessary complexity for particular use cases or the use of shared secrets which may not be acceptable to an implementer.

Digital signatures are widely used to provide authentication without the need for shared secrets. They also do not require a round-trip in order to authenticate the client. A server need only have a mapping between the key being used to sign the content and the authorized entity to verify that a message was signed by that entity.

This specification provides two mechanisms that can be used by a server to authenticate a client. The first is the 'Signature' HTTP Authentication Scheme, which may be used for interactive sessions. The second is the Signature HTTP Header, which is typically used by automated software agents.

1.2. Using Signatures in HTTP Responses

It is often assumed that if a server provides a certificate signed by a trusted Certificate Authority that the server has not been compromised. After the pervasive monitoring revelations of 2013, that is no longer a commonly held belief. For most low to moderate security transactions, TLS is acceptable. However, for high security transactions, having an additional signature on the HTTP header allows a client to ensure that even if the transport channel has been compromised, that the content of the messages have not been compromised.

This specification provides a HTTP Signature Header mechanism that can be used by a client to authenticate the sender of a message and ensure that particular headers have not been modified in transit.

2. The Components of a Signature

There are a number of components in a signature that are common between the 'Signature' HTTP Authentication Scheme and the 'Signature' HTTP Header. This section details the components of a digital signature.
2.1. Signature Parameters

The following section details the signature parameters.

2.1.1. keyId

REQUIRED. The `keyId` field is an opaque string that the server can use to look up the component they need to validate the signature. It could be an SSH key fingerprint, a URL to machine-readable key data, an LDAP DN, etc. Management of keys and assignment of `keyId` is out of scope for this document.

2.1.2. algorithm

REQUIRED. The `algorithm` parameter is used to specify the digital signature algorithm to use when generating the signature. Valid values for this parameter can be found in the Signature Algorithms registry located at http://www.iana.org/assignments/signature-algorithms [3] and MUST NOT be marked "deprecated".

2.1.3. headers

OPTIONAL. The `headers` parameter is used to specify the list of HTTP headers included when generating the signature for message. If specified, it should be a lowercased, quoted list of HTTP header fields, separated by a single space character. By default, only one HTTP header is signed, which is the `Date` header. Note that the list order is important, and MUST be specified in the order the values are concatenated together during signing.

2.1.4. signature

REQUIRED. The `signature` parameter is a base 64 encoded digital signature, as described in RFC 4648 [RFC4648], Section 4 [4]. The client uses the `algorithm` and `headers` signature parameters to form a canonicalized `signing string`. This `signing string` is then signed with the key associated with `keyId` and the algorithm corresponding to `algorithm`. The `signature` parameter is then set to the base 64 encoding of the signature.

2.2. Ambiguous Parameters

If any of the parameters listed above are erroneously duplicated in the associated header field, then the last parameter defined MUST be used. Any parameter that is not recognized as a parameter, or is not well-formed, MUST be ignored.
2.3. Signature String Construction

In order to generate the string that is signed with a key, the client MUST use the values of each HTTP header field specified by `headers` in the order they appear. It is out of scope for this document to dictate what header fields an application will want to enforce, but implementers SHOULD at minimum include the method + URL (request-line), Host, and Date header fields.

To include the HTTP request line in the signature calculation, use the special `(request-line)` header field name.

1. If the header field name is `(request-line)` then generate the header field value by concatenating the lowercased method name, an ASCII space, and the method URL.

2. Create the header field string by concatenating the lowercased header field name followed with an ASCII colon `:` an ASCII space ` `, and the header field value. The value MUST NOT be modified or canonicalized in any way. If there are multiple instances of the same header field, all header field values associated with the header field MUST be concatenated and used in the order in which they will appear in the transmitted HTTP message.

3. If value is not the last value then append an ASCII newline `\n`.

3. The 'Signature' HTTP Authentication Scheme

The "signature" authentication scheme is based on the model that the client must authenticate itself with a digital signature produced by either a private asymmetric key (e.g., RSA) or a shared symmetric key (e.g., HMAC). The scheme is parameterized enough such that it is not bound to any particular key type or signing algorithm. However, it does explicitly assume that clients can send an HTTP `Date` header.

3.1. Authorization Header

The client is expected to send an Authorization header (as defined in HTTPbis 1.1, Part 7 [I-D.ietf-httpbis-p7-auth], Section 4.1 [5]) where the "auth-scheme" is "Signature" and the "auth-param" parameters meet the requirements listed in Section 2: The Components of a Signature.

The rest if this section uses the following HTTP request as an example.
POST /foo HTTP/1.1
Host: example.org
Date: Tue, 07 Jun 2014 20:51:35 GMT
Content-Type: application/json
Digest: SHA-256=X48E9qOokqqrmdts8nOJRJN3OWDUoyWxBf7kbu9DBPE=
Content-Length: 18

{"hello": "world"}

Note that the use of the `Digest` header field is per RFC 3230
[RFC3230], Section 4.3.2 [6] and is included merely as a
demonstration of how an implementer could include information about
the body of the message in the signature. The following sections
also assume that the "rsa-key-1" keyId refers to a private key known
to the client and a public key known to the server. The "hmac-key-1"
keyId refers to key known to the client and server.

3.1.1. Initiating Signature Authorization

A server may notify a client when a protected resource could be
accessed by authenticating itself to the server. To initiate this
process, the server will request that the client authenticate itself
via a 401 response code. For example:

HTTP/1.1 401 Unauthorized
Date: Thu, 08 Jun 2014 18:32:30 GMT
Content-Length: 1234
Content-Type: text/html
WWW-Authenticate: Signature realm="Example"

3.1.2. RSA Example

The authorization header and signature would be generated as:

Authorization: Signature keyId="rsa-key-1",algorithm="rsa-sha256",
headers="(request-line) host date digest content-length",
signature="Base64(RSA-SHA256(signing string))"

The client would compose the signing string as:

(request-line): post /foo
host: example.org

date: Tue, 07 Jun 2014 20:51:35 GMT
digest: SHA-256=X48E9qOokqqrmdts8nOJRJN3OWDUoyWxBf7kbu9DBPE=
content-length: 18
Note that the '\n' symbols above are included to demonstrate where the new line character should be inserted. There is no new line on the final line of the signing string.

For an RSA-based signature, the authorization header and signature would then be generated as:

Authorization: Signature keyId="rsa-key-1",algorithm="rsa-sha256", headers="(request-line) host date digest content-length", signature="Base64(RSA-SHA256(signing string))"

3.1.3. HMAC Example

For an HMAC-based signature without a list of headers specified, the authorization header and signature would be generated as:

Authorization: Signature keyId="hmac-key-1",algorithm="hmac-sha256", headers="(request-line) host date digest content-length", signature="Base64(HMAC-SHA256(signing string))"

The only difference between the RSA Example and the HMAC Example is the signature algorithm that is used. The client would compose the signing string in the same way as the RSA Example above:

(request-line): post /foo\nhost: example.org\ndate: Tue, 07 Jun 2014 20:51:35 GMT\ndigest: SHA-256=X48E9qOokqqrvdts8n0JRJN30WDUoyWxBf7kbu9DBPE=\ncontent-length: 18

4. The 'Signature' HTTP Header

The "signature" HTTP Header is based on the model that the sender must authenticate itself with a digital signature produced by either a private asymmetric key (e.g., RSA) or a shared symmetric key (e.g., HMAC). The scheme is parameterized enough such that it is not bound to any particular key type or signing algorithm. However, it does explicitly assume that senders can send an HTTP `Date` header.

4.1. Signature Header

The sender is expected to transmit a header (as defined in HTTPbis 1.1, Part 1 [I-D.ietf-httpbis-p1-messaging], Section 3.2 [7]) where the "field-name" is "Signature", and the "field-value" contains one or more "auth-param"s (as defined in HTTPbis 1.1, Part 7 [I-D.ietf-httpbis-p7-auth], Section 4.1 [8]) where the "auth-param" parameters meet the requirements listed in Section 2: The Components of a Signature.
The rest of this section uses the following HTTP request as an example.

```
POST /foo HTTP/1.1
Host: example.org
Date: Tue, 07 Jun 2014 20:51:35 GMT
Content-Type: application/json
Digest: SHA-256=X48E9qOokqrrvds8n0JRN30WDUoyWxYs7kbu9DBPE=
Content-Length: 18

{"hello": "world"}
```

The following sections assume that the "rsa-key-1" keyId refers to a private key known to the client and a public key known to the server. The "hmac-key-1" keyId refers to key known to the client and server.

### 4.1.1 RSA Example

The signature header and signature would be generated as:

```
Signature: keyId="rsa-key-1",algorithm="rsa-sha256",
headers="(request-line) host date digest content-length",
signature="Base64(RSA-SHA256(signing string))"
```

The client would compose the signing string as:

```
(request-line): post /foo

host: example.org

date: Tue, 07 Jun 2014 20:51:35 GMT

digest: SHA-256=X48E9qOokqrrvds8n0JRN30WDUoyWxYs7kbu9DBPE=

content-length: 18
```

Note that the '\n' symbols above are included to demonstrate where the new line character should be inserted. There is no new line on the final line of the signing string.

For an RSA-based signature, the authorization header and signature would then be generated as:

```
Signature: keyId="rsa-key-1",algorithm="rsa-sha256",
headers="(request-line) host date digest content-length",
signature="Base64(RSA-SHA256(signing string))"
```
4.1.2. HMAC Example

For an HMAC-based signature without a list of headers specified, the authorization header and signature would be generated as:

```
Signature: keyId="hmac-key-1",algorithm="hmac-sha256",
headers="(request-line) host date digest content-length",
signature="Base64(HMAC-SHA256(signing string))"
```

The only difference between the RSA Example and the HMAC Example is the signature algorithm that is used. The client would compose the signing string in the same way as the RSA Example above:

```
(request-line): post /foo
host: example.org
date: Tue, 07 Jun 2014 20:51:35 GMT
digest: SHA-256=X48E9qOokqqrvdts8n0JRJN30WDUoyoWxBf7ku9DBPE=
content-length: 18
```

5. References

5.1. Normative References

[I-D.ietf-httpbis-p1-messaging]

[I-D.ietf-httpbis-p7-auth]

[I-D.ietf-jose-json-web-algorithms]


5.2. Informative References


Appendix A. Security Considerations

There are a number of security considerations to take into account when implementing or utilizing this specification. A thorough security analysis of this protocol, including its strengths and weaknesses, can be found in Security Considerations for HTTP Signatures [9].

Appendix B. Extensions

This specification was designed to be simple, modular, and extensible. There are a number of other specifications that build on this one. For example, the HTTP Signature Nonces [10] specification details how to use HTTP Signatures over a non-secured channel like HTTP and the HTTP Signature Trailers [11] specification explains how to apply HTTP Signatures to streaming content. Developers that desire more functionality than this specification provides are urged to ensure that an extension specification doesn't already exist before implementing a proprietary extension.

If extensions to this specification are made by adding new Signature Parameters, those extension parameters MUST be registered in the Signature Authentication Scheme Registry. The registry will be created and maintained at (the suggested URI) http://www.iana.org/assignments/http-auth-scheme-signature [12]. An example entry in this registry is included below:

Signature Parameter: nonce
Reference to specification: [HTTP_AUTH_SIGNATURE_NONCE], Section XYZ.
Notes (optional): The HTTP Signature Nonces specification details how to use HTTP Signatures over a unsecured channel like HTTP.
Appendix C. Test Values

The following test data uses the following RSA 2048-bit keys, which we will refer to as `keyId=Test` in the following samples:

-----BEGIN PUBLIC KEY-----
MIIFMA0GCSqGSIb3DQEBAQUAA4GNADCBiQKBgQDCFENGw33yGiHy92pDjzQh10C36rPj+CvFSC8+q28hxA161QFNUd13wuCUCqQd2qsBe/2hFyc2DCJJg0h1L78+6Z4UMR7EOcpdUE9Hf3m hs+FUR45uBJeDK1H5F8d8bHKD6kv8FPGfJTotc+2xjJw0Yi+1hqp1fIEkaxsyQIDAQAB
-----END PUBLIC KEY-----

-----BEGIN RSA PRIVATE KEY-----
MIICXgIBAAKBgQDCFENGw33yGiHy92pDjzQh10C36rPj+CvFSC8+q28hxA161QF NUd13wuCUCqQd2qsBe/2hFyc2DCJJg0h1L78+6Z4UMR7EOcpdUE9Hf3m hs+FUR45uBJeDK1H5F8d8bHKD6kv8FPGfJTotc+2xjJw0Yi+1hqp1fIEkaxsyQIDAQAB Ao6BAJR8ZCuxVx5kzv+utd17TSnordT1TvoXXJGKX7ZZ+UuVMNUCdN2QpC4sBiAQWwLw1cSKt5DsKZ8UETpyY8pPYNndEZz2dYlaew9+xEp7uyeW2oH4X71wqBtOKkwqRxa/pzd1pocURj6vE6YY7EB2/g7uanVpGilvOVAEsqH1AkEA70kJVH28WGuDg1nqvn2kK6C77n1Ec3jGjZ7zOzBMHfDONMLURXR/Zm3P5m0tCmBqa5R9Ku412jt1dPlwJBNJt3v8pnkth48BQq/fKeI6uEYyoBoRtA5/uuHuHkZ6fQpF70UKGogcmS1u0dc5t6hI1VsLn0QZEmJQZMEOWrw+wkSCMCQQCC4kXJEHAv77oP6HtG/IiEn7 kpyUXRNVfsDECq3pZiJVLa/aRFUJxuRK91jhc68a7N5KMGg50xS515j136x7kEA gIT7aFOYBFvGqQAKwKNNLlwLykKbAZRTEbLpBCeMUqD1ldFdtvAYqPZ01YRkmWG6aFKaqQF0XKCyW0UiKnqJAXR1gySFci/2ueK1IIE1qQzlSZ8V50pFLRnb1pZI7U1yQXnTAEFYM560yJ1zUp0b1V4cScGd365t1SMvxlOvTA==
-----END RSA PRIVATE KEY-----

All examples use this request:

POST /foo?param=value&pet=dog HTTP/1.1
Host: example.com
Date: Thu, 05 Jan 2014 21:31:40 GMT
Content-Type: application/json
Digest: SHA-256=X48E9qOokqqrvdts8nOJRJN30WDUoyWxBf7kbu9DBPE= 
Content-Length: 18

{"hello": "world"}

C.1. Default Test

If a list of headers is not included, the date is the only header that is signed by default. The string to sign would be:

date: Thu, 05 Jan 2014 21:31:40 GMT

The Authorization header would be:
The Signature header would be:

```
Signature: keyId="Test",algorithm="rsa-sha256",
signature="ATp0r26dbMIxOopqw0OfABDT7CKMIOEEnumuruOtaj8n/97Q3htH
FYpH8yOSQk3Z5zh8UXUym6FYTb5+A0Nz3NRsXJihnYi7brE/4tx5But9kkFGzG+
xpUmimN4c3TMN70Ff/+r8h8f7BT9/GmHDUVZT2JzWGLZES2xDOUuMtA="
```

C.2. Basic Test

The minimum recommended data to sign is the (request-line), host, and date. In this case, the string to sign would be:

```
(request-line): post /foo?param=value&pet=dog
host: example.com
date: Thu, 05 Jan 2014 21:31:40 GMT
```

The Authorization header would be:

```
Authorization: Signature keyId="Test",algorithm="rsa-sha256",
headers="(request-line) host date",
signature="KcLSABBj/m3v2DhxiCKJmzYJvnx74tD01SaURD8Dy8XpugN5wpwy8iBVJtpkHUIp4qBYpzx2QvD16t8X
0BUMiKc53AGE+baQFWwbb2iYYJzvuUL+krr1/Q7H6fPBADBSHqEZ7IE8r0Ys3L
b7J5A6VB9J/4yVTRiBcxTypW/mpr5w="
```

C.3. All Headers Test

A strong signature including all of the headers and a digest of the body of the HTTP request would result in the following signing string:

```
(request-line): post /foo?param=value&pet=dog
host: example.com
date: Thu, 05 Jan 2014 21:31:40 GMT
content-type: application/json
digest: SHA-256=X48E9q0okqqrwts8n0JRJN30WDUoyWxBf7kbu9DBPE=
content-length: 18
```

The Authorization header would be:
Authorization: Signature keyId="Test",algorithm="rsa-sha256",
headers="(request-line) host date content-type digest content-length",
signature="jgSqYK0yKc1IHFf9zApVEdP5eqji8C4i4X76pE+XHoxugXv7q
nVRGr+3ObmBgtPr39I4utq17s9ghz/2QFVx1nToYAvbSVZJ9ulD1HQBug00j
0yn9sX0tcN7uNHBj6NCqUsnt0w/cJA6B6nJZpyNqNyAXKdZIZIt0uhIs78w=

The Signature header would be:

Signature: keyId="Test",algorithm="rsa-sha256",
headers="(request-line) host date content-type digest content-length",
signature="jgSqYK0yKc1IHFf9zApVEdP5eqji8C4i4X76pE+XHoxugXv7q
nVRGr+3ObmBgtPr39I4utq17s9ghz/2QFVx1nToYAvbSVZJ9ulD1HQBug00j
0yn9sX0tcN7uNHBj6NCqUsnt0w/cJA6B6nJZpyNqNyAXKdZIZIt0uhIs78w=
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Appendix E.  IANA Considerations

E.1.  Signature Authentication Scheme

The following entry should be added to the Authentication Scheme
Registry located at http://www.iana.org/assignments/http-authschemes
[13]

Authentication Scheme Name: Signature
Reference: [RFC_THIS_DOCUMENT], Section 2.
Notes (optional): The Signature scheme is designed for clients to
authenticate themselves with a server.

E.2.  Signature Algorithm Registry

The following initial entries should be added to the Signature
Algorithm Registry to be created and maintained at (the suggested
URI) http://www.iana.org/assignments/signature-algorithms [14]:

Editor's note: The references in this section are problematic as many
of the specifications that they refer to are too implementation
specific, rather than just pointing to the proper signature and
hashing specifications.  A better approach might be just specifying
the signature and hashing function specifications, leaving
implementers to connect the dots (which are not that hard to
connect).
Algorithm Name: rsa-sha1
Reference: RFC 6376 [RFC6376], Section 3.3.1
Status: deprecated

Algorithm Name: rsa-sha256
Reference: RFC 6376 [RFC6376], Section 3.3.2
Status: active

Algorithm Name: hmac-sha256
Reference: HS256 in JOSE JSON Web Algorithms [I-D.ietf-jose-json-web-algorithms], Section 3.2
Status: active

Algorithm Name: ecdsa-sha256
Reference: ES256 in JOSE JSON Web Algorithms [I-D.ietf-jose-json-web-algorithms], Section 3.4
Status: active
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