Trusted Execution Environment Provisioning (TEEP) Architecture
draft-ietf-teep-architecture-03

Abstract

A Trusted Execution Environment (TEE) is designed to provide a hardware-isolation mechanism to separate a regular operating system from security-sensitive application components.

This architecture document motivates the design and standardization of a protocol for managing the lifecycle of trusted applications running inside a TEE.
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1. Introduction

Applications executing in a device are exposed to many different attacks intended to compromise the execution of the application, or reveal the data upon which those applications are operating. These attacks increase with the number of other applications on the device, with such other applications coming from potentially untrustworthy sources. The potential for attacks further increase with the complexity of features and applications on devices, and the unintended interactions among those features and applications. The danger of attacks on a system increases as the sensitivity of the applications or data on the device increases. As an example, exposure of emails from a mail client is likely to be of concern to its owner, but a compromise of a banking application raises even greater concerns.
The Trusted Execution Environment (TEE) concept is designed to execute applications in a protected environment that separates applications inside the TEE from the regular operating system and from other applications on the device. This separation reduces the possibility of a successful attack on application components and the data contained inside the TEE. Typically, application components are chosen to execute inside a TEE because those application components perform security sensitive operations or operate on sensitive data. An application component running inside a TEE is referred to as a Trusted Application (TA), while a normal application running in the regular operating system is referred to as an Untrusted Application (UA).

The TEE uses hardware to enforce protections on the TA and its data, but also presents a more limited set of services to applications inside the TEE than is normally available to UA’s running in the normal operating system.

But not all TEEs are the same, and different vendors may have different implementations of TEEs with different security properties, different features, and different control mechanisms to operate on TAs. Some vendors may themselves market multiple different TEEs with different properties attuned to different markets. A device vendor may integrate one or more TEEs into their devices depending on market needs.

To simplify the life of developers and service providers interacting with TAs in a TEE, an interoperable protocol for managing TAs running in different TEEs of various devices is needed. In this TEE ecosystem, there often arises a need for an external trusted party to verify the identity, claims, and rights of Service Providers (SP), devices, and their TEEs. This trusted third party is the Trusted Application Manager (TAM).

This protocol addresses the following problems:

- A Service Provider (SP) intending to provide services through a TA to users of a device needs to determine security-relevant information of a device before provisioning their TA to the TEE within the device. Examples include the verification of the device ‘root of trust’ and the type of TEE included in a device.

- A TEE in a device needs to determine whether a Service Provider (SP) that wants to manage a TA in the device is authorized to manage TAs in the TEE, and what TAs the SP is permitted to manage.
The parties involved in the protocol must be able to attest that a TEE is genuine and capable of providing the security protections required by a particular TA.

A Service Provider (SP) must be able to determine if a TA exists (is installed) on a device (in the TEE), and if not, install the TA in the TEE.

A Service Provider (SP) must be able to check whether a TA in a device’s TEE is the most up-to-date version, and if not, update the TA in the TEE.

A Service Provider (SP) must be able to remove a TA in a device’s TEE if the SP is no longer offering such services or the services are being revoked from a particular user (or device). For example, if a subscription or contract for a particular service has expired, or a payment by the user has not been completed or has been rescinded.

A Service Provider (SP) must be able to define the relationship between cooperating TAs under the SP’s control, and specify whether the TAs can communicate, share data, and/or share key material.

2. Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in BCP 14 [RFC2119] [RFC8174] when, and only when, they appear in all capitals, as shown here.

The following terms are used:

- Client Application: An application running in a Rich Execution Environment, such as an Android, Windows, or iOS application. We sometimes refer to this as the ‘Client App’.

- Device: A physical piece of hardware that hosts a TEE along with a Rich Execution Environment. A Device contains a default list of Trust Anchors that identify entities (e.g., TAMs) that are trusted by the Device. This list is normally set by the Device Manufacturer, and may be governed by the Device’s network carrier. The list of Trust Anchors is normally modifiable by the Device’s owner or Device Administrator. However the Device manufacturer and network carrier may restrict some modifications, for example, by not allowing the manufacturer or carrier’s Trust Anchor to be removed or disabled.
- **Rich Execution Environment (REE):** An environment that is provided and governed by a typical OS (e.g., Linux, Windows, Android, iOS), potentially in conjunction with other supporting operating systems and hypervisors; it is outside of the TEE. This environment and applications running on it are considered un-trusted.

- **Service Provider (SP):** An entity that wishes to provide a service on Devices that requires the use of one or more Trusted Applications. A Service Provider requires the help of a TAM in order to provision the Trusted Applications to remote devices.

- **Device User:** A human being that uses a device. Many devices have a single device user. Some devices have a primary device user with other human beings as secondary device users (e.g., parent allowing children to use their tablet or laptop). Relates to Device Owner and Device Administrator.

- **Device Owner:** A device is always owned by someone. It is common for the (primary) device user to also own the device, making the device user/owner also the device administrator. In enterprise environments it is more common for the enterprise to own the device, and device users have no or limited administration rights. In this case, the enterprise appoints a device administrator that is not the device owner.

- **Device Administrator (DA):** An entity that is responsible for administration of a Device, which could be the device owner. A Device Administrator has privileges on the Device to install and remove applications and TAs, approve or reject Trust Anchors, and approve or reject Service Providers, among possibly other privileges on the Device. A Device Administrator can manage the list of allowed TAMS by modifying the list of Trust Anchors on the Device. Although a Device Administrator may have privileges and Device-specific controls to locally administer a device, the Device Administrator may choose to remotely administrate a device through a TAM.

- **Trust Anchor:** A public key in a device whose corresponding private key is held by an entity implicitly trusted by the device. The Trust Anchor may be a certificate or it may be a raw public key along with additional data if necessary such as its public key algorithm and parameters. The Trust Anchor is normally stored in a location that resists unauthorized modification, insertion, or replacement. The digital fingerprint of a Trust Anchor may be stored along with the Trust Anchor certificate or public key. A device can use the fingerprint to uniquely identify a Trust Anchor. The Trust Anchor private key owner can sign certificates of other public keys, which conveys trust about those keys to the
device. A certificate signed by the Trust Anchor communicates that the private key holder of the signed certificate is trusted by the Trust Anchor holder, and can therefore be trusted by the device. Trust Anchors in a device may be updated by an authorized party when a Trust Anchor should be deprecated or a new Trust Anchor should be added.

- Trusted Application (TA): An application component that runs in a TEE.

- Trusted Execution Environment (TEE): An execution environment that runs alongside of, but is isolated from, an REE. A TEE has security capabilities and meets certain security-related requirements. It protects TEE assets from general software attacks, defines rigid safeguards as to data and functions that a program can access, and resists a set of defined threats. It should have at least the following three properties:

  (a) A device unique credential that cannot be cloned;

  (b) Assurance that only authorized code can run in the TEE;

  (c) Memory that cannot be read by code outside the TEE.

There are multiple technologies that can be used to implement a TEE, and the level of security achieved varies accordingly.

- Root-of-Trust (RoT): A hardware or software component in a device that is inherently trusted to perform a certain security-critical function. A RoT should be secure by design, small, and protected by hardware against modification or interference. Examples of RoTs include software/firmware measurement and verification using a Trust Anchor (RoT for Verification), provide signed assertions using a protected attestation key (RoT for Reporting), or protect the storage and/or use of cryptographic keys (RoT for Storage). Other RoTs are possible, including RoT for Integrity, and RoT for Measurement. Reference: NIST SP800-164 (Draft).

- Trusted Firmware (TFW): A firmware in a device that can be verified with a Trust Anchor by RoT for Verification.

- Bootloader key: This symmetric key is protected by electronic fuse (eFUSE) technology. In this context it is used to decrypt a TFW private key, which belongs to a device-unique private/public key pair. Not every device is equipped with a bootloader key.

This document uses the following abbreviations:
3. Assumptions

This specification assumes that an applicable device is equipped with one or more TEEs and each TEE is pre-provisioned with a device-unique public/private key pair, which is securely stored.

A TEE uses an isolation mechanism between Trusted Applications to ensure that one TA cannot read, modify or delete the data and code of another TA.

4. Use Cases

4.1. Payment

A payment application in a mobile device requires high security and trust about the hosting device. Payments initiated from a mobile device can use a Trusted Application to provide strong identification and proof of transaction.

For a mobile payment application, some biometric identification information could also be stored in a TEE. The mobile payment application can use such information for authentication.

A secure user interface (UI) may be used in a mobile device to prevent malicious software from stealing sensitive user input data. Such an application implementation often relies on a TEE for user input protection.
4.2. Authentication

For better security of authentication, a device may store its sensitive authentication keys inside a TEE, providing hardware-protected security key strength and trusted code execution.

4.3. Internet of Things

The Internet of Things (IoT) has been posing threats to networks and national infrastructures because of existing weak security in devices. It is very desirable that IoT devices can prevent malware from manipulating actuators (e.g., unlocking a door), or stealing or modifying sensitive data such as authentication credentials in the device. A TEE can be the best way to implement such IoT security functions.

TEEs could be used to store variety of sensitive data for IoT devices. For example, a TEE could be used in smart door locks to store a user’s biometric information for identification, and for protecting access the locking mechanism.

4.4. Confidential Cloud Computing

A tenant can store sensitive data in a TEE in a cloud computing server such that only the tenant can access the data, preventing the cloud hosting provider from accessing the data. A tenant can run TAs inside a server TEE for secure operation and enhanced data security. This provides benefits not only to tenants with better data security but also to cloud hosting provider for reduced liability and increased cloud adoption.

5. Architecture

5.1. System Components

The following are the main components in the system. Full descriptions of components not previously defined are provided below. Interactions of all components are further explained in the following paragraphs.
Service Providers (SP) and Device Administrators (DA) utilize the services of a TAM to manage TAs on Devices. SPs do not directly interact with devices. DAs may elect to use a TAM for remote administration of TAs instead of managing each device directly.

TAM: A TAM is responsible for performing lifecycle management activity on TAs on behalf of Service Providers and Device Administrators. This includes creation and deletion of TAs, and may include, for example, over-the-air updates to keep an SP’s TAs up-to-date and clean up when a version should be removed. TAMs may provide services that make it easier for SPs or DAs to use the TAM’s service to manage multiple devices, although that is not required of a TAM.

The TAM performs its management of TAs through an interaction with a Device’s TEEP Broker. As shown in Figure 1, the TAM cannot directly contact a Device, but must wait for a TEEP Broker or a Client Application to contact the TAM requesting a particular service. This architecture is intentional in order to accommodate network and application firewalls that normally protect user and enterprise devices from arbitrary connections from external network entities.

A TAM may be publicly available for use by many SPs, or a TAM may be private, and accessible by only one or a limited number of SPs.
It is expected that manufacturers and carriers will run their own private TAM. Another example of a private TAM is a TAM running as a Software-as-a-Service (SaaS) within an SP.

A SP or Device Administrator chooses a particular TAM based on whether the TAM is trusted by a Device or set of Devices. The TAM is trusted by a device if the TAM’s public key is an authorized Trust Anchor in the Device. A SP or Device Administrator may run their own TAM, however the Devices they wish to manage must include this TAM’s public key in the Trust Anchor list.

A SP or Device Administrator is free to utilize multiple TAMs. This may be required for a SP to manage multiple different types of devices from different manufacturers, or devices on different carriers, since the Trust Anchor list on these different devices may contain different TAMs. A Device Administrator may be able to add their own TAM’s public key or certificate to the Trust Anchor list on all their devices, overcoming this limitation.

Any entity is free to operate a TAM. For a TAM to be successful, it must have its public key or certificate installed in Devices Trust Anchor list. A TAM may set up a relationship with device manufacturers or carriers to have them install the TAM’s keys in their device’s Trust Anchor list. Alternatively, a TAM may publish its certificate and allow Device Administrators to install the TAM’s certificate in their devices as an after-market-action.

- TEEP Broker: The TEEP Broker is an application running in a Rich Execution Environment (REE) that enables the message protocol exchange between a TAM and a TEE in a device. The TEEP Broker does not process messages on behalf of a TEE, but merely is responsible for relaying messages from the TAM to the TEE, and for returning the TEE’s responses to the TAM.

A Client Application is expected to communicate with a TAM to request TAs that it needs to use. The Client Application needs to pass the messages from the TAM to TEEs in the device. This calls for a component in the REE that Client Applications can use to pass messages to TEEs. The TEEP Broker is thus an application in the REE or software library that can relay messages from a Client Application to a TEE in the device. A device usually comes with only one active TEE. A TEE may provide such a Broker to the device manufacturer to be bundled in devices. Such a TEE must also include a Broker counterpart, namely, a TEEP Agent inside the TEE, to parse TAM messages sent through the Broker. A TEEP Broker is generally acting as a dummy relaying box with just the TEE interacting capability; it doesn’t need and shouldn’t parse protocol messages.
- TEEP Agent: the TEEP Agent is a processing module running inside a TEE that receives TAM requests that are relayed via a TEEP Broker that runs in an REE. A TEEP Agent in the TEE may parse requests or forward requests to other processing modules in a TEE, which is up to a TEE provider's implementation. A response message corresponding to a TAM request is sent by a TEEP Agent back to a TEEP Broker.

- Certification Authority (CA): Certificate-based credentials used for authenticating a device, a TAM and an SP. A device embeds a list of root certificates (Trust Anchors), from trusted CAs that a TAM will be validated against. A TAM will remotely attest a device by checking whether a device comes with a certificate from a CA that the TAM trusts. The CAs do not need to be the same; different CAs can be chosen by each TAM, and different device CAs can be used by different device manufacturers.

5.2. Different Renditions of TEEP Architecture

There is nothing prohibiting a device from implementing multiple TEEs. In addition, some TEEs (for example, SGX) present themselves as separate containers within memory without a controlling manager within the TEE. In these cases, the rich operating system hosts multiple TEEP brokers, where each broker manages a particular TEE or set of TEEs. Enumeration and access to the appropriate broker is up to the rich OS and the applications. Verification that the correct TA has been reached then becomes a matter of properly verifying TA attestations, which are unforgeable. The multiple TEE approach is shown in the diagram below. For brevity, TEEP Broker 2 is shown interacting with only one TAM and UA, but no such limitation is intended to be implied in the architecture.
Figure 2: Notional Architecture of TEEP with multiple TEEs

In the diagram above, TEEP Broker 1 controls interactions with the TA’s in TEE-1, and TEEP Broker 2 controls interactions with the TA’s in TEE-2. This presents some challenges for a TAM in completely managing the device, since a TAM may not interact with all the TEEP Brokers on a particular platform. In addition, since TEE’s may be physically separated, with wholly different resources, there may be no need for TEEP Brokers to share information on installed TAs or...
resource usage. However, the architecture guarantees that the TAM will receive all the relevant information from the TEEP Broker to which it communicates.

5.3. Multiple TAMs and Relationship to TAs

As shown in Figure 2, the TEEP Broker provides connections from the TEE and the Client App to one or more TAMs. The selection of which TAM to communicate with is dependent on information from the Client App and is directly related to the TA.

When a SP offers a service which requires a TA, the SP associates that service with a specific TA. The TA itself is digitally signed, protecting its integrity, but the signature also links the TA back to the signer. The signer is usually the SP, but in some cases may be another party that the SP trusts. The SP selects one or more TAMs through which to offer their service, and communicates the information of the service and the specific client apps and TAs to the TAM.

The SP chooses TAMs based upon the markets into which the TAM can provide access. There may be TAMs that provide services to specific types of mobile devices, or mobile device operating systems, or specific geographical regions or network carriers. A SP may be motivated to utilize multiple TAMs for its service in order to maximize market penetration and availability on multiple types of devices. This likely means that the same service will be available through multiple TAMs.

When the SP publishes the Client App to an app store or other app repositories, the SP binds the Client App with a manifest that identifies what TAMs can be contacted for the TA. In some situations, an SP may use only a single TAM - this is likely the case for enterprise applications or SPs serving a closed community. For broad public apps, there will likely be multiple TAMs in the manifest - one servicing one brand of mobile device and another servicing a different manufacturer, etc. Because different devices and different manufacturers trust different TAMs, the manifest will include different TAMs that support this SP’s client app and TA. Multiple TAMs allow the SP to provide their service and this app (and TA) to multiple different devices.

When the TEEP Broker receives a request to contact the TAM for a Client App in order to install a TA, a list of TAMs may be provided. The TEEP Broker selects a single TAM that is consistent with the list of trusted TAMs (trust anchors) provisioned on the device. For any client app, there should be only a single TAM for the TEEP Broker to contact. This is also the case when a Client App uses multiple TAs,
or when one TA depends on another TA in a software dependency (see section TBD). The reason is that the SP should provide each TAM that it places in the Client App’s manifest all the TAs that the app requires. There is no benefit to going to multiple different TAMS, and there is no need for a special TAM to be contacted for a specific TA.

[Note: This should always be the case. When a particular device or TEE supports only a special proprietary attestation mechanism, then a specific TAM will be needed that supports that attestation scheme. The TAM should also support standard attestation signatures as well. It is highly unlikely that a set of TAs would use different proprietary attestation mechanisms since a TEE is likely to support only one such proprietary scheme.]

[Note: This situation gets more complex in situations where a Client App expects another application or a device to already have a specific TA installed. This situation does not occur with SGX, but could occur in situations where the secure world maintains an trusted operating system and runs an entire trusted system with multiple TAs running. This requires more discussion.]

5.4. Client Apps, Trusted Apps, and Personalization Data

In TEEP, there is an explicit relationship and dependence between the client app in the REE and one or more TAs in the TEE, as shown in Figure 2. From the perspective of a device user, a client app that uses one or more TA’s in a TEE appears no different from any other untrusted application in the REE. However, the way the client app and its corresponding TA’s are packaged, delivered, and installed on the device can vary. The variations depend on whether the client app and TA are bundled together or are provided separately, and this has implications to the management of the TAs in the TEE. In addition to the client app and TA, the TA and/or TEE may require some additional data to personalize the TA to the service provider or the device user. This personalization data is dependent on the TEE, the TA and the SP; an example of personalization data might be username and password of the device user’s account with the SP, or a secret symmetric key used to by the TA to communicate with the SP. The personalization data must be encrypted to preserve the confidentiality of potentially sensitive data contained within it. Other than this requirement to support confidentiality, TEEP place no limitations or requirements on the personalization data.

There are three possible cases for bundling of the Client App, TA, and personalization data:
1. The Client App, TA, and personalization data are all bundled together in a single package by the SP and provided to the TEEP Broker through the TAM.

2. The Client App and the TA are bundled together in a single binary, which the TAM or a publicly accessible app store maintains in repository, and the personalization data is separately provided by the SP. In this case, the personalization data is collected by the TAM and included in the InstallTA message to the TEEP Broker.

3. All components are independent. The device user installs the Client App through some independent or device-specific mechanism, and the TAM provides the TA and personalization data from the SP. Delivery of the TA and personalization data may be combined or separate.

5.5. Examples of Application Delivery Mechanisms in Existing TEEs

In order to better understand these cases, it is helpful to review actual implementations of TEEs and their application delivery mechanisms.

In Intel Software Guard Extensions (SGX), the Client App and TA are typically bound into the same binary (Case 2). The TA is compiled into the Client App binary using SGX tools, and exists in the binary as a shared library (.so or .dll). The Client App loads the TA into an SGX enclave when the client needs the TA. This organization makes it easy to maintain compatibility between the Client App and the TA, since they are updated together. It is entirely possible to create a Client App that loads an external TA into an SGX enclave and use that TA (Case 3). In this case, the Client App would require a reference to an external file or download such a file dynamically, place the contents of the file into memory, and load that as a TA. Obviously, such file or downloaded content must be properly formatted and signed for it to be accepted by the SGX TEE. In SGX, for Case 2 and Case 3, the personalization data is normally loaded into the SGX enclave (the TA) after the TA has started. Although Case 1 is possible with SGX, there are no instances of this known to be in use at this time, since such a construction would require a special installation program and SGX TA to receive the encrypted binary, decrypt it, separate it into the three different elements, and then install all three. This installation is complex, because the Client App decrypted inside the TEE must be passed out of the TEE to an installer in the REE which would install the Client App; this assumes that the Client App binary includes the TA code also, otherwise there is a significant problem in getting the SGX enclave code (the TA) from the TEE, through the installer and into the Client App in a trusted fashion. Finally, the
personalization data would need to be sent out of the TEE (encrypted in an SGX enclave-to-enclave manner) to the REE’s installation app, which would pass this data to the installed Client App, which would in turn send this data to the SGX enclave (TA). This complexity is due to the fact that each SGX enclave is separate and does not have direct communication to one another.

[NOTE: Need to add an equivalent discussion for an ARM/TZ implementation]

5.6. TEEP Architectural Support for Client App, TA, and Personalization Data Delivery

This section defines TEEP support for the three different cases for delivery of the Client App, TA, and personalization data.

[Note: discussion of format of this single binary, and who/what is responsible for splitting these things apart, and installing the client app into the REE, the TA into the TEE, and the personalization data into the TEE or TA. Obviously the decryption must be done by the TEE but this may not be supported by all TAs.]

5.7. Entity Relations

This architecture leverages asymmetric cryptography to authenticate a device to a TAM. Additionally, a TEE in a device authenticates a TAM and TA signer. The provisioning of Trust Anchors to a device may differ from one use case to the other. A device administrator may want to have the capability to control what TAs are allowed. A device manufacturer enables verification of the TA signers and TAM providers; it may embed a list of default Trust Anchors that the signer of an allowed TA’s signer certificate should chain to. A device administrator may choose to accept a subset of the allowed TAs via consent or action of downloading.
Figure 3: Entities

(App Developer) -- (App Store) -- (TAM) -- (Device with TEE) -- (CAs)

| --- (Embedded TEE cert) <= --- |
| <----------------------------- Get an app cert ------ |
| | <= Get a TAM cert ------ |

1. Build two apps:
   - Client App
   - TA

   Client App -- 2a. --> | ----- 3. Install -------> |
   TA ------- 2b. Supply ------> | 4. Messaging-->

Figure 4: Developer Experience

Figure 4 shows an application developer building two applications: 1) a rich Client Application; 2) a TA that provides some security functions to be run inside a TEE. At step 2, the application developer uploads the Client Application (2a) to an Application Store. The Client Application may optionally bundle the TA binary. Meanwhile, the application developer may provide its TA to a TAM provider that will be managing the TA in various devices. 3. A user will go to an Application Store to download the Client Application. The Client Application will trigger TA installation by initiating communication with a TAM. This is the step 4. The Client Application will get messages from TAM, and interacts with device TEE via an Agent.

The following diagram shows a system diagram about the entity relationships between CAs, TAMs, SPs and devices.
In the previous diagram, different CAs can be used for different types of certificates. Messages are always signed, where the signer key is the message originator’s private key such as that of a TAM, the private key of trusted firmware (TFW), or a TEE’s private key.

The main components consist of a set of standard messages created by a TAM to deliver TA management commands to a device, and device attestation and response messages created by a TEE that responds to a TAM’s message.

It should be noted that network communication capability is generally not available in TAs in today’s TEE-powered devices. The networking functionality must be delegated to a rich Client Application. Client Applications will need to rely on an agent in the REE to interact with a TEE for message exchanges. Consequently, a TAM generally communicates with a Client Application about how it gets messages that originate from a TEE inside a device. Similarly, a TA or TEE generally gets messages from a TAM via some Client Application,
namely, a TEEP Broker in this protocol architecture, not directly from the network.

It is imperative to have an interoperable protocol to communicate with different TAMs and different TEEs in different devices. This is the role of the Broker, which is a software component that bridges communication between a TAM and a TEE. Furthermore the Broker communicates with a Agent inside a TEE that is responsible to process TAM requests. The Broker in REE does not need to know the actual content of messages except for the TEE routing information.

5.8. Trust Anchors in TEE

Each TEE comes with a trust store that contains a whitelist of Trust Anchors that are used to validate a TAM’s certificate. A TEE will accept a TAM to create new Security Domains and install new TAs on behalf of an SP only if the TAM’s certificate is chained to one of the root CA certificates in the TEE’s trust store.

A TEE’s trust store is typically preloaded at manufacturing time. It is out of the scope in this document to specify how the trust anchors should be updated when a new root certificate should be added or existing one should be updated or removed. A device manufacturer is expected to provide its TEE trust anchors live update or out-of-band update to Device Administrators.

When trust anchor update is carried out, it is imperative that any update must maintain integrity where only authentic trust anchor list from a device manufacturer or a Device Administrator is accepted. This calls for a complete lifecycle flow in authorizing who can make trust anchor update and whether a given trust anchor list are non-tampered from the original provider. The signing of a trust anchor list for integrity check and update authorization methods are desirable to be developed. This can be addressed outside of this architecture document.

Before a TAM can begin operation in the marketplace to support a device with a particular TEE, it must obtain a TAM certificate from a CA that is listed in the trust store of the TEE.

5.9. Trust Anchors in TAM

The Trust Anchor store in a TAM consists of a list of CA certificates that sign various device TEE certificates. A TAM will accept a device for TA management if the TEE in the device uses a TEE certificate that is chained to a CA that the TAM trusts.
5.10. Keys and Certificate Types

This architecture leverages the following credentials, which allow delivering end-to-end security without relying on any transport security.

<table>
<thead>
<tr>
<th>Key Entity Name</th>
<th>Location</th>
<th>Issuer</th>
<th>Checked Against</th>
<th>Cardinality</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. TFW key pair and certificate</td>
<td>Device secure</td>
<td>FW CA</td>
<td>A whitelist of FW root CA trusted by TAMs</td>
<td>1 per device</td>
</tr>
<tr>
<td></td>
<td>storage</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. TEE key pair and certificate</td>
<td>Device TEE</td>
<td>TEE CA</td>
<td>A whitelist of TEE root CA trusted by TAMs</td>
<td>1 per device</td>
</tr>
<tr>
<td></td>
<td></td>
<td>under a root CA</td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. TAM key pair and certificate</td>
<td>TAM provider</td>
<td>TAM CA</td>
<td>A whitelist of TAM root CA embedded in TEE</td>
<td>1 or multiple can be used by a TAM</td>
</tr>
<tr>
<td></td>
<td></td>
<td>under a root CA</td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. SP key pair and certificate</td>
<td>SP</td>
<td>SP signer CA</td>
<td>A SP uses a TAM. TA is signed by a SP signer. TEE delegates trust of TA to TAM. SP signer is associated with a TA as the owner.</td>
<td>1 or multiple can be used by a TAM</td>
</tr>
</tbody>
</table>

Figure 6: Key and Certificate Types

1. TFW key pair and certificate: A key pair and certificate for evidence of trustworthy firmware in a device. This key pair is optional for TEEP architecture. Some TEE may present its trusted attributes to a TAM using signed attestation with a TFW key. For example, a platform that uses a hardware based TEE can have attestation data signed by a hardware protected TFW key.

   - Location: Device secure storage
   - Supported Key Type: RSA and ECC
   - Issuer: OEM CA
2. TEE key pair and certificate: It is used for device attestation to a remote TAM and SP.

   o This key pair is burned into the device by the device manufacturer. The key pair and its certificate are valid for the expected lifetime of the device.

   o Location: Device TEE

   o Supported Key Type: RSA and ECC

   o Issuer: A CA that chains to a TEE root CA

   o Checked Against: A whitelist of TEE root CAs trusted by TAMs

   o Cardinality: One per device

3. TAM key pair and certificate: A TAM provider acquires a certificate from a CA that a TEE trusts.

   o Location: TAM provider

   o Supported Key Type: RSA and ECC.

   o Supported Key Size: RSA 2048-bit, ECC P-256 and P-384. Other sizes should be anticipated in future.

   o Issuer: TAM CA that chains to a root CA

   o Checked Against: A whitelist of TAM root CAs embedded in a TEE

   o Cardinality: One or multiple can be used by a TAM

4. SP key pair and certificate: An SP uses its own key pair and certificate to sign a TA.

   o Location: SP

   o Supported Key Type: RSA and ECC

   o Supported Key Size: RSA 2048-bit, ECC P-256 and P-384. Other sizes should be anticipated in future.

   o Issuer: An SP signer CA that chains to a root CA
5.11. Scalability

This architecture uses a PKI. Trust Anchors exist on the devices to enable the TEE to authenticate TAMS, and TAMS use Trust Anchors to authenticate TEEs. Since a PKI is used, many intermediate CA certificates can chain to a root certificate, each of which can issue many certificates. This makes the protocol highly scalable. New factories that produce TEEs can join the ecosystem. In this case, such a factory can get an intermediate CA certificate from one of the existing roots without requiring that TAMS are updated with information about the new device factory. Likewise, new TAMS can join the ecosystem, providing they are issued a TAM certificate that chains to an existing root whereby existing TEEs will be allowed to be personalized by the TAM without requiring changes to the TEE itself. This enables the ecosystem to scale, and avoids the need for centralized databases of all TEEs produced or all TAMS that exist.

5.12. Message Security

Messages created by a TAM are used to deliver TA management commands to a device, and device attestation and messages created by the device TEE to respond to TAM messages.

These messages are signed end-to-end and are typically encrypted such that only the targeted device TEE or TAM is able to decrypt and view the actual content.

5.13. Security Domain

No security domain (SD) is explicitly assumed in a TEE for TA management. Some TEE, for example, some TEE compliant with Global Platform (GP), may continue to choose to use SD to organize resource partition and security boundaries. It is up to a TEE implementation to decide how a SD is attached to a TA installation, for example, one SD could be created per TA.


Step 1: Prepare Images for Devices

1. [TEE vendor] Deliver TEE Image (CODE Binary) to device OEM
2. [CA] Deliver root CA Whitelist

3. [Soc] Deliver TFW Image

Step 2: Inject Key Pairs and Images to Devices

1. [OEM] Generate TFW Key Pair (May be shared among multiple devices)

2. [OEM] Flash signed TFW Image and signed TEE Image onto devices (signed by TFW Key)

Step 3: Set up attestation key pairs in devices

1. [OEM] Flash TFW Public Key and a bootloader key.

2. [TFW/TEE] Generate a unique attestation key pair and get a certificate for the device.

Step 4: Set up Trust Anchors in devices

1. [TFW/TEE] Store the key and certificate encrypted with the bootloader key

2. [TEE vendor or OEM] Store trusted CA certificate list into devices

6. TEEP Broker

A TEE and TAs do not generally have the capability to communicate to the outside of the hosting device. For example, GlobalPlatform [GPTEE] specifies one such architecture. This calls for a software module in the REE world to handle the network communication. Each Client Application in the REE might carry this communication functionality but such functionality must also interact with the TEE for the message exchange.

The TEE interaction will vary according to different TEEs. In order for a Client Application to transparently support different TEEs, it is imperative to have a common interface for a Client Application to invoke for exchanging messages with TEEs.

A shared module in REE comes to meet this need. A TEEP broker is an application running in the REE of the device or an SDK that facilitates communication between a TAM and a TEE. It also provides interfaces for Client Applications to query and trigger TA installation that the application needs to use.
It isn’t always that a Client Application directly calls such a Broker to interact with a TEE. A REE Application Installer might carry out TEE and TAM interaction to install all required TAs that a Client Application depends. A Client Application may have a metadata file that describes the TAs it depends on and the associated TAM that each TA installation goes to use. The REE Application Installer can inspect the application metadata file and installs TAs on behalf of the Client Application without requiring the Client Application to run first.

This interface for Client Applications or Application Installers may be commonly in a form of an OS service call for an REE OS. A Client Application or an Application Installer interacts with the device TEE and the TAMS.

6.1. Role of the TEEP Broker

A TEEP Broker abstracts the message exchanges with a TEE in a device. The input data is originated from a TAM or the first initialization call to trigger a TA installation.

The Broker doesn’t need to parse a message content received from a TAM that should be processed by a TEE. When a device has more than one TEE, one TEEP Broker per TEE could be present in REE. A TEEP Broker interacts with a TEEP Agent inside a TEE.

A TAM message may indicate the target TEE where a TA should be installed. A compliant TEEP protocol should include a target TEE identifier for a TEEP Broker when multiple TEEs are present.

The Broker relays the response messages generated from a TEEP Agent in a TEE to the TAM. The Broker is not expected to handle any network connection with an application or TAM.

The Broker only needs to return an error message if the TEE is not reachable for some reason. Other errors are represented as response messages returned from the TEE which will then be passed to the TAM.

6.2. TEEP Broker Implementation Consideration

A Provider should consider methods of distribution, scope and concurrency on devices and runtime options when implementing a TEEP Broker. Several non-exhaustive options are discussed below. Providers are encouraged to take advantage of the latest communication and platform capabilities to offer the best user experience.
6.2.1. TEEP Broker Distribution

The Broker installation is commonly carried out at OEM time. A user can dynamically download and install a Broker on-demand.

6.2.2. Number of TEEP Brokers

There should be generally only one shared TEEP Broker in a device. The device’s TEE vendor will most probably supply one Broker. When multiple TEEs are present in a device, one TEEP Broker per TEE may be used.

When only one Broker is used per device, the Broker provider is responsible to allow multiple TAMs and TEE providers to achieve interoperability. With a standard Broker interface, each TAM can implement its own SDK for its SP Client Applications to work with this Broker.

Multiple independent Broker providers can be used as long as they have standard interface to a Client Application or TAM SDK. Only one Broker is generally expected in a device.

7. Attestation

Attestation is the process through which one entity (an attester) presents a series of claims to another entity (a verifier), and provides sufficient proof that the claims are true. Different verifiers may have different standards for attestation proofs and not all attestations are acceptable to every verifier. TEEP attestations are based upon the use of an asymmetric key pair under the control of the TEE to create digital signatures across a well-defined claim set.

In TEEP, the primary purpose of an attestation is to allow a device to prove to TAMs and SPs that a TEE in the device has particular properties, was built by a particular manufacturer, or is executing a particular TA. Other claims are possible; this architecture specification does not limit the attestation claims, but defines a minimal set of claims required for TEEP to operate properly. Extensions to these claims are possible, but are not defined in the TEEP specifications. Other standards or groups may define the format and semantics of extended claims. The TEEP specification defines the claims format such that these extended claims may be easily included in a TEEP attestation message.

As of the writing of this specification, device and TEE attestations have not been standardized across the market. Different devices, manufacturers, and TEEs support different attestation algorithms and mechanisms. In order for TEEP to be inclusive, the attestation
format shall allow for both proprietary attestation signatures, as well as a standardized form of attestation signature. Either form of attestation signature may be applied to a set of TEEP claims, and both forms of attestation shall be considered conformant with TEEP. However, it should be recognized that not all TAMs or SPs may be able to process all proprietary forms of attestations. All TAMs and SPs MUST be able to process the TEEP standard attestation format and attached signature.

The attestation formats and mechanisms described and mandated by TEEP shall convey a particular set of cryptographic properties based on minimal assumptions. The cryptographic properties are conveyed by the attestation; however the assumptions are not conveyed within the attestation itself.

The assumptions which may apply to an attestation have to do with the quality of the attestation and the quality and security provided by the TEE, the device, the manufacturer, or others involved in the device or TEE ecosystem. Some of the assumptions that might apply to an attestations include (this may not be a comprehensive list):

- Assumptions regarding the security measures a manufacturer takes when provisioning keys into devices/TEEs;
- Assumptions regarding what hardware and software components have access to the Attestation keys of the TEE;
- Assumptions related to the source or local verification of claims within an attestation prior to a TEE signing a set of claims;
- Assumptions regarding the level of protection afforded to attestation keys against exfiltration, modification, and side channel attacks;
- Assumptions regarding the limitations of use applied to TEE Attestation keys;
- Assumptions regarding the processes in place to discover or detect TEE breeches; and
- Assumptions regarding the revocation and recovery process of TEE attestation keys.

TAMs and SPs must be comfortable with the assumptions that are inherently part of any attestation they accept. Alternatively, any TAM or SP may choose not to accept an attestation generated from a particular manufacturer or device’s TEE based on the inherent
assumptions. The choice and policy decisions are left up to the particular TAM/SP.

Some TAMs or SPs may require additional claims in order to properly authorize a device or TEE. These additional claims may help clear up any assumptions for which the TAM/SP wants to alleviate. The specific format for these additional claims are outside the scope of this specification, but the OTrP protocol SHALL allow these additional claims to be included in the attestation messages.

The following sub-sections define the cryptographic properties conveyed by the TEEP attestation, the basic set of TEEP claims required in a TEEP attestation, the TEEP attestation flow between the TAM the device TEE, and some implementation examples of how an attestation key may be realized in a real TEEP device.

7.1. Attestation Cryptographic Properties

The attestation constructed by TEEP must convey certain cryptographic properties from the attestor to the verifier; in the case of TEEP, the attestation must convey properties from the device to the TAM and/or SP. The properties required by TEEP include:

- Non-repudiation, Unique Proof of Source - the cryptographic digital signature across the attestation, and optionally along with information in the attestation itself SHALL uniquely identify a specific TEE in a specific device.

- Integrity of claims - the cryptographic digital signature across the attestation SHALL cover the entire attestation including all meta data and all the claims in the attestation, ensuring that the attestation has not be modified since the TEE signed the attestation.

Standard public key algorithms such as RSA and ECDSA digital signatures convey these properties. Group public key algorithms such as EPID can also convey these properties, if the attestation includes a unique device identifier and an identifier for the TEE. Other cryptographic operations used in other attestation schemes may also convey these properties.

The TEEP standard attestation format SHALL use one of the following digital signature formats:

- RSA-2048 with SHA-256 or SHA-384 in RSASSA-PKCS1-v1_5 or PSS format
- RSA-3072 with SHA-256 or SHA-384 in RSASSA-PKCS1-v1_5 or PSS format
- ECDSA-256 using NIST P256 curve using SHA-256
- ECDSA-384 using NIST P384 curve using SHA-384
- HashEdDSA using Ed25519 with SHA-512 (Ed25519ph in RFC8032) and context="TEEP Attestation"
- EdDSA using Ed448 with SHA256 (Ed448ph in RFC8032) and context="TEEP Attestation"

All TAMs and SPs MUST be able to accept attestations using these algorithms, contingent on their acceptance of the assumptions implied by the attestations.

7.2. TEEP Attestation Structure

For a TEEP attestation to be useful, it must contain an information set allowing the TAM and/or SP to assess the attestation and make a related security policy decision. The structure of the TEEP attestation is shown in the diagram below.

```
+------(Signed By)------+
<p>| |</p>
<table>
<thead>
<tr>
<th></th>
</tr>
</thead>
</table>
+---------------------+-
| Attestation Header  |
|                     |
| The Claims          |
| The Attestation Signature(s) |
+---------------------+-
|                     |
|---------------------+-
| (Contains)          |
|                     |
| V                   |
|                     |
| V                   |
|                     |
| V                   |
|                     |
| V                   |
|                     |
| V                   |
|                     |
```

Figure 7: Structure of TEEP Attestation

The Attestation Header SHALL identify the "Attestation Type" and the "Attestation Signature Type" along with an "Attestation Format Version Number." The "Attestation Type" identifies the minimal set of claims that MUST be included in the attestation; this is an

identifier for a profile that defines the claims that should be included in the attestation as part of the "Action or Operation Specific Claims." The "Attestation Signature Type" identifies the type of attestation signature that is attached. The type of attestation signature SHALL be one of the standard signatures types identified by an IANA number, a proprietary signature type identified by an IANA number, or the generic "Proprietary Signature" with an accompanying proprietary identifier. Not all TAMs may be able to process proprietary signatures.

The claims in the attestation are set of mandatory and optional claims. The claims themselves SHALL be defined in an attestation claims dictionary. See the next section on TEEP Attestation Claims. Claims are grouped in profiles under an identifier (Attestation Type), however all attestations require a minimal set of claims which includes:

- **Device Identifying Info**: TEEP attestations must uniquely identify a device to the TAM and SP. This identifier allows the TAM/SP to provide services unique to the device, such as managing installed TAs, and providing subscriptions to services, and locating device-specific keying material to communicate with or authenticate the device. Additionally, device manufacturer information must be provided to provide better universal uniqueness qualities without requiring globally unique identifiers for all devices.

- **TEE Identifying Info**: The type of TEE that generated this attestation must be identified. Standard TEE types are identified by an IANA number, but also must include version identification information such as the hardware, firmware, and software version of the TEE, as applicable by the TEE type. Structure to the version number is required. TEE manufacturer information for the TEE is required in order to disambiguate the same TEE type created by different manufacturers and resolve potential assumptions around manufacturer provisioning, keying and support for the TEE.

- **Liveness Proof**: a claim that includes liveness information SHALL be included which may be a large nonce or may be a timestamp and short nonce.

- **Action Specific Claims**: Certain attestation types shall include specific claims. For example an attestation from a specific TA shall include a measurement, version and signing public key for the TA.

- **Additional Claims**: (Optional - May be empty set) A TAM or SP may require specific additional claims in order to address potential assumptions, such as the requirement that a device’s REE performed
a secure boot, or that the device is not currently in a debug or non-productions state. A TAM may require a device to provide a device health attestation that may include some claims or measurements about the REE. These claims are TAM specific.

7.3. TEEP Attestation Claims

TEEP requires a set of attestation claims that provide sufficient evidence to the TAM and/or SP that the device and its TEE meet certain minimal requirements. Because attestation formats are not yet broadly standardized across the industry, standardization work is currently ongoing, and it is expected that extensions to the attestation claims will be required as new TEEs and devices are created, the set of attestation claims required by TEEP SHALL be defined in an IANA registry. That registry SHALL be defined in the OTrP protocol with sufficient elements to address basic TEEP claims, expected new standard claims (for example from https://www.ietf.org/id/draft-mandyam-eat-01.txt), and proprietary claim sets.

7.4. TEEP Attestation Flow

Attestations are required in TEEP under the following flows:

- When a TEE responds with device state information (dsi) to the TAM or SP, including a "GetDeviceState" response, "InstallTA" response, etc.

- When a new key pair is generated for a TA-to-TAM or TA-to-SP communication, the keypair must be covered by an attestation, including "CreateSecurityDomain" response, "UpdateSecurityDomain" response, etc.

7.5. Attestation Key Example

The attestation hierarchy and seed required for TAM protocol operation must be built into the device at manufacture. Additional TEEs can be added post-manufacture using the scheme proposed, but it is outside of the current scope of this document to detail that.

It should be noted that the attestation scheme described is based on signatures. The only decryption that may take place is through the use of a bootloader key.

A boot module generated attestation can be optional where the starting point of device attestation can be at TEE certificates. A TAM can define its policies on what kinds of TEE it trusts if TFW attestation is not included during the TEE attestation.
7.5.1. Attestation Hierarchy Establishment: Manufacture

During manufacture the following steps are required:

1. A device-specific TFW key pair and certificate are burnt into the device. This key pair will be used for signing operations performed by the boot module.

2. TEE images are loaded and include a TEE instance-specific key pair and certificate. The key pair and certificate are included in the image and covered by the code signing hash.

3. The process for TEE images is repeated for any subordinate TEEs, which are additional TEEs after the root TEE that some devices have.

7.5.2. Attestation Hierarchy Establishment: Device Boot

During device boot the following steps are required:

1. The boot module releases the TFW private key by decrypting it with the bootloader key.

2. The boot module verifies the code-signing signature of the active TEE and places its TEE public key into a signing buffer, along with its identifier for later access. For a TEE non-compliant to this architecture, the boot module leaves the TEE public key field blank.

3. The boot module signs the signing buffer with the TFW private key.

4. Each active TEE performs the same operation as the boot module, building up their own signed buffer containing subordinate TEE information.

7.5.3. Attestation Hierarchy Establishment: TAM

Before a TAM can begin operation in the marketplace, it must obtain a TAM certificate from a CA that is registered in the trust store of devices. In this way, the TEE can check the intermediate and root CA and verify that it trusts this TAM to perform operations on the TEE.

8. Algorithm and Attestation Agility

RFC 7696 [RFC7696] outlines the requirements to migrate from one mandatory-to-implement algorithm suite to another over time. This feature is also known as crypto agility. Protocol evolution is
greatly simplified when crypto agility is already considered during the design of the protocol. In the case of the Open Trust Protocol (OTrP) the diverse range of use cases, from trusted app updates for smart phones and tablets to updates of code on higher-end IoT devices, creates the need for different mandatory-to-implement algorithms already from the start.

Crypto agility in the OTrP concerns the use of symmetric as well as asymmetric algorithms. Symmetric algorithms are used for encryption of content whereas the asymmetric algorithms are mostly used for signing messages.

In addition to the use of cryptographic algorithms in OTrP there is also the need to make use of different attestation technologies. A Device must provide techniques to inform a TAM about the attestation technology it supports. For many deployment cases it is more likely for the TAM to support one or more attestation techniques whereas the Device may only support one.

9. Security Considerations

9.1. TA Trust Check at TEE

A TA binary is signed by a TA signer certificate. This TA signing certificate/private key belongs to the SP, and may be self-signed (i.e., it need not participate in a trust hierarchy). It is the responsibility of the TAM to only allow verified TAs from trusted SPs into the system. Delivery of that TA to the TEE is then the responsibility of the TEE, using the security mechanisms provided by the protocol.

We allow a way for an (untrusted) application to check the trustworthiness of a TA. A TEEP Broker has a function to allow an application to query the information about a TA.

An application in the Rich O/S may perform verification of the TA by verifying the signature of the TA. The GetTAInformation function is available to return the TEE supplied TA signer and TAM signer information to the application. An application can do additional trust checks on the certificate returned for this TA. It might trust the TAM, or require additional SP signer trust chaining.

9.2. One TA Multiple SP Case

A TA for multiple SPs must have a different identifier per SP. They should appear as different TAs when they are installed in the same device.
9.3. Broker Trust Model

A TEEP Broker could be malware in the vulnerable REE. A Client Application will connect its TAM provider for required TA installation. It gets command messages from the TAM, and passes the message to the Broker.

The architecture enables the TAM to communicate with the device’s TEE to manage TAs. All TAM messages are signed and sensitive data is encrypted such that the TEEP Broker cannot modify or capture sensitive data.

9.4. Data Protection at TAM and TEE

The TEE implementation provides protection of data on the device. It is the responsibility of the TAM to protect data on its servers.

9.5. Compromised CA

A root CA for TAM certificates might get compromised. Some TEE trust anchor update mechanism is expected from device OEMs. A compromised intermediate CA is covered by OCSP stapling and OCSP validation check in the protocol. A TEE should validate certificate revocation about a TAM certificate chain.

If the root CA of some TEE device certificates is compromised, these devices might be rejected by a TAM, which is a decision of the TAM implementation and policy choice. Any intermediate CA for TEE device certificates SHOULD be validated by TAM with a Certificate Revocation List (CRL) or Online Certificate Status Protocol (OCSP) method.

9.6. Compromised TAM

The TEE SHOULD use validation of the supplied TAM certificates and OCSP stapled data to validate that the TAM is trustworthy.

Since PKI is used, the integrity of the clock within the TEE determines the ability of the TEE to reject an expired TAM certificate, or revoked TAM certificate. Since OCSP stapling includes signature generation time, certificate validity dates are compared to the current time.

9.7. Certificate Renewal

TFW and TEE device certificates are expected to be long lived, longer than the lifetime of a device. A TAM certificate usually has a moderate lifetime of 2 to 5 years. A TAM should get renewed or rekeyed certificates. The root CA certificates for a TAM, which are
embedded into the Trust Anchor store in a device, should have long
lifetimes that don’t require device Trust Anchor update. On the
other hand, it is imperative that OEMs or device providers plan for
support of Trust Anchor update in their shipped devices.

10. IANA Considerations

This document does not require actions by IANA.
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Abstract
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1. Introduction

Applications executing in a device are exposed to many different attacks intended to compromise the execution of the application or reveal the data upon which those applications are operating. These attacks increase with the number of other applications on the device, with such other applications coming from potentially untrustworthy sources. The potential for attacks further increases with the complexity of features and applications on devices, and the unintended interactions among those features and applications. The danger of attacks on a system increases as the sensitivity of the applications or data on the device increases. As an example, exposure of emails from a mail client is likely to be of concern to its owner, but a compromise of a banking application raises even greater concerns.

The Trusted Execution Environment (TEE) concept is designed to let applications execute in a protected environment that enforces that any code within that environment cannot be tampered with, and that any data used by such code cannot be read or tampered with by any code outside that environment, including by a commodity operating system (if present). In a system with multiple TEEs, this also means that code in one TEE cannot be read or tampered with by code in another TEE.

This separation reduces the possibility of a successful attack on application components and the data contained inside the TEE. Typically, application components are chosen to execute inside a TEE because those application components perform security sensitive operations or operate on sensitive data. An application component running inside a TEE is referred to as a Trusted Application (TA), while an application running outside any TEE, i.e., in the Rich Execution Environment (REE), is referred to as an Untrusted Application. In the example of a banking application, code that relates to the authentication protocol could reside in a TA while the application logic including HTTP protocol parsing could be contained in the Untrusted Application. In addition, processing of credit card numbers or account balances could be done in a TA as it is sensitive data. The precise code split is ultimately a decision of the developer based on the assets he or she wants to protect according to the threat model.
TEEs use hardware enforcement combined with software protection to secure TAs and its data. TEEs typically offer a more limited set of services to TAs than is normally available to Untrusted Applications.

Not all TEEs are the same, however, and different vendors may have different implementations of TEEs with different security properties, different features, and different control mechanisms to operate on TAs. Some vendors may themselves market multiple different TEEs with different properties attuned to different markets. A device vendor may integrate one or more TEEs into their devices depending on market needs.

To simplify the life of TA developers interacting with TAs in a TEE, an interoperable protocol for managing TAs running in different TEEs of various devices is needed. This software update protocol needs to make sure that compatible trusted and untrusted components (if any) of an application are installed on the correct device. In this TEE ecosystem, there often arises a need for an external trusted party to verify the identity, claims, and rights of TA developers, devices, and their TEEs. This external trusted party is the Trusted Application Manager (TAM).

The Trusted Execution Environment Provisioning (TEEP) protocol addresses the following problems:

* An installer of an Untrusted Application that depends on a given TA wants to request installation of that TA in the device’s TEE so that the Untrusted Application can complete, but the TEE needs to verify whether such a TA is actually authorized to run in the TEE and consume potentially scarce TEE resources.
* A TA developer providing a TA whose code itself is considered confidential wants to determine security-relevant information of a device before allowing their TA to be provisioned to the TEE within the device. An example is the verification of the type of TEE included in a device and that it is capable of providing the security protections required.

* A TEE in a device wants to determine whether an entity that wants to manage a TA in the device is authorized to manage TAs in the TEE, and what TAs the entity is permitted to manage.

* A Device Administrator wants to determine if a TA exists (is installed) on a device (in the TEE), and if not, install the TA in the TEE.

* A Device Administrator wants to check whether a TA in a device’s TEE is the most up-to-date version, and if not, update the TA in the TEE.

* A Device Administrator wants to remove a TA from a device’s TEE if the TA developer is no longer maintaining that TA, when the TA has been revoked, or is not used for other reasons anymore (e.g., due to an expired subscription).

For TEEs that simply verify and load signed TA’s from an untrusted filesystem, classic application distribution protocols can be used without modification. The problems in the bullets above, on the other hand, require a new protocol, i.e., the TEEP protocol. The TEEP protocol is a solution for TEEs that can install and enumerate TAs in a TEE-secured location where another domain-specific protocol standard (e.g., [GSMA], [OTRP]) that meets the needs is not already in use.

2. Terminology

The following terms are used:

* App Store: An online location from which Untrusted Applications can be downloaded.

* Device: A physical piece of hardware that hosts one or more TEEs, often along with an REE.

* Device Administrator: An entity that is responsible for administration of a device, which could be the Device Owner. A Device Administrator has privileges on the device to install and remove Untrusted Applications and TAs, approve or reject Trust Anchors, and approve or reject TA developers, among possibly other
privileges on the device. A Device Administrator can manage the list of allowed TAMs by modifying the list of Trust Anchors on the device. Although a Device Administrator may have privileges and device-specific controls to locally administer a device, the Device Administrator may choose to remotely administer a device through a TAM.

* Device Owner: A device is always owned by someone. In some cases, it is common for the (primary) device user to also own the device, making the device user/owner also the Device Administrator. In enterprise environments it is more common for the enterprise to own the device, and any device user has no or limited administration rights. In this case, the enterprise appoints a Device Administrator that is not the device owner.

* Device User: A human being that uses a device. Many devices have a single device user. Some devices have a primary device user with other human beings as secondary device users (e.g., a parent allowing children to use their tablet or laptop). Other devices are not used by a human being and hence have no device user. Relates to Device Owner and Device Administrator.

* Personalization Data: A set of configuration data that is specific to the device or user. The Personalization Data may depend on the type of TEE, a particular TEE instance, the TA, and even the user of the device; an example of Personalization Data might be a secret symmetric key used by a TA to communicate with some service.

* Raw Public Key: A raw public key consists of only the algorithm identifier (type) of the key and the cryptographic public key material, such as the SubjectPublicKeyInfo structure of a PKIX certificate [RFC5280]. Other serialization formats that do not rely on ASN.1 may also be used.

* Rich Execution Environment (REE): An environment that is provided and governed by a typical OS (e.g., Linux, Windows, Android, iOS), potentially in conjunction with other supporting operating systems and hypervisors; it is outside of the TEE(s) managed by the TEEP protocol. This environment and applications running on it are considered untrusted (or more precisely, less trusted than a TEE).
* Trust Anchor: As defined in [RFC6024] and [RFC9019], "A trust anchor represents an authoritative entity via a public key and associated data. The public key is used to verify digital signatures, and the associated data is used to constrain the types of information for which the trust anchor is authoritative." The Trust Anchor may be a certificate, a raw public key or other structure, as appropriate. It can be a non-root certificate when it is a certificate.

* Trust Anchor Store: As defined in [RFC6024], "A trust anchor store is a set of one or more trust anchors stored in a device... A device may have more than one trust anchor store, each of which may be used by one or more applications." As noted in [RFC9019], a Trust Anchor Store must resist modification against unauthorized insertion, deletion, and modification.

* Trusted Application (TA): An application (or, in some implementations, an application component) that runs in a TEE.

* Trusted Application Manager (TAM): An entity that manages Trusted Applications and other Trusted Components running in TEEs of various devices.

* Trusted Component: A set of code and/or data in a TEE managed as a unit by a Trusted Application Manager. Trusted Applications and Personalization Data are thus managed by being included in Trusted Components. Trusted OS code or trusted firmware can also be expressed as Trusted Components that a Trusted Component depends on.

* Trusted Component Developer: An entity that develops one or more Trusted Components.

* Trusted Component Signer: An entity that signs a Trusted Component with a key that a TEE will trust. The signer might or might not be the same entity as the Trusted Component Developer. For example, a Trusted Component might be signed (or re-signed) by a Device Administrator if the TEE will only trust the Device Administrator. A Trusted Component might also be encrypted, if the code is considered confidential.

* Trusted Execution Environment (TEE): An execution environment that enforces that only authorized code can execute within the TEE, and data used by that code cannot be read or tampered with by code outside the TEE. A TEE also generally has a device unique credential that cannot be cloned. There are multiple technologies that can be used to implement a TEE, and the level of security achieved varies accordingly. In addition, TEEs typically use an
isolation mechanism between Trusted Applications to ensure that one TA cannot read, modify or delete the data and code of another TA.

* Untrusted Application: An application running in an REE. An Untrusted Application might depend on one or more TAs.

3. Use Cases

3.1. Payment

A payment application in a mobile device requires high security and trust in the hosting device. Payments initiated from a mobile device can use a Trusted Application to provide strong identification and proof of transaction.

For a mobile payment application, some biometric identification information could also be stored in a TEE. The mobile payment application can use such information for unlocking the device and for local identification of the user.

A trusted user interface (UI) may be used in a mobile device to prevent malicious software from stealing sensitive user input data. Such an implementation often relies on a TEE for providing access to peripherals, such as PIN input or a trusted display, so that the REE cannot observe or tamper with the user input or output.

3.2. Authentication

For better security of authentication, a device may store its keys and cryptographic libraries inside a TEE limiting access to cryptographic functions via a well-defined interface and thereby reducing access to keying material.

3.3. Internet of Things

Weak security in Internet of Things (IoT) devices has been posing threats to critical infrastructure, i.e., assets that are essential for the functioning of a society and economy. It is desirable that IoT devices can prevent malware from manipulating actuators (e.g., unlocking a door), or stealing or modifying sensitive data, such as authentication credentials in the device. A TEE can be the best way to implement such IoT security functions.
3.4. Confidential Cloud Computing

A tenant can store sensitive data, such as customer details or credit card numbers, in a TEE in a cloud computing server such that only the tenant can access the data, preventing the cloud hosting provider from accessing the data. A tenant can run TAs inside a server TEE for secure operation and enhanced data security. This provides benefits not only to tenants with better data security but also to cloud hosting providers for reduced liability and increased cloud adoption.

4. Architecture

4.1. System Components

Figure 1 shows the main components in a typical device with an REE and a TEE. Full descriptions of components not previously defined are provided below. Interactions of all components are further explained in the following paragraphs.

* Trusted Component Signers and Device Administrators utilize the services of a TAM to manage TAs on devices. Trusted Component Signers do not directly interact with devices. Device Administrators may elect to use a TAM for remote administration of TAs instead of managing each device directly.
* Trusted Application Manager (TAM): A TAM is responsible for performing lifecycle management activity on Trusted Components on behalf of Trusted Component Signers and Device Administrators. This includes installation and deletion of Trusted Components, and may include, for example, over-the-air updates to keep Trusted Components up-to-date and clean up when Trusted Components should be removed. TAMs may provide services that make it easier for Trusted Component Signers or Device Administrators to use the TAM’s service to manage multiple devices, although that is not required of a TAM.

The TAM performs its management of Trusted Components on the device through interactions with a device’s TEEP Broker, which relays messages between a TAM and a TEEP Agent running inside the TEE. TEEP authentication is performed between a TAM and a TEEP Agent.

As shown in Figure 1, the TAM cannot directly contact a TEEP Agent, but must wait for the TEEP Broker to contact the TAM requesting a particular service. This architecture is intentional in order to accommodate network and application firewalls that normally protect user and enterprise devices from arbitrary connections from external network entities.

A TAM may be publicly available for use by many Trusted Component Signers, or a TAM may be private, and accessible by only one or a limited number of Trusted Component Signers. It is expected that many enterprises, manufacturers, and network carriers will run their own private TAM.

A Trusted Component Signer or Device Administrator chooses a particular TAM based on whether the TAM is trusted by a device or set of devices. The TAM is trusted by a device if the TAM’s public key is, or chains up to, an authorized Trust Anchor in the device. A Trusted Component Signer or Device Administrator may run their own TAM, but the devices they wish to manage must include this TAM’s public key or certificate, or a certificate it chains up to, in the Trust Anchor Store.

A Trusted Component Signer or Device Administrator is free to utilize multiple TAMs. This may be required for managing Trusted Components on multiple different types of devices from different manufacturers, or mobile devices on different network carriers, since the Trust Anchor Store on these different devices may contain keys for different TAMs. A Device Administrator may be able to add their own TAM’s public key or certificate, or a certificate it chains up to, to the Trust Anchor Store on all their devices, overcoming this limitation.
Any entity is free to operate a TAM. For a TAM to be successful, it must have its public key or certificate installed in a device’s Trust Anchor Store. A TAM may set up a relationship with device manufacturers or network carriers to have them install the TAM’s keys in their device’s Trust Anchor Store. Alternatively, a TAM may publish its certificate and allow Device Administrators to install the TAM’s certificate in their devices as an after-market action.

* TEEP Broker: A TEEP Broker is an application component running in a Rich Execution Environment (REE) that enables the message protocol exchange between a TAM and a TEE in a device. A TEEP Broker does not process messages on behalf of a TEE, but merely is responsible for relaying messages from the TAM to the TEE, and for returning the TEE’s responses to the TAM. In devices with no REE (e.g., a microcontroller where all code runs in an environment that meets the definition of a Trusted Execution Environment in Section 2), the TEEP Broker would be absent and instead the TEEP protocol transport would be implemented inside the TEE itself.

* TEEP Agent: The TEEP Agent is a processing module running inside a TEE that receives TAM requests (typically relayed via a TEEP Broker that runs in an REE). A TEEP Agent in the TEE may parse requests or forward requests to other processing modules in a TEE, which is up to a TEE provider’s implementation. A response message corresponding to a TAM request is sent back to the TAM, again typically relayed via a TEEP Broker.

* Certification Authority (CA): A CA is an entity that issues digital certificates (especially X.509 certificates) and vouches for the binding between the data items in a certificate [RFC4949]. Certificates are then used for authenticating a device, a TAM, or a Trusted Component Signer, as discussed in Section 5. The CAs do not need to be the same; different CAs can be chosen by each TAM, and different device CAs can be used by different device manufacturers.

4.2. Multiple TEEs in a Device

Some devices might implement multiple TEEs. In these cases, there might be one shared TEEP Broker that interacts with all the TEEs in the device. However, some TEEs (for example, SGX [SGX]) present themselves as separate containers within memory without a controlling manager within the TEE. As such, there might be multiple TEEP Brokers in the REE, where each TEEP Broker communicates with one or more TEEs associated with it.
It is up to the REE and the Untrusted Applications how they select the correct TEEP Broker. Verification that the correct TA has been reached then becomes a matter of properly verifying TA attestations, which are unforgeable.

The multiple TEEP Broker approach is shown in the diagram below. For brevity, TEEP Broker 2 is shown interacting with only one TAM and Untrusted Application and only one TEE, but no such limitations are intended to be implied in the architecture.
In the diagram above, TEEP Broker 1 controls interactions with the TAs in TEE-1, and TEEP Broker 2 controls interactions with the TAs in TEE-2. This presents some challenges for a TAM in completely managing the device, since a TAM may not interact with all the TEEP Brokers on a particular platform. In addition, since TEEs may be physically separated, with wholly different resources, there may be no need for TEEP Brokers to share information on installed Trusted Components or resource usage.

4.3. Multiple TAMs and Relationship to TAs

As shown in Figure 2, a TEEP Broker provides communication between one or more TEEP Agents and one or more TAMs. The selection of which TAM to interact with might be made with or without input from an Untrusted Application, but is ultimately the decision of a TEEP Agent.

A TEEP Agent is assumed to be able to determine, for any given Trusted Component, whether that Trusted Component is installed (or minimally, is running) in a TEE with which the TEEP Agent is associated.

Each Trusted Component is digitally signed, protecting its integrity, and linking the Trusted Component back to the Trusted Component Signer. The Trusted Component Signer is often the Trusted Component Developer, but in some cases might be another party such as a Device Administrator or other party to whom the code has been licensed (in which case the same code might be signed by multiple licensees and distributed as if it were different TAs).

A Trusted Component Signer selects one or more TAMs and communicates the Trusted Component(s) to the TAM. For example, the Trusted Component Signer might choose TAMs based upon the markets into which the TAM can provide access. There may be TAMs that provide services to specific types of devices, or device operating systems, or specific geographical regions or network carriers. A Trusted Component Signer may be motivated to utilize multiple TAMs in order to maximize market penetration and availability on multiple types of devices. This means that the same Trusted Component will often be available through multiple TAMs.

When the developer of an Untrusted Application that depends on a Trusted Component publishes the Untrusted Application to an app store or other app repository, the developer optionally binds the Untrusted Application with a manifest that identifies what TAMs can be contacted for the Trusted Component. In some situations, a Trusted Component may only be available via a single TAM – this is likely the case for enterprise applications or Trusted Component Signers serving
a closed community. For broad public apps, there will likely be multiple TAMs in the Untrusted Application’s manifest - one servicing one brand of mobile device and another servicing a different manufacturer, etc. Because different devices and different manufacturers trust different TAMs, the manifest can include multiple TAMs that support the required Trusted Component.

When a TEEP Broker receives a request (see the RequestTA API in Section 6.2.1) from an Untrusted Application to install a Trusted Component, a list of TAM URIs may be provided for that Trusted Component, and the request is passed to the TEEP Agent. If the TEEP Agent decides that the Trusted Component needs to be installed, the TEEP Agent selects a single TAM URI that is consistent with the list of trusted TAMs provisioned in the TEEP Agent, invokes the HTTP transport for TEEP to connect to the TAM URI, and begins a TEEP protocol exchange. When the TEEP Agent subsequently receives the Trusted Component to install and the Trusted Component’s manifest indicates dependencies on any other trusted components, each dependency can include a list of TAM URIs for the relevant dependency. If such dependencies exist that are prerequisites to install the Trusted Component, then the TEEP Agent recursively follows the same procedure for each dependency that needs to be installed or updated, including selecting a TAM URI that is consistent with the list of trusted TAMs provisioned on the device, and beginning a TEEP exchange. If multiple TAM URIs are considered trusted, only one needs to be contacted and they can be attempted in some order until one responds.

Separate from the Untrusted Application’s manifest, this framework relies on the use of the manifest format in [I-D.ietf-suit-manifest] for expressing how to install a Trusted Component, as well as any dependencies on other TEE components and versions. That is, dependencies from Trusted Components on other Trusted Components can be expressed in a SUIT manifest, including dependencies on any other TAs, trusted OS code (if any), or trusted firmware. Installation steps can also be expressed in a SUIT manifest.

For example, TEEs compliant with GlobalPlatform [GPTEE] may have a notion of a "security domain" (which is a grouping of one or more TAs installed on a device, that can share information within such a group) that must be created and into which one or more TAs can then be installed. It is thus up to the SUIT manifest to express a dependency on having such a security domain existing or being created first, as appropriate.
Updating a Trusted Component may cause compatibility issues with any Untrusted Applications or other components that depend on the updated Trusted Component, just like updating the OS or a shared library could impact an Untrusted Application. Thus, an implementation needs to take into account such issues.

4.4. Untrusted Apps, Trusted Apps, and Personalization Data

In TEEP, there is an explicit relationship and dependence between an Untrusted Application in an REE and one or more TAs in a TEE, as shown in Figure 2. For most purposes, an Untrusted Application that uses one or more TAs in a TEE appears no different from any other Untrusted Application in the REE. However, the way the Untrusted Application and its corresponding TAs are packaged, delivered, and installed on the device can vary. The variations depend on whether the Untrusted Application and TA are bundled together or are provided separately, and this has implications to the management of the TAs in a TEE. In addition to the Untrusted Application and TA(s), the TA(s) and/or TEE may also require additional data to personalize the TA to the device or a user. Implementations must support encryption to preserve the confidentiality of such Personalization Data, which may potentially contain sensitive data. Implementations must also support mechanisms for integrity protection of such Personalization Data. Other than the requirement to support confidentiality and integrity protection, the TEEP architecture places no limitations or requirements on the Personalization Data.

There are multiple possible cases for bundling of an Untrusted Application, TA(s), and Personalization Data. Such cases include (possibly among others):

1. The Untrusted Application, TA(s), and Personalization Data are all bundled together in a single package by a Trusted Component Signer and either provided to the TEEP Broker through the TAM, or provided separately (with encrypted Personalization Data), with key material needed to decrypt and install the Personalization Data and TA provided by a TAM.

2. The Untrusted Application and the TA(s) are bundled together in a single package, which a TAM or a publicly accessible app store maintains, and the Personalization Data is separately provided by the Personalization Data provider’s TAM.

3. All components are independent packages. The Untrusted Application is installed through some independent or device-specific mechanism, and one or more TAMs provide (directly or indirectly by reference) the TA(s) and Personalization Data.
4. The TA(s) and Personalization Data are bundled together into a package provided by a TAM, while the Untrusted Application is installed through some independent or device-specific mechanism such as an app store.

5. Encrypted Personalization Data is bundled into a package distributed with the Untrusted Application, while the TA(s) and key material needed to decrypt and install the Personalization Data are in a separate package provided by a TAM.

The TEEP protocol can treat each TA, any dependencies the TA has, and Personalization Data as separate Trusted Components with separate installation steps that are expressed in SUIT manifests, and a SUIT manifest might contain or reference multiple binaries (see [I-D.ietf-suit-manifest] for more details). The TEEP Agent is responsible for handling any installation steps that need to be performed inside the TEE, such as decryption of private TA binaries or Personalization Data.

In order to better understand these cases, it is helpful to review actual implementations of TEEs and their application delivery mechanisms.

4.4.1. Example: Application Delivery Mechanisms in Intel SGX

In Intel Software Guard Extensions (SGX), the Untrusted Application and TA are typically bundled into the same package (Case 2). The TA exists in the package as a shared library (.so or .dll). The Untrusted Application loads the TA into an SGX enclave when the Untrusted Application needs the TA. This organization makes it easy to maintain compatibility between the Untrusted Application and the TA, since they are updated together. It is entirely possible to create an Untrusted Application that loads an external TA into an SGX enclave, and use that TA (Cases 3-5). In this case, the Untrusted Application would require a reference to an external file or download such a file dynamically, place the contents of the file into memory, and load that as a TA. Obviously, such file or downloaded content must be properly formatted and signed for it to be accepted by the SGX TEE.

In SGX, any Personalization Data is normally loaded into the SGX enclave (the TA) after the TA has started. Although it is possible with SGX to include the Untrusted Application in an encrypted package along with Personalization Data (Cases 1 and 5), there are no instances of this known to be in use at this time, since such a construction would require a special installation program and SGX TA (which might or might not be the TEEP Agent itself based on the implementation) to receive the encrypted package, decrypt it,
separate it into the different elements, and then install each one. This installation is complex because the Untrusted Application decrypted inside the TEE must be passed out of the TEE to an installer in the REE which would install the Untrusted Application. Finally, the Personalization Data would need to be sent out of the TEE (encrypted in an SGX enclave-to-enclave manner) to the REE’s installation app, which would pass this data to the installed Untrusted Application, which would in turn send this data to the SGX enclave (TA). This complexity is due to the fact that each SGX enclave is separate and does not have direct communication to other SGX enclaves.

As long as signed files (TAs and/or Personalization Data) are installed into an untrusted filesystem and trust is verified by the TEE at load time, classic distribution mechanisms can be used. Some uses of SGX, however, allow a model where a TA can be dynamically installed into an SGX enclave that provides a runtime platform. The TEEP protocol can be used in such cases, where the runtime platform could include a TEEP Agent.

4.4.2. Example: Application Delivery Mechanisms in Arm TrustZone

In Arm TrustZone [TrustZone] for A-class devices, the Untrusted Application and TA may or may not be bundled together. This differs from SGX since in TrustZone the TA lifetime is not inherently tied to a specific Untrusted Application process lifetime as occurs in SGX. A TA is loaded by a trusted OS running in the TEE such as a GlobalPlatform [GPTEE] compliant TEE, where the trusted OS is separate from the OS in the REE. Thus Cases 2-4 are equally applicable. In addition, it is possible for TAs to communicate with each other without involving any Untrusted Application, and so the complexity of Cases 1 and 5 are lower than in the SGX example, though still more complex than Cases 2-4.

A trusted OS running in the TEE (e.g., OP-TEE) that supports loading and verifying signed TAs from an untrusted filesystem can, like SGX, use classic file distribution mechanisms. If secure TA storage is used (e.g., a Replay-Protected Memory Block device) on the other hand, the TEEP protocol can be used to manage such storage.

4.5. Entity Relations

This architecture leverages asymmetric cryptography to authenticate a device to a TAM. Additionally, a TEEP Agent in a device authenticates a TAM. The provisioning of Trust Anchors to a device may be different from one use case to the other. A Device Administrator may want to have the capability to control what TAs are allowed. A device manufacturer enables verification by one or more
TAMs and by Trusted Component Signers; it may embed a list of default Trust Anchors into the TEEP Agent and TEE for TAM trust verification and TA signature verification.

1. Build two apps:

(a) Untrusted App - 2a. Supply --> --- 3. Install ------>

(b) TA -- 2b. Supply --------> 4. Messaging-->

Figure 3 shows an example where the same developer builds and signs two applications: (a) an Untrusted Application; (b) a TA that provides some security functions to be run inside a TEE. This example assumes that the developer, the TEE, and the TAM have previously been provisioned with certificates.

At step 1, the developer authors the two applications.

At step 2, the developer uploads the Untrusted Application (2a) to an Application Store. In this example, the developer is also the Trusted Component Signer, and so generates a signed TA. The developer can then either bundle the signed TA with the Untrusted Application, or the developer can provide a signed Trusted Component containing the TA to a TAM that will be managing the TA in various devices.

At step 3, a user will go to an Application Store to download the Untrusted Application (where the arrow indicates the direction of data transfer).

At step 4, since the Untrusted Application depends on the TA, installing the Untrusted Application will trigger TA installation via communication with a TAM. The TEEP Agent will interact with the TAM via a TEEP Broker that facilitates communications between the TAM and the TEEP Agent.
Some Trusted Component installation implementations might ask for a user’s consent. In other implementations, a Device Administrator might choose what Untrusted Applications and related Trusted Components to be installed. A user consent flow is out of scope of the TEEP architecture.

The main components of the TEEP protocol consist of a set of standard messages created by a TAM to deliver Trusted Component management commands to a device, and device attestation and response messages created by a TEE that responds to a TAM’s message.

It should be noted that network communication capability is generally not available in TAs in today’s TEE-powered devices. Consequently, Trusted Applications generally rely on a broker in the REE to provide access to network functionality in the REE. A broker does not need to know the actual content of messages to facilitate such access.

Similarly, since the TEEP Agent runs inside a TEE, the TEEP Agent generally relies on a TEEP Broker in the REE to provide network access, and relay TAM requests to the TEEP Agent and relay the responses back to the TAM.

5. Keys and Certificate Types

This architecture leverages the following credentials, which allow achieving end-to-end security between a TAM and a TEEP Agent.

Figure 4 summarizes the relationships between various keys and where they are stored. Each public/private key identifies a Trusted Component Signer, TAM, or TEE, and gets a certificate that chains up to some trust anchor. A list of trusted certificates is used to check a presented certificate against.

Different CAs can be used for different types of certificates. TEEP messages are always signed, where the signer key is the message originator’s private key, such as that of a TAM or a TEE. In addition to the keys shown in Figure 4, there may be additional keys used for attestation or encryption. Refer to the RATS Architecture [I-D.ietf-rats-architecture] for more discussion.
<table>
<thead>
<tr>
<th>Purpose</th>
<th>Cardinality &amp; Location of Private Key</th>
<th>Private Key Signs</th>
<th>Location of Trust Anchor Store</th>
</tr>
</thead>
<tbody>
<tr>
<td>Authenticating TEEP Agent</td>
<td>1 per TEE</td>
<td>TEEP responses</td>
<td>TAM</td>
</tr>
<tr>
<td>Authenticating TAM</td>
<td>1 per TAM</td>
<td>TEEP requests</td>
<td>TEEP Agent</td>
</tr>
<tr>
<td>Code Signing</td>
<td>1 per Trusted Component Signer</td>
<td>TA binary</td>
<td>TEE</td>
</tr>
</tbody>
</table>

Figure 4: Signature Keys

Note that Personalization Data is not included in the table above. The use of Personalization Data is dependent on how TAs are used and what their security requirements are.

TEEP requests from a TAM to a TEEP Agent are signed with the TAM private key (for authentication and integrity protection). Personalization Data and TA binaries can be encrypted with a key that is established with a content-encryption key established with the TEE public key (to provide confidentiality). Conversely, TEEP responses from a TEEP Agent to a TAM can be signed with the TEE private key.

The TEE key pair and certificate are thus used for authenticating the TEE to a remote TAM, and for sending private data to the TEE. Often, the key pair is burned into the TEE by the TEE manufacturer and the key pair and its certificate are valid for the expected lifetime of the TEE. A TAM provider is responsible for configuring the TAM’s Trust Anchor Store with the manufacturer certificates or CAs that are used to sign TEE keys. This is discussed further in Section 5.3 below. Typically the same key TEE pair is used for both signing and encryption, though separate key pairs might also be used in the future, as the joint security of encryption and signature with a single key remains to some extent an open question in academic cryptography.

The TAM key pair and certificate are used for authenticating a TAM to a remote TEE, and for sending private data to the TAM (separate key pairs for authentication vs. encryption could also be used in the future). A TAM provider is responsible for acquiring a certificate from a CA that is trusted by the TEEs it manages. This is discussed further in Section 5.1 below.
The Trusted Component Signer key pair and certificate are used to sign Trusted Components that the TEE will consider authorized to execute. TEEs must be configured with the certificates or keys that it considers authorized to sign TAs that it will execute. This is discussed further in Section 5.2 below.

5.1. Trust Anchors in a TEEP Agent

A TEEP Agent’s Trust Anchor Store contains a list of Trust Anchors, which are typically CA certificates that sign various TAM certificates. The list is typically preloaded at manufacturing time, and can be updated using the TEEP protocol if the TEE has some form of "Trust Anchor Manager TA" that has Trust Anchors in its configuration data. Thus, Trust Anchors can be updated similarly to the Personalization Data for any other TA.

When Trust Anchor update is carried out, it is imperative that any update must maintain integrity where only an authentic Trust Anchor list from a device manufacturer or a Device Administrator is accepted. Details are out of scope of the architecture and can be addressed in a protocol document.

Before a TAM can begin operation in the marketplace to support a device with a particular TEE, it must be able to get its raw public key, or its certificate, or a certificate it chains up to, listed in the Trust Anchor Store of the TEEP Agent.

5.2. Trust Anchors in a TEE

The Trust Anchor Store in a TEE contains a list of Trust Anchors (raw public keys or certificates) that are used to determine whether TA binaries are allowed to execute by checking if their signatures can be verified. The list is typically preloaded at manufacturing time, and can be updated using the TEEP protocol if the TEE has some form of "Trust Anchor Manager TA" that has Trust Anchors in its configuration data. Thus, Trust Anchors can be updated similarly to the Personalization Data for any other TA, as discussed in Section 5.1.

5.3. Trust Anchors in a TAM

The Trust Anchor Store in a TAM consists of a list of Trust Anchors, which are certificates that sign various device TEE certificates. A TAM will accept a device for Trusted Component management if the TEE in the device uses a TEE certificate that is chained to a certificate or raw public key that the TAM trusts, is contained in an allow list, is not found on a block list, and/or fulfills any other policy criteria.
5.4. Scalability

This architecture uses a PKI (including self-signed certificates). Trust Anchors exist on the devices to enable the TEEP Agent to authenticate TAMs and the TEE to authenticate Trusted Component Signers, and TAMs use Trust Anchors to authenticate TEEP Agents. When a PKI is used, many intermediate CA certificates can chain to a root certificate, each of which can issue many certificates. This makes the protocol highly scalable. New factories that produce TEEs can join the ecosystem. In this case, such a factory can get an intermediate CA certificate from one of the existing roots without requiring that TAMs are updated with information about the new device factory. Likewise, new TAMs can join the ecosystem, providing they are issued a TAM certificate that chains to an existing root whereby existing TEEs will be allowed to be personalized by the TAM without requiring changes to the TEE itself. This enables the ecosystem to scale, and avoids the need for centralized databases of all TEEs produced or all TAMs that exist or all Trusted Component Signers that exist.

5.5. Message Security

Messages created by a TAM are used to deliver Trusted Component management commands to a device, and device attestation and messages are created by the device TEE to respond to TAM messages.

These messages are signed end-to-end between a TEEP Agent and a TAM. Confidentiality is provided by encrypting sensitive payloads (such as Personalization Data and attestation evidence), rather than encrypting the messages themselves. Using encrypted payloads is important to ensure that only the targeted device TEE or TAM is able to decrypt and view the actual content.

6. TEEP Broker

A TEE and TAs often do not have the capability to directly communicate outside of the hosting device. For example, GlobalPlatform [GPTEE] specifies one such architecture. This calls for a software module in the REE world to handle network communication with a TAM.

A TEEP Broker is an application component running in the REE of the device or an SDK that facilitates communication between a TAM and a TEE. It also provides interfaces for Untrusted Applications to query and trigger installation of Trusted Components that the application needs to use.
An Untrusted Application might communicate with a TEEP Broker at runtime to trigger Trusted Component installation itself, or an Untrusted Application might simply have a metadata file that describes the Trusted Components it depends on and the associated TAM(s) for each Trusted Component, and an REE Application Installer can inspect this application metadata file and invoke the TEEP Broker to trigger Trusted Component installation on behalf of the Untrusted Application without requiring the Untrusted Application to run first.

6.1. Role of the TEEP Broker

A TEEP Broker abstracts the message exchanges with a TEE in a device. The input data is originated from a TAM or the first initialization call to trigger a Trusted Component installation.

The Broker doesn’t need to parse TEEP message content received from a TAM that should be processed by a TEE (see the ProcessTeepMessage API in Section 6.2.1). When a device has more than one TEE, one TEEP Broker per TEE could be present in the REE or a common TEEP Broker could be used by multiple TEEs where the transport protocol (e.g., [I-D.ietf-teep-otrp-over-http]) allows the TEEP Broker to distinguish which TEE is relevant for each message from a TAM.

The TEEP Broker interacts with a TEEP Agent inside a TEE, and relays the response messages generated from the TEEP Agent back to the TAM.

The Broker only needs to return a (transport) error message to the TAM if the TEE is not reachable for some reason. Other errors are represented as TEEP response messages returned from the TEE which will then be passed to the TAM.

6.2. TEEP Broker Implementation Consideration

As depicted in Figure 5, there are multiple ways in which a TEEP Broker can be implemented, with more or fewer layers being inside the TEE. For example, in model A, the model with the smallest TEE footprint, only the TEEP implementation is inside the TEE, whereas the TEEP/HTTP implementation is in the TEEP Broker outside the TEE.
In other models, additional layers are moved into the TEE, increasing the TEE footprint, with the Broker either containing or calling the topmost protocol layer outside of the TEE. An implementation is free to choose any of these models.

TEEP Broker implementers should consider methods of distribution, scope and concurrency on devices and runtime options.

6.2.1. TEEP Broker APIs

The following conceptual APIs exist from a TEEP Broker to a TEEP Agent:

1. RequestTA: A notification from an REE application (e.g., an installer, or an Untrusted Application) that it depends on a given Trusted Component, which may or may not already be installed in the TEE.
2. UnrequestTA: A notification from an REE application (e.g., an installer, or an Untrusted Application) that it no longer depends on a given Trusted Component, which may or may not already be installed in the TEE. For example, if the Untrusted Application is uninstalled, the uninstaller might invoke this conceptual API.

3. ProcessTeepMessage: A message arriving from the network, to be delivered to the TEEP Agent for processing.

4. RequestPolicyCheck: A hint (e.g., based on a timer) that the TEEP Agent may wish to contact the TAM for any changes, without the device itself needing any particular change.

5. ProcessError: A notification that the TEEP Broker could not deliver an outbound TEEP message to a TAM.

For comparison, similar APIs may exist on the TAM side, where a Broker may or may not exist, depending on whether the TAM uses a TEE or not:

1. ProcessConnect: A notification that a new TEEP session is being requested by a TEEP Agent.

2. ProcessTeepMessage: A message arriving on an existing TEEP session, to be delivered to the TAM for processing.

For further discussion on these APIs, see [I-D.ietf-teep-otrp-over-http].

6.2.2. TEEP Broker Distribution

The Broker installation is commonly carried out at OEM time. A user can dynamically download and install a Broker on-demand.

7. Attestation

Attestation is the process through which one entity (an Attester) presents "evidence", in the form of a series of claims, to another entity (a Verifier), and provides sufficient proof that the claims are true. Different Verifiers may require different degrees of confidence in attestation proofs and not all attestations are acceptable to every verifier. A third entity (a Relying Party) can then use "attestation results", in the form of another series of claims, from a Verifier to make authorization decisions. (See [I-D.ietf-rats-architecture] for more discussion.)
In TEEP, as depicted in Figure 6, the primary purpose of an attestation is to allow a device (the Attester) to prove to a TAM (the Relying Party) that a TEE in the device has particular properties, was built by a particular manufacturer, and/or is executing a particular TA. Other claims are possible; TEEP does not limit the claims that may appear in evidence or attestation results, but defines a minimal set of attestation result claims required for TEEP to operate properly. Extensions to these claims are possible. Other standards or groups may define the format and semantics of extended claims.

Figure 6: TEEP Attestation Roles

As of the writing of this specification, device and TEE attestations have not been standardized across the market. Different devices, manufacturers, and TEEs support different attestation protocols. In order for TEEP to be inclusive, it is agnostic to the format of evidence, allowing proprietary or standardized formats to be used between a TEE and a verifier (which may or may not be colocated in the TAM), as long as the format supports encryption of any information that is considered sensitive.

However, it should be recognized that not all Verifiers may be able to process all proprietary forms of attestation evidence. Similarly, the TEEP protocol is agnostic as to the format of attestation results, and the protocol (if any) used between the TAM and a verifier, as long as they convey at least the required set of claims in some format. Note that the respective attestation algorithms are not defined in the TEEP protocol itself; see [I-D.ietf-rats-architecture] and [I-D.ietf-teep-protocol] for more discussion.

There are a number of considerations that need to be considered when appraising evidence provided by a TEE, including:

* What security measures a manufacturer takes when provisioning keys into devices/TEEs;
* What hardware and software components have access to the attestation keys of the TEE;
* The source or local verification of claims within an attestation prior to a TEE signing a set of claims;

* The level of protection afforded to attestation keys against exfiltration, modification, and side channel attacks;

* The limitations of use applied to TEE attestation keys;

* The processes in place to discover or detect TEE breaches; and

* The revocation and recovery process of TEE attestation keys.

Some TAMs may require additional claims in order to properly authorize a device or TEE. The specific format for these additional claims are outside the scope of this specification, but the TEEP protocol allows these additional claims to be included in the attestation messages.

For more discussion of the attestation and appraisal process, see the RATS Architecture [I-D.ietf-rats-architecture].

The following information is required for TEEP attestation:

* Device Identifying Information: Attestation information may need to uniquely identify a device to the TAM. Unique device identification allows the TAM to provide services to the device, such as managing installed TAs, and providing subscriptions to services, and locating device-specific keying material to communicate with or authenticate the device. In some use cases it may be sufficient to identify only the class of the device. The security and privacy requirements regarding device identification will vary with the type of TA provisioned to the TEE.

* TEE Identifying Information: The type of TEE that generated this attestation must be identified. This includes version identification information for hardware, firmware, and software version of the TEE, as applicable by the TEE type. TEE manufacturer information for the TEE is required in order to disambiguate the same TEE type created by different manufacturers and address considerations around manufacturer provisioning, keying and support for the TEE.

* Freshness Proof: A claim that includes freshness information must be included, such as a nonce or timestamp.
8. Algorithm and Attestation Agility

RFC 7696 [RFC7696] outlines the requirements to migrate from one mandatory-to-implement cryptographic algorithm suite to another over time. This feature is also known as crypto agility. Protocol evolution is greatly simplified when crypto agility is considered during the design of the protocol. In the case of the TEEP protocol the diverse range of use cases, from trusted app updates for smartphones and tablets to updates of code on higher-end IoT devices, creates the need for different mandatory-to-implement algorithms already from the start.

Crypto agility in TEEP concerns the use of symmetric as well as asymmetric algorithms. In the context of TEEP, symmetric algorithms are used for encryption and integrity protection of TA binaries and Personalization Data whereas the asymmetric algorithms are used for signing messages and managing symmetric keys.

In addition to the use of cryptographic algorithms in TEEP, there is also the need to make use of different attestation technologies. A device must provide techniques to inform a TAM about the attestation technology it supports. For many deployment cases it is more likely for the TAM to support one or more attestation techniques whereas the device may only support one.

9. Security Considerations

9.1. Broker Trust Model

The architecture enables the TAM to communicate, via a TEEP Broker, with the device’s TEE to manage Trusted Components. Since the TEEP Broker runs in a potentially vulnerable REE, the TEEP Broker could, however, be (or be infected by) malware. As such, all TAM messages are signed and sensitive data is encrypted such that the TEEP Broker cannot modify or capture sensitive data, but the TEEP Broker can still conduct DoS attacks as discussed in Section 9.3.

A TEEP Agent in a TEE is responsible for protecting against potential attacks from a compromised TEEP Broker or rogue malware in the REE. A rogue TEEP Broker might send corrupted data to the TEEP Agent, or launch a DoS attack by sending a flood of TEEP protocol requests, or simply drop or delay notifications to a TEE. The TEEP Agent validates the signature of each TEEP protocol request and checks the signing certificate against its Trust Anchors. To mitigate DoS attacks, it might also add some protection scheme such as a threshold on repeated requests or number of TAs that can be installed.
Some implementations might rely on (due to lack of any available alternative) the use of an untrusted timer or other event to call the RequestPolicyCheck API (Section 6.2.1), which means that a compromised REE can cause a TEE to not receive policy changes and thus be out of date with respect to policy. The same can potentially be done by any other man-in-the-middle simply by blocking communication with a TAM. Ultimately such outdated compliance could be addressed by using attestation in secure communication, where the attestation evidence reveals what state the TEE is in, so that communication (other than remediation such as via TEEP) from an out-of-compliance TEE can be rejected.

Similarly, in most implementations the REE is involved in the mechanics of installing new TAs. However, the authority for what TAs are running in a given TEE is between the TEEP Agent and the TAM. While a TEEP Broker broker can in effect make suggestions, it cannot decide or enforce what runs where. The TEEP Broker can also control which TEE a given installation request is directed at, but a TEEP Agent will only accept TAs that are actually applicable to it and where installation instructions are received by a TAM that it trusts.

The authorization model for the UnrequestTA operation is, however, weaker in that it expresses the removal of a dependency from an application that was untrusted to begin with. This means that a compromised REE could remove a valid dependency from an Untrusted Application on a TA. Normal REE security mechanisms should be used to protect the REE and Untrusted Applications.

9.2. Data Protection

It is the responsibility of the TAM to protect data on its servers. Similarly, it is the responsibility of the TEE implementation to provide protection of data against integrity and confidentiality attacks from outside the TEE. TEEs that provide isolation among TAs within the TEE are likewise responsible for protecting TA data against the REE and other TAs. For example, this can be used to protect one user’s or tenant’s data from compromise by another user or tenant, even if the attacker has TAs.

The protocol between TEEP Agents and TAMs similarly is responsible for securely providing integrity and confidentiality protection against adversaries between them. It is a design choice at what layers to best provide protection against network adversaries. As discussed in Section 6, the transport protocol and any security mechanism associated with it (e.g., the Transport Layer Security protocol) under the TEEP protocol may terminate outside a TEE. If it does, the TEEP protocol itself must provide integrity protection and confidentiality protection to secure data end-to-end. For example,
confidentiality protection for payloads may be provided by utilizing encrypted TA binaries and encrypted attestation information. See [I-D.ietf-teep-protocol] for how a specific solution addresses the design question of how to provide integrity and confidentiality protection.

9.3. Compromised REE

It is possible that the REE of a device is compromised. We have already seen examples of attacks on the public Internet with billions of compromised devices being used to mount DDoS attacks. A compromised REE can be used for such an attack but it cannot tamper with the TEE’s code or data in doing so. A compromised REE can, however, launch DoS attacks against the TEE.

The compromised REE may terminate the TEEP Broker such that TEEP transactions cannot reach the TEE, or might drop, replay, or delay messages between a TAM and a TEEP Agent. However, while a DoS attack cannot be prevented, the REE cannot access anything in the TEE if the TEE is implemented correctly. Some TEEs may have some watchdog scheme to observe REE state and mitigate DoS attacks against it but most TEEs don’t have such a capability.

In some other scenarios, the compromised REE may ask a TEEP Broker to make repeated requests to a TEEP Agent in a TEE to install or uninstall a Trusted Component. An installation or uninstallation request constructed by the TEEP Broker or REE will be rejected by the TEEP Agent because the request won’t have the correct signature from a TAM to pass the request signature validation.

This can become a DoS attack by exhausting resources in a TEE with repeated requests. In general, a DoS attack threat exists when the REE is compromised, and a DoS attack can happen to other resources. The TEEP architecture doesn’t change this.

A compromised REE might also request initiating the full flow of installation of Trusted Components that are not necessary. It may also repeat a prior legitimate Trusted Component installation request. A TEEP Agent implementation is responsible for ensuring that it can recognize and decline such repeated requests. It is also responsible for protecting the resource usage allocated for Trusted Component management.
9.4. CA Compromise or Expiry of CA Certificate

A root CA for TAM certificates might get compromised or its certificate might expire, or a Trust Anchor other than a root CA certificate may also expire or be compromised. TEEs are responsible for validating the entire TAM certificate path, including the TAM certificate and any intermediate certificates up to the root certificate. See Section 6 of [RFC5280] for details. Such validation generally includes checking for certificate revocation, but certificate status check protocols may not scale down to constrained devices that use TEEP.

To address the above issues, a certificate path update mechanism is expected from TAM operators, so that the TAM can get a new certificate path that can be validated by a TEEP Agent. In addition, the Trust Anchor in the TEEP Agent’s Trust Anchor Store may need to be updated. To address this, some TEE Trust Anchor update mechanism is expected from device OEMs, such as using the TEEP protocol to distribute new Trust Anchors.

Similarly, a root CA for TEE certificates might get compromised or its certificate might expire, or a Trust Anchor other than a root CA certificate may also expire or be compromised. TAMs are responsible for validating the entire TEE certificate path, including the TEE certificate and any intermediate certificates up to the root certificate. Such validation includes checking for certificate revocation.

If a TEE certificate path validation fails, the TEE might be rejected by a TAM, subject to the TAM’s policy. To address this, some certificate path update mechanism is expected from device OEMs, so that the TEE can get a new certificate path that can be validated by a TAM. In addition, the Trust Anchor in the TAM’s Trust Anchor Store may need to be updated.

9.5. Compromised TAM

Device TEEs are responsible for validating the supplied TAM certificates to determine that the TAM is trustworthy.

9.6. Malicious TA Removal

It is possible that a rogue developer distributes a malicious Untrusted Application and intends to get a malicious TA installed. Such a TA might be able to escape from malware detection by the REE, or access trusted resources within the TEE (but could not access other TEEs, or access other TA’s if the TEE provides isolation between TAs).
It is the responsibility of the TAM to not install malicious TAs in the first place. The TEEP architecture allows a TEEP Agent to decide which TAMs it trusts via Trust Anchors, and delegates the TA authenticity check to the TAMs it trusts.

It may happen that a TA was previously considered trustworthy but is later found to be buggy or compromised. In this case, the TAM can initiate the removal of the TA by notifying devices to remove the TA (and potentially the REE or Device Owner to remove any Untrusted Application that depend on the TA). If the TAM does not currently have a connection to the TEEP Agent on a device, such a notification would occur the next time connectivity does exist. That is, to recover, the TEEP Agent must be able to reach out to the TAM, for example whenever the RequestPolicyCheck API (Section 6.2.1) is invoked by a timer or other event.

Furthermore the policy in the Verifier in an attestation process can be updated so that any evidence that includes the malicious TA would result in an attestation failure. There is, however, a time window during which a malicious TA might be able to operate successfully, which is the validity time of the previous attestation result. For example, if the Verifier in Figure 6 is updated to treat a previously valid TA as no longer trustworthy, any attestation result it previously generated saying that the TA is valid will continue to be used until the attestation result expires. As such, the TAM’s Verifier should take into account the acceptable time window when generating attestation results. See [I-D.ietf-rats-architecture] for further discussion.

9.7. TEE Certificate Expiry and Renewal

TEE device certificates are expected to be long lived, longer than the lifetime of a device. A TAM certificate usually has a moderate lifetime of 2 to 5 years. A TAM should get renewed or rekeyed certificates. The root CA certificates for a TAM, which are embedded into the Trust Anchor Store in a device, should have long lifetimes that don’t require device Trust Anchor updates. On the other hand, it is imperative that OEMs or device providers plan for support of Trust Anchor update in their shipped devices.

For those cases where TEE devices are given certificates for which no good expiration date can be assigned the recommendations in Section 4.1.2.5 of [RFC5280] are applicable.
9.8. Keeping Secrets from the TAM

In some scenarios, it is desirable to protect the TA binary or Personalization Data from being disclosed to the TAM that distributes them. In such a scenario, the files can be encrypted end-to-end between a Trusted Component Signer and a TEE. However, there must be some means of provisioning the decryption key into the TEE and/or some means of the Trusted Component Signer securely learning a public key of the TEE that it can use to encrypt. The Trusted Component Signer cannot necessarily even trust the TAM to report the correct public key of a TEE for use with encryption, since the TAM might instead provide the public key of a TEE that it controls.

One way to solve this is for the Trusted Component Signer to run its own TAM that is only used to distribute the decryption key via the TEEP protocol, and the key file can be a dependency in the manifest of the encrypted TA. Thus, the TEEP Agent would look at the Trusted Component manifest, determine there is a dependency with a TAM URI of the Trusted Component Signer’s TAM. The Agent would then install the dependency, and then continue with the Trusted Component installation steps, including decrypting the TA binary with the relevant key.

9.9. REE Privacy

The TEEP architecture is applicable to cases where devices have a TEE that protects data and code from the REE administrator. In such cases, the TAM administrator, not the REE administrator, controls the TEE in the devices. As some examples:

* a cloud hoster may be the REE administrator where a customer administrator controls the TEE hosted in the cloud.

* a device manufacturer might control the TEE in a device purchased by a customer

The privacy risk is that data in the REE might be susceptible to disclosure to the TEE administrator. This risk is not introduced by the TEEP architecture, but is inherent in most uses of TEEs. This risk can be mitigated by making sure the REE administrator is aware of and explicitly chooses to have a TEE that is managed by another party. In the cloud hoster example, this choice is made by explicitly offering a service to customers to provide TEEs for them to administer. In the device manufacturer example, this choice is made by the customer choosing to buy a device made by a given manufacturer.
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1. Introduction

The Trusted Execution Environment (TEE) concept has been designed to separate a regular operating system, also referred as a Rich Execution Environment (REE), from security-sensitive applications. In an TEE ecosystem, different device vendors may use different TEE implementations. Different application providers or device administrators may choose to use different TAM providers. There calls for an interoperable protocol for managing TAs running in different TEEs of various devices is needed.

The Trusted Execution Environment Provisioning (TEEP) architecture document [TEEPArch] has set to provide a design guidance for such an interoperable protocol. This document specifies an Open Trust Protocol (OTrP) that follows the architecture guidance.

OTrP defines a mutual trust message protocol between a TAM and a TEE and relies on IETF-defined end-to-end security mechanisms, namely JSON Web Encryption (JWE), JSON Web Signature (JWS), and JSON Web Key (JWK). Other message encoding methods may be supported.

This specification defines message payloads exchanged between devices and a TAM. The messages are designed in anticipation of the use of the most common transport methods such as HTTPS.

Each TA binary and configuration data can be from either of two sources:

1. A TAM supplies the signed and encrypted TA binary and any required configuration data

2. A Client Application supplies the TA binary

This specification considers the first case where TA binary and configuration data are encrypted by recipient’s public key that TAM
has to be involved. The second case will also be addressed separately.

2. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

3. Terminology

3.1. Definitions

The definitions provided below are defined as used in this document. All the terms defined in the TEEP Architecture document [TEEPArch] will be used, which are not repeated in this document.

OTrP Broker: It is the Broker as defined in the TEEP Architecture document [TEEPArch].

3.2. Abbreviations

<table>
<thead>
<tr>
<th>Abbreviation</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>CA</td>
<td>Certificate Authority</td>
</tr>
<tr>
<td>OTrP</td>
<td>Open Trust Protocol</td>
</tr>
<tr>
<td>REE</td>
<td>Rich Execution Environment</td>
</tr>
<tr>
<td>SD</td>
<td>Security Domain</td>
</tr>
<tr>
<td>SP</td>
<td>Service Provider</td>
</tr>
<tr>
<td>TA</td>
<td>Trusted Application</td>
</tr>
<tr>
<td>TEE</td>
<td>Trusted Execution Environment</td>
</tr>
<tr>
<td>TFW</td>
<td>Trusted Firmware</td>
</tr>
<tr>
<td>TAM</td>
<td>Trusted Application Manager</td>
</tr>
</tbody>
</table>

4. OTrP Entities and Trust Model

4.1. System Components

The same system components as defined in the TEEP Architecture document [TEEPArch] are used in OTrP, including TAM, CA, TEE, REE, and OTrP Broker (a.k.a Broker).
Secure boot (for the purposes of OTrP) is optional in enabling authenticity checking of TEEs by the TAM. A TAM provider can choose it policy whether it trusts a TEE if the underlying firmware attestation information is not included.

OTrP uses trust anchors to establish trust between TEEs and TAMs and verifies that they communicate in a trusted way when performing lifecycle management transactions.

4.2. Trust Anchors in TEE

This assumes the Trust Anchor specification defined in the TEEP Architecture document [TEEPArch].

Each TEE comes with a trust store that contains a whitelist of root CA certificates that are used to validate a TAM’s certificate. A TEE will accept a TAM to create new Security Domains and install new TAs on behalf of a SP only if the TAM’s certificate is chained to one of the root CA certificates in the TEE’s trust store.

4.3. Trust Anchors in TAM

The Trust Anchor set in a TAM consists of a list of Certificate Authority certificates that signs various device TEE certificates. A TAM decides what TEE and optionally TFW it will trust when TFW signature data is present in an attestation.

4.4. Keys and Certificate Types

OTrP leverages the following list of trust anchors and identities in generating signed and encrypted command messages that are exchanged between a device’s TEE and a TAM. With these security artifacts, OTrP Messages are able to deliver end-to-end security without relying on any transport security.
<table>
<thead>
<tr>
<th>Key Entity Name</th>
<th>Location</th>
<th>Issuer</th>
<th>Trust Implication</th>
<th>Cardinality</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. TFW key pair and certificate</td>
<td>Device secure storage</td>
<td>FW CA</td>
<td>A whitelist of FW root CA trusted by TAMs</td>
<td>1 per device</td>
</tr>
<tr>
<td>2. TEE key pair and certificate</td>
<td>Device TEE</td>
<td>TEE CA under a root CA</td>
<td>A whitelist of TEE root CA trusted by TAMs</td>
<td>1 per device</td>
</tr>
<tr>
<td>3. TAM key pair and certificate</td>
<td>TAM provider</td>
<td>TAM CA under a root CA</td>
<td>A whitelist of TAM root CA embedded in TEE</td>
<td>1 or multiple can be used by a TAM</td>
</tr>
<tr>
<td>4. SP key pair and certificate</td>
<td>SP</td>
<td>SP signer CA</td>
<td>TAM manages SP. TA trust is delegated to TAM. TEE trust TAM to ensure that a TA is trustworthy.</td>
<td>1 or multiple can be used by a TAM</td>
</tr>
</tbody>
</table>

### Table 1: Key and Certificate Types

1. **TFW key pair and certificate**: A key pair and certificate for evidence of trustworthy firmware in a device. This key pair is optional. Some TEE may present its trusted attributes to a TAM using signed attestation with a TFW key. For example, a platform that uses a hardware based TEE can have attestation data signed by a hardware protected TFW key.

   **Location**: Device secure storage

   **Supported Key Type**: RSA and ECC

   **Issuer**: OEM CA

   **Trust Implication**: A whitelist of FW root CA trusted by TAMs

   **Cardinality**: One per device

2. **TEE key pair and certificate**: It is used for device attestation to a remote TAM and SP.
This key pair is burned into the device at device manufacturer. The key pair and its certificate are valid for the expected lifetime of the device.

Location: Device TEE

Supported Key Type: RSA and ECC

Issuer: A CA that chains to a TEE root CA

Trust Implication: A whitelist of TEE root CA trusted by TAMs

Cardinality: One per device

3. TAM key pair and certificate: A TAM provider acquires a certificate from a CA that a TEE trusts.

Location: TAM provider

Supported Key Type: RSA and ECC.

Supported Key Size: RSA 2048-bit, ECC P-256 and P-384. Other sizes should be anticipated in future.

Issuer: TAM CA that chains to a root CA

Trust Implication: A whitelist of TAM root CA embedded in TEE

Cardinality: One or multiple can be used by a TAM

4. SP key pair and certificate: an SP uses its own key pair and certificate to sign a TA.

Location: SP

Supported Key Type: RSA and ECC

Supported Key Size: RSA 2048-bit, ECC P-256 and P-384. Other sizes should be anticipated in future.

Issuer: an SP signer CA that chains to a root CA

Trust Implication: TAM manages SP. TA trusts an SP by validating trust against a TAM that the SP uses. A TEE trusts TAM to ensure that a TA from the TAM is trustworthy.

Cardinality: One or multiple can be used by an SP
5. Protocol Scope and Entity Relations

This document specifies messages and key properties that can establish mutual trust between a TEE and a TAM. The protocol provides specifications for the following three entities:

1. Key and certificate types required for device firmware, TEEs, TAs, SPs, and TAMs

2. Data message formats that should be exchanged between a TEE in a device and a TAM

3. An OTrP Broker in the REE that can relay messages between a Client Application and TEE

Figure 1: Protocol Scope and Entity Relationship

Figure 2: OTrP System Diagram
In the previous diagram, different Certificate Authorities can be used respectively for different types of certificates. OTrP Messages are always signed, where the signer keys is the message creator’s private key such as a FW’s private key, a TEE’s private key, or a TAM’s private key.

The main OTrP component consists of a set of standard JSON messages created by a TAM to deliver device SD and TA management commands to a device, and device attestation and response messages created by a TEE that responds to a TAM’s OTrP message.

The communication method of OTrP Messages between a TAM and TEE in a device may vary between TAM and TEE providers. A mandatory transport protocol is specified for a compliant TAM and a device TEE.

An OTrP Broker is used to bridge communication between a TAM and a TEE. The OTrP Broker doesn't need to know the actual content of OTrP Messages except for the TEE routing information.
5.1. A Sample Device Setup Flow

Step 1: Prepare Images for Devices

1. [TEE vendor] Deliver TEE Image (CODE Binary) to device OEM
2. [CA] Deliver root CA Whitelist
3. [Soc] Deliver TFW Image

Step 2: Inject Key Pairs and Images to Devices

1. [OEM] Generate Secure Boot Key Pair (May be shared among multiple devices)
2. [OEM] Flash signed TFW Image and signed TEE Image onto devices (signed by Secure Boot Key)

Step 3: Setup attestation key pairs in devices

1. [OEM] Flash TFW Public Key and a bootloader key.
2. [TFW/TEE] Generate a unique attestation key pair and get a certificate for the device.

Step 4: Setup trust anchors in devices

1. [TFW/TEE] Store the key and certificate encrypted with the eFuse key
2. [TEE vendor or OEM] Store trusted CA certificate list into devices

5.2. Derived Keys in The Protocol

The protocol generates one key pair in run time to assist message communication and anonymous verification between a TAM and a TEE.

TEE SP Anonymous Key (AIK): one derived key pair per SP in a device

The purpose of the key pair is to sign data by a TEE without using its TEE device key for anonymous attestation to a Client Application. This key pair is generated in the first SD creation for an SP. It is deleted when all SDs are removed for a SP in a device. The public key of the key pair is given to the caller Client Application and TAM for future TEE returned data validation. The public key of this AIK is also used by a TAM to encrypt TA binary data and personalization data when it sends a TA to a device for installation.
5.3. Security Domain Hierarchy and Ownership

The primary job of a TAM is to help an SP to manage its trusted application components. A TA is typically installed in an SD. An SD is commonly created for an SP.

When an SP delegates its SD and TA management to a TAM, an SD is created on behalf of a TAM in a TEE and the owner of the SD is assigned to the TAM. An SD may be associated with an SP but the TAM has full privilege to manage the SD for the SP.

Each SD for an SP is associated with only one TAM. When an SP changes TAM, a new SP SD must be created to associate with the new TAM. The TEE will maintain a registry of TAM ID and SP SD ID mapping.

From an SD ownership perspective, the SD tree is flat and there is only one level. An SD is associated with its owner. It is up to TEE implementation how it maintains SD binding information for a TAM and different SPs under the same TAM.

It is an important decision in this protocol specification that a TEE doesn’t need to know whether a TAM is authorized to manage the SD for an SP. This authorization is implicitly triggered by an SP Client Application, which instructs what TAM it wants to use. An SD is always associated with a TAM in addition to its SP ID. A rogue TAM isn’t able to do anything on an unauthorized SP’s SD managed by another TAM.

Since a TAM may support multiple SPs, sharing the same SD name for different SPs creates a dependency in deleting an SD. An SD can be deleted only after all TAs associated with this SD is deleted. An SP cannot delete a Security Domain on its own with a TAM if a TAM decides to introduce such sharing. There are cases where multiple virtual SPs belong to the same organization, and a TAM chooses to use the same SD name for those SPs. This is totally up to the TAM implementation and out of scope of this specification.

5.4. SD Owner Identification and TAM Certificate Requirements

There is a need of cryptographically binding proof about the owner of an SD in a device. When an SD is created on behalf of a TAM, a future request from the TAM must present itself as a way that the TEE can verify it is the true owner. The certificate itself cannot reliably used as the owner because TAM may change its certificate.

To this end, each TAM will be associated with a trusted identifier defined as an attribute in the TAM certificate. This field is kept
the same when the TAM renew its certificates. A TAM CA is responsible to vet the requested TAM attribute value.

This identifier value must not collide among different TAM providers, and one TAM shouldn’t be able to claim the identifier used by another TAM provider.

The certificate extension name to carry the identifier can initially use SubjectAltName:registeredID. A dedicated new extension name may be registered later.

One common choice of the identifier value is the TAM’s service URL. A CA can verify the domain ownership of the URL with the TAM in the certificate enrollment process.

A TEE can assign this certificate attribute value as the TAM owner ID for the SDs that are created for the TAM.

An alternative way to represent an SD ownership by a TAM is to have a unique secret key upon SD creation such that only the creator TAM is able to produce a Proof-of-Possession (POP) data with the secret.

### 5.5. Service Provider Container

A sample Security Domain hierarchy for the TEE is shown below.

```
| TEE   |

----------

| SP1 SD1 |

----------

| SP1 SD2 |

----------

| SP2 SD1 |
```

OTrP segregates SDs and TAs such that a TAM can only manage or retrieve data for SDs and TAs that it previously created for the SPs it represents.
6. OTrP Broker

A TEE and TAs that run inside the TEE don’t generally have capability to communicate to the outside of the hosting device, for example, the TEE specified by Global Platform groups [GPTEE]. This calls for a software module in the REE world to handle the network communication. Each Client Application in REE may carry this communication functionality but it must also interact with the TEE for the message exchange. The TEE interaction will vary according to different TEEs. In order for a Client Application to transparently support different TEEs, it is imperative to have a common interface for a Client Application to invoke for exchanging messages with TEEs.

A shared OTrP Broker comes to meet this need. An OTrP Broker is a Rich Application or SDK that facilitates communication between a TAM and TEE. It also provides interfaces for TAM SDK or Client Applications to query and trigger TA installation that the application needs to use.

This interface for Client Applications may be commonly an Android service call for an Android powered device. A Client Application interacts with a TAM, and turns around to pass messages received from TAM to OTrP Broker.

In all cases, a Client Application needs to be able to identify an OTrP Broker that it can use.

6.1. Role of OTrP Broker

An OTrP Broker abstracts the message exchanges with the TEE in a device. The input data is originated from a TAM that a Client Application connects. A Client Application may also directly call OTrP Broker for some TA query functions.

OTrP Broker may internally process a request from TAM. At least, it needs to know where to route a message, e.g. TEE instance. It doesn’t need to process or verify message content.

OTrP Broker returns TEE / TFW generated response messages to the caller. OTrP Broker isn’t expected to handle any network connection with an application or TAM.

OTrP Broker only needs to return an OTrP Broker error message if the TEE is not reachable for some reason. Other errors are represented as response messages returned from the TEE which will then be passed to the TAM.
6.2. OTrP Broker and Global Platform TEE Client API

A Client Application may use Global Platform (GP) TEE API for TA communication. OTrP may use the GP TEE Client API but it is internal to OTrP implementation that converts given messages from TAM. More details can be found at [GPTEECLAPI].

6.3. OTrP Broker Implementation Consideration

A Provider should consider methods of distribution, scope and concurrency on device and runtime options when implementing an OTrP Broker. Several non-exhaustive options are discussed below. Providers are encouraged to take advantage of the latest communication and platform capabilities to offer the best user experience.

6.3.1. OTrP Broker Distribution

OTrP Broker installation is commonly carried out at OEM time. A user can dynamically download and install an OTrP Broker on-demand.

It is important to ensure a legitimate OTrP Broker is installed and used. If an OTrP Broker is compromised it may send rogue messages to TAM and TEE and introduce additional risks.

6.3.2. Number of OTrP Broker

We anticipate only one shared OTrP Broker instance in a device. The device’s TEE vendor will most probably supply one OTrP Broker. Potentially we expect some open source.

With one shared OTrP Broker, the OTrP Broker provider is responsible to allow multiple TAMs and TEE providers to achieve interoperability. With a standard OTrP Broker interface, TAM can implement its own SDK for its SP Client Applications to work with this OTrP Broker.

Multiple independent OTrP Broker providers can be used as long as they have standard interface to a Client Application or TAM SDK. Only one OTrP Broker is expected in a device.

TAM providers are generally expected to provide SDK for SP applications to interact with an OTrP Broker for the TAM and TEE interaction.
6.4. OTrP Broker Interfaces for Client Applications

A Client Application shall be responsible for relaying messages between the OTrP Broker and the TAM.

If a failure occurs during calling OTrP Broker, an error message described in "Common Errors" section (see Section 7.6) will be returned.

6.4.1. ProcessOTrPMessage call

Description

A Client Application will use this method of the OTrP Broker in a device to pass OTrP messages from a TAM. The method is responsible for interacting with the TEE and for forwarding the input message to the TEE. It also returns TEE generated response message back to the Client Application.

Inputs:

TAMInMsg - OTrP message generated in a TAM that is passed to this method from a Client Application.

Outputs:

A TEE-generated OTrP response message (which may be a successful response or be a response message containing an error raised within the TEE) for the client application to forward to the TAM. In the event of the OTrP Broker not being able to communicate with the TEE, a OTrPBrokerException shall be thrown.

6.4.2. GetTAInformation call

Description

A Client Application may quickly query local TEE about a previously installed TA without requiring TAM each time if it has had the TA’s identifier and previously saved TEE SP AIK public key for TA information integrity verification.

Inputs:
{  
  "TAQuery": {  
    "spid": "<SP identifier value of the TA>",  
    "taid": "<The identifier value of the TA>"  
  }  
}

Outputs:

The OTrP Broker is expected to return TA signer and TAM signer certificate along with other metadata information about the TA associated with the given identifier. It follows the underlying TEE trust model for authoring the local TA query from a Client Application.

The output is a JSON message that is generated by the TEE. It contains the following information:

* tamid
* SP ID
* TA signer certificate
* TAM certificate

The message is signed with TEE SP AIK private key.

The Client Application is expected to consume the response as follows.

The Client Application gets signed TA metadata, in particular, the TA signer certificate. It is able to verify that the result is from device by checking signer against TEE SP AIK public key it gets in some earlier interaction with TAM.

If this is a new Client Application in the device that hasn’t had TEE SP AIK public key for the response verification, the application can contact the TAM first to do GetDeviceState, and TAM will return TEE SP AIK public key to the app for this operation to proceed.

Output Message:

Pei, et al.
where the definitions of BASE64 and BASE64URL refer to [RFC4648].

A sample JWK public key representation refers to an example in [RFC7517].
6.5. Sample End-to-End Client Application Flow

6.5.1. Case 1: A New Client Application Uses a TA

1. During the Client Application installation time, the Client Application calls TAM to initialize the device preparation step.

   A. The Client Application knows it wants to use a Trusted Application TA1 but the application doesn’t know whether TA1 has been installed or not. It can use GP TEE Client API [GPTEECLAPI] to check the existence of TA1 first. If it detects that TA1 doesn’t exist, it will contact TAM to initiate the installation of TA1. Note that TA1 could have been previously installed by other Client Applications from the same service provider in the device.

   B. The Client Application sends the TAM the TA list that it depends on. The TAM will query a device for the Security Domains and TAs that have been installed, and instructs the device to install any dependent TAs that have not been installed.

   C. In general, the TAM has the latest TA list and their status in a device because all operations are instructed by TAM. TAM has such visibility because all Security Domain deletion and TA deletion are managed by the TAM; the TAM could have stored the state when a TA is installed, updated and deleted. There is also the possibility that an update command is carried out inside TEE but a response is never received in TAM. There is also possibility that some manual local reset is done in a device that the TAM isn’t aware of the changes.

2. The TAM generates message: GetDeviceStateRequest

3. The Client Application passes the JSON message GetDeviceStateRequest to OTrP Broker call ProcessOTrPMessage. The communication between a Client Application and an OTrP Broker is up to the implementation of the OTrP Broker.

4. The OTrP Broker routes the message to the active TEE. Multiple TEE case: it is up to OTrP Broker to figure this out. This specification limits the support to only one active TEE, which is the typical case today.

5. The target active TEE processes the received OTrP message, and returns a JSON message GetDeviceStateResponse.
6. The OTrP Broker passes the GetDeviceStateResponse to the Client Application.

7. The Client Application sends GetDeviceStateResponse to the TAM.

8. The TAM processes the GetDeviceStateResponse.
   A. Extract TEEspaik for the SP, signs TEEspaik with TAM signer key
   B. Examine SD list and TA list

9. The TAM continues to carry out other actions based on the need. The next call could be instructing the device to install a dependent TA.
   A. Assume a dependent TA isn’t in the device yet, the TAM may do the following: (1) create an SD in which to install the TA by sending a CreateSDRequest message. The message is sent back to the Client Application, and then the OTrP Broker and TEE to process; (2) install a TA with an InstallTARequest message.
   B. If a Client Application depends on multiple TAs, the Client Application should expect multiple round trips of the TA installation message exchanges.

10. At the last TAM and TEE operation, the TAM returns the signed TEE SP AIK public key to the application.

11. The Client Application stores the TEEspaik for future loaded TA trust check.

12. If the TAM finds that this is a fresh device that does not have any SD for the SP yet, then the TAM may next create an SD for the SP.

13. During Client Application installation, the application checks whether required Trusted Applications are already installed, which may have been provided by the TEE. If needed, it will contact its TAM service to determine whether the device is ready or install TA list that this application needs.

6.5.2. Case 2: A Previously Installed Client Application Calls a TA

1. The Client Application checks the device readiness: (a) whether it has a TEE; (b) whether it has TA that it depends. It may happen that TAM has removed the TA this application depends on.
2. The Client Application calls the OTrP Broker to query the TA.

3. The OTrP Broker queries the TEE to get TA information. If the given TA doesn’t exist, an error is returned.

4. The Client Application parses the TAInformation message.

5. If the TA doesn’t exist, the Client Application calls its TAM to install the TA. If the TA exists, the Client Application proceeds to call the TA.

7. OTrP Messages

The main OTrP component is the set of standard JSON messages created by a TAM to deliver device SD and TA management commands to a device, and device attestation and response messages created by TEE to respond to TAM OTrP Messages.

An OTrP Message is designed to provide end-to-end security. It is always signed by its creator. In addition, an OTrP Message is typically encrypted such that only the targeted device TEE or TAM is able to decrypt and view the actual content.

7.1. Message Format

OTrP Messages use the JSON format for JSON’s simple readability and moderate data size in comparison with alternative TLV and XML formats. More compact CBOR format may be used as an alternative choice.

JSON Message security has developed JSON Web Signing and JSON Web Encryption standard in the IETF Workgroup JOSE, see JWS [RFC7515] and JWE [RFC7516]. The OTrP Messages in this protocol will leverage the basic JWS and JWE to handle JSON signing and encryption.

7.2. Message Naming Convention

For each TAM command "xyz"", OTrP use the following naming convention to represent its raw message content and complete request and response messages:
### 7.3. Request and Response Message Template

An OTrP Request message uses the following format:

```json
{
    "<name>TBSRequest": {
        <request message content>
    }
}
```

A corresponding OTrP Response message will be as follows.

```json
{
    "<name>TBSResponse": {
        <response message content>
    }
}
```

### 7.4. Signed Request and Response Message Structure

A signed request message will generally include only one signature, and uses the flattened JWS JSON Serialization Syntax, see Section 7.2.2 in [RFC7515].

A general JWS object looks like the following.

```json
{
    "payload": "<payload contents>",
    "protected": "<integrity-protected header contents>",
    "header": {
        <non-integrity-protected header contents>,
    },
    "signature": "<signature contents>"
}
```
OTrP signed messages only require the signing algorithm as the mandate header in the property "protected". The "non-integrity-protected header contents" is optional.

OTrP signed message will be given an explicit Request or Response property name. In other words, a signed Request or Response uses the following template.

A general JWS object looks like the following.

```
{
  "<name>[Request | Response]": {
    <JWS Message of <name>TBS[Request | Response]
  }
}
```

With the standard JWS message format, a signed OTrP Message looks like the following.

```
{
  "<name>[Request | Response]": {
    "payload": "<payload contents of <name>TBS[Request | Response]>",
    "protected": "<integrity-protected header contents>",
    "header": "<non-integrity-protected header contents>",
    "signature": "<signature contents>"
  }
}
```

The top element "<name>[Signed][Request|Response]" cannot be fully trusted to match the content because it doesn’t participate in the signature generation. However, a recipient can always match it with the value associated with the property "payload". It purely serves to provide a quick reference for reading and method invocation.

Furthermore, most properties in an unsigned OTrP messages are encrypted to provide end-to-end confidentiality. The only OTrP message that isn’t encrypted is the initial device query message that asks for the device state information.

Thus a typical OTrP Message consists of an encrypted and then signed JSON message. Some transaction data such as transaction ID and TEE information may need to be exposed to the OTrP Broker for routing purpose. Such information is excluded from JSON encryption. The device’s signer certificate itself is encrypted. The overall final message is a standard signed JSON message.

As required by JSW/JWE, those JWE and JWS related elements will be BASE64URL encoded. Other binary data elements specific to the OTrP
specification are BASE64-encoded. This specification indicates elements that should be BASE64 and those elements that are to be BASE64URL encoded.

7.4.1. Identifying Signing and Encryption Keys for JWS/JWE Messaging

JWS and JWE messaging allow various options for identifying the signing and encryption keys, for example, it allows optional elements including "x5c", "x5t" and "kid" in the header to cover various possibilities.

To protect privacy, it is important that the device’s certificate is released only to a trusted TAM, and that it is encrypted. The TAM will need to know the device certificate, but untrusted parties must not be able to get the device certificate. All OTrP messaging conversations between a TAM and device begin with GetDeviceStateRequest / GetDeviceStateResponse. These messages have elements built into them to exchange signing certificates, described in the section Section 9. Any subsequent messages in the conversation that follow on from this implicitly use the same certificates for signing/encryption, and as a result the certificates or references may be omitted in those subsequent messages.

In other words, the signing key identifier in the use of JWS and JWE here may be absent in the subsequent messages after the initial GetDeviceState query.

This has an implication on the TEE and TAM implementation: they have to cache the signer certificates for the subsequent message signature validation in the session. It may be easier for a TAM service to cache transaction session information but not so for a TEE in a device. A TAM can get a device’s capability by checking the response message from a TEE to decide whether it should include its TAM signer certificate and OCSP data in each subsequent request message. The device’s caching capability is reported in GetDeviceStateResponse signerreq parameter.

7.5. JSON Signing and Encryption Algorithms

The OTrP JSON signing algorithm shall use SHA256 or a stronger hash method with respective key type. JSON Web Algorithm RS256 or ES256 [RFC7518] SHALL be used for RSA with SHA256 and ECDSA with SHA256. If RSA with SHA256 is used, the JSON web algorithm representation is as follows.

{"alg":"RS256"}
The (BASE64URL encoded) "protected" header property in a signed message looks like the following:

"protected":"eyJhbGciOiJSUzI1NiJ9"

If ECDSA with P-256 curve and SHA256 are used for signing, the JSON signing algorithm representation is as follows.

{"alg":"ES256"}

The value for the "protected" field will be the following.

eyJhbGciOiJFUzI1NiI6IjoiMjM0Nzg5OTk2Mzg1IiwiZXhwIjoxMjIwMTk1MDIzLCJ0b2tlbiI6WyIyMjIzNTU1MjEiLCIzOTQxOTAwOCIsWyIyMjE4NTczMSwiXV0=

Thus, a common OTrP signed message with ES256 looks like the following.

{
    "payload": "<payload contents>",
    "protected": "eyJhbGciOiJFUzI1NiI6IjoiMjM0Nzg5OTk2Mzg1IiwiZXhwIjoxMjIwMTk1MDIzLCJ0b2tlbiI6WyIyMjIzNTU1MjEiLCIzOTQxOTAwOCIsWyIyMjE4NTczMSwiXV0=",
    "signature": "<signature contents>"
}

The OTrP JSON message encryption algorithm SHOULD use one of the supported algorithms defined in the later chapter of this document. JSON encryption uses a symmetric key as its "Content Encryption Key (CEK)". This CEK is encrypted or wrapped by a recipient’s key. The OTrP recipient typically has an asymmetric key pair. Therefore, the CEK will be encrypted by the recipient’s public key.

A compliant implementation shall support the following symmetric encryption algorithm and anticipate future new algorithms.

{"enc":"A128CBC-HS256"}

This algorithm represents encryption with AES 128 in CBC mode with HMAC SHA 256 for integrity. The value of the property "protected" in a JWE message will be

eyJlbmMiOiJBMI4Q0JDLUhTMjU2In0
An encrypted JSON message looks like the following.

```
{
    "protected": "eyJlbmMiOiJBMTI4Q0JDLUhTMjU2In0",
    "recipients": [
        {
            "header": {
                "alg": "<RSA1_5 etc.>"
            },
            "encrypted_key": "<encrypted value of CEK>"
        }
    ],
    "iv": "<BASE64URL encoded IV data>",
    "ciphertext": "<Encrypted data over the JSON plaintext (BASE64URL)>",
    "tag": "<JWE authentication tag (BASE64URL)>"
}
```

OTrP doesn’t use JWE AAD (Additional Authenticated Data) because each message is always signed after the message is encrypted.

7.5.1. Supported JSON Signing Algorithms

The following JSON signature algorithm is mandatory support in the TEE and TAM:

- RS256
- ES256 is optional to support.

7.5.2. Support JSON Encryption Algorithms

The following JSON authenticated encryption algorithm is mandatory support in TEE and TAM.

- A128CBC-HS256
- A256CBC-HS512 is optional to support.

7.5.3. Supported JSON Key Management Algorithms

The following JSON key management algorithm is mandatory support in TEE and TAM.

- RSA1_5
- ECDH-ES+A128KW and ECDH-ES+A256KW are optional to support.
7.6. Common Errors

An OTrP Response message typically needs to report the operation status and error causes if an operation fails. The following JSON message elements should be used across all OTrP Messages.

"status": "pass | fail"

"reason": {
    "error-code": "<error code if there is any>",
    "error-message": "<error message>"
}

"ver": "<version string>"

7.7. OTrP Message List

The following table lists the OTrP commands and therefore corresponding Request and Response messages defined in this specification. Additional messages may be added in the future when new task messages are needed.

GetDeviceState -
  A TAM queries a device’s current state with a message GetDeviceStateRequest. A device TEE will report its version, its FW version, and list of all SDs and TAs in the device that is managed by the requesting TAM. TAM may determine whether the device is trustworthy and decide to carry out additional commands according to the response from this query.

CreateSD -
  A TAM instructs a device TEE to create an SD for an SP. The recipient TEE will check whether the requesting TAM is trustworthy.

UpdateSD -
  A TAM instructs a device TEE to update an existing SD. A typical update need comes from SP certificate change, TAM certificate change and so on. The recipient TEE will verify whether the TAM is trustworthy and owns the SD.

DeleteSD -
  A TAM instructs a device TEE to delete an existing SD. A TEE conditionally deletes TAs loaded in the SD according to a request parameter. An SD cannot be deleted until all TAs in this SD are deleted. If this is the last SD for an SP, TEE MAY also delete TEE SP AIK key for this SP.
InstallTA -
A TAM instructs a device to install a TA into an SD for an SP. The TEE in a device will check whether the TAM and TA are trustworthy.

UpdateTA -
A TAM instructs a device to update a TA into an SD for an SP. The change may commonly be bug fix for a previously installed TA.

DeleteTA -
A TAM instructs a device to delete a TA. The TEE in a device will check whether the TAM and TA are trustworthy.

7.8. OTrP Request Message Routing Rules

For each command that a TAM wants to send to a device, the TAM generates a request message. This is typically triggered by a Client Application that uses the TAM. The Client Application initiates contact with the TAM and receives TAM OTrP Request messages according to the TAM’s implementation. The Client Application forwards the OTrP message to an OTrP Broker in the device, which in turn sends the message to the active TEE in the device.

The current version of this specification assumes that each device has only one active TEE, and the OTrP Broker is responsible to connect to the active TEE. This is the case today with devices in the market.

When the TEE responds to a request, the OTrP Broker gets the OTrP response messages back to the Client Application that sent the request. In case the target TEE fails to respond to the request, the OTrP Broker will be responsible to generate an error message to reply the Client Application. The Client Application forwards any data it received to its TAM.

7.8.1. SP Anonymous Attestation Key (SP AIK)

When the first new Security Domain is created in a TEE for an SP, a new key pair is generated and associated with this SP. This key pair is used for future device attestation to the service provider instead of using the device’s TEE key pair.

8. Transport Protocol Support

The OTrP message exchange between a TEE device and TAM generally takes place between a Client Application in REE and TAM. A device that is capable to run a TEE and PKI based cryptographic attestation...
isn’t generally resource constraint to carry out standard HTTPS connections. A compliant device and TAM SHOULD support HTTPS.

9. Detailed Messages Specification

For each message in the following sections all JSON elements are mandatory if not explicitly indicated as optional.

9.1. GetDeviceState

This is the first command that a TAM will send to a device. This command is triggered when an SP’s Client Application contacts its TAM to check whether the underlying device is ready for TA operations.

This command queries a device’s current TEE state. A device TEE will report its version, its FW version, and list of all SDs and TAs in the device that is managed by the requesting TAM. TAM may determine whether the device is trustworthy and decide to carry out additional commands according to the response from this query.

The request message of this command is signed by the TAM. The response message from the TEE is encrypted. A random message encryption key (MK) is generated by TEE, and this encrypted key is encrypted by the TAM’s public key such that only the TAM that sent the request is able to decrypt and view the response message.

9.1.1. GetDeviceStateRequest message

```json
{
  "GetDeviceStateTBSRequest": {
    "ver": "1.0",
    "rid": "<Unique request ID>",
    "tid": "<transaction ID>",
    "ocspdat": [<a list of OCSP stapling data>],
    "supportedsigalgs": [<array of supported signing algorithms>]
  }
}
```

The request message consists of the following data elements:

- **ver** - version of the message format
- **rid** - a unique request ID generated by the TAM
- **tid** - a unique transaction ID to trace request and response. This can be from a prior transaction’s tid field, and can be used in subsequent message exchanges in this TAM session. The combination of rid and tid MUST be made unique.
ocspdat - A list of OCSP stapling data respectively for the TAM certificate and each of the CA certificates up to the root certificate. The TAM provides OCSP data such that a recipient TEE can validate the TAM certificate chain revocation status without making its own external OCSP service call. A TEE MAY cache the CA OCSP data such that the array may contain only the OCSP stapling data for the TAM certificate in subsequent exchanges. This is a mandatory field.

supportedsigalgs - an optional property to list the signing algorithms that the TAM is able to support. A recipient TEE MUST choose an algorithm in this list to sign its response message if this property is present in a request. If it is absent, the TEE may use any compliant signing algorithm that is listed as mandatory support in this specification.

The final request message is JSON signed message of the above raw JSON data with TAM’s certificate.

```json
{
"GetDeviceStateRequest": {
  "payload": "<BASE64URL encoding of the GetDeviceStateTBSRequest JSON above>",
  "protected": "<BASE64URL encoded signing algorithm>",
  "header": {
    "x5c": "<BASE64 encoded TAM certificate chain up to the root CA certificate>",
    "signature": "<signature contents signed by TAM private key>"
  }
}
```

The signing algorithm SHOULD use SHA256 with respective key type. The mandatory algorithm support is the RSA signing algorithm. The signer header "x5c" is used to include the TAM signer certificate up to the root CA certificate.

9.1.2. Request processing requirements at a TEE

Upon receiving a request message GetDeviceStateRequest at a TEE, the TEE MUST validate a request:

1. Validate JSON message signing. If it doesn’t pass, an error message is returned.

2. Validate that the request TAM certificate is chained to a trusted CA that the TEE embeds as its trust anchor.
* Cache the CA OCSP stapling data and certificate revocation check status for other subsequent requests.

* A TEE can use its own clock time for the OCSP stapling data validation.

3. Optionally collect Firmware signed data

* This is a capability in ARM architecture that allows a TEE to query Firmware to get FW signed data. It isn’t required for all TEE implementations. When TFW signed data is absent, it is up to a TAM’s policy how it will trust a TEE.

4. Collect SD information for the SD owned by this TAM

9.1.3. Firmware Signed Data

Firmware isn’t expected to process or produce JSON data. It is expected to just sign some raw bytes of data.

The data to be signed by TFW key needs be some unique random data each time. The (UTF-8 encoded) "tid" value from the GetDeviceStateTBSRequest shall be signed by the firmware. TAM isn’t expected to parse TFW data except the signature validation and signer trust path validation.

It is possible that a TEE can get some valid TFW signed data from another device. The TEE is responsible to validate TFW integrity to ensure that the underlying device firmware is trustworthy. In some cases, a TEE isn’t able to get a TFW signed data, in which case the TEE trust validation is up to a TAM to decide. A TAM may opt to trust a TEE basing on the TEE signer and additional information about a TEE out-of-band.

When TFW signed data is available, a TAM validates the TEE and trusts that a trusted TEE has carried out appropriate trust check about a TFW.

TfwData: {
    "tbs": "<TFW to be signed data, BASE64 encoded>",
    "cert": "<BASE64 encoded TFW certificate>",
    "sigalg": "Signing method",
    "sig": "<TFW signed data, BASE64 encoded>",
}

It is expected that a FW uses standard signature methods for maximal interoperability with TAM providers. The mandatory support list of signing algorithm is RSA with SHA256.
The JSON object above is constructed by a TEE with data returned from the FW. It isn’t a standard JSON signed object. The signer information and data to be signed must be specially processed by a TAM according to the definition given here. The data to be signed is the raw data.

9.1.3.1. Supported Firmware Signature Methods

TAM providers shall support the following signature methods. A firmware provider can choose one of the methods in signature generation.

- RSA with SHA256
- ECDSA with SHA 256

The value of "sigalg" in the TfwData JSON message SHOULD use one of the following:

- RS256
- ES256

9.1.4. Post Conditions

Upon successful request validation, the TEE information is collected. There is no change in the TEE in the device.

The response message shall be encrypted where the encryption key shall be a symmetric key that is wrapped by TAM’s public key. The JSON Content Encryption Key (CEK) is used for this purpose.

9.1.5. GetDeviceStateResponse Message

The message has the following structure.

```
{"GetDeviceTEEStateTBSResponse": {
   "ver": "1.0",
   "status": "pass | fail",
   "rid": "<the request ID from the request message>",
   "tid": "<the transaction ID from the request message>",
   "signerreq": true | false // about whether TAM needs to send signer data again in subsequent messages,
   "edsi": "<Encrypted JSON DSI information>"
}}
```
where

signerreq - true if the TAM should send its signer certificate and OCSP data again in the subsequent messages. The value may be "false" if the TEE caches the TAM’s signer certificate and OCSP status.

rid - the request ID from the request message

tid - the tid from the request message

edsi - the main data element whose value is JSON encrypted message over the following Device State Information (DSI).

The Device State Information (DSI) message consists of the following.
The encrypted JSON message looks like the following.
{ "protected": "<BASE64URL encoding of encryption algorithm header JSON data>",
 "recipients": [
 { "header": {
   "alg": "RSA1_5"
 },
 "encrypted_key": "<encrypted value of CEK>"
 },
 "iv": "<BASE64URL encoded IV data>",
 "ciphertext": "<Encrypted data over the JSON object of dsi (BASE64URL)>",
 "tag": "<JWE authentication tag (BASE64URL)>" ]
}

Assume we encrypt plaintext with AES 128 in CBC mode with HMAC SHA 256 for integrity, the encryption algorithm header is:

{"enc":"A128CBC-HS256"}

The value of the property "protected" in the above JWE message will be:

eyJlbmMiOiJBMTI4Q0JDLUhTMjU2In0

In other words, the above message looks like the following:

{
   "protected": "eyJlbmMiOiJBMTI4Q0JDLUhTMjU2In0",
   "recipients": [
      { "header": {
         "alg": "RSA1_5"
      },
      "encrypted_key": "<encrypted value of CEK>"
   },
   "iv": "<BASE64URL encoded IV data>",
   "ciphertext": "<Encrypted data over the JSON object of dsi (BASE64URL)>",
   "tag": "<JWE authentication tag (BASE64URL)>"
}

The full response message looks like the following:
The CEK will be encrypted by the TAM public key in the device. The TEE signed message has the following structure.

```json
{
    "GetDeviceTEEStateResponse": {
        "payload": "<BASE64URL encoding of the JSON message GetDeviceTEEStateTBSResponse>",
        "protected": "<BASE64URL encoding of signing algorithm>",
        "signature": "<BASE64URL encoding of the signature value>"
    }
}
```

The signing algorithm shall use SHA256 with respective key type, see Section 7.5.1.

The final GetDeviceStateResponse response message consists of an array of TEE responses.
9.1.6. Error Conditions

An error may occur if a request isn’t valid or the TEE runs into some error. The list of possible error conditions is the following.

- **ERR_REQUEST_INVALID**  The TEE meets the following conditions with a request message: (1) The request from a TAM has an invalid message structure; mandatory information is absent in the message; or an undefined member or structure is included. (2) TEE fails to verify the signature of the message or fails to decrypt its contents.

- **ERR_UNSUPPORTED_MSG_VERSION**  The TEE receives a version of message that the TEE can’t deal with.

- **ERR_UNSUPPORTED_CRYPTO_ALG**  The TEE receives a request message encoded with a cryptographic algorithm that the TEE doesn’t support.

- **ERR_TFW_NOT_TRUSTED**  The TEE considers the underlying device firmware be not trustworthy.

- **ERR_TAM_NOT_TRUSTED**  The TEE needs to make sure whether the TAM is trustworthy by checking the validity of the TAM certificate and OCSP stapling data and so on. If the TEE finds the TAM is not reliable, it returns this error code.

- **ERR_TEE_FAIL**  If the TEE fails to process a request because of its internal error but is able to sign an error response message, it will return this error code.

The response message will look like the following if the TEE signing can work to sign the error response message.
{  
"GetDeviceTEEStateTBSResponse": {  
"ver": "1.0",  
"status": "fail",  
"rid": "<the request ID from the request message>",  
"tid": "<the transaction ID from the request message>",  
"reason": {  
"error-code": "<error code>"  
}  
"supportedsigalgs": [  
"<an array of signature algorithms that the TEE supports>"  
]  
}  
}

where

supportedsigalgs – an optional property to list the JWS signing algorithms that the active TEE supports. When a TAM sends a signed message that the TEE isn’t able to validate, it can include signature algorithms that it is able to consume in this status report. A TAM can generate a new request message to retry the management task with a TEE-supported signing algorithm.

If the TEE isn’t able to sign an error message due to an internal device error, a general error message should be returned by the OTrP Broker.

9.1.7. TAM Processing Requirements

Upon receiving a GetDeviceStateResponse message at a TAM, the TAM MUST validate the following.

- Parse to get list of GetDeviceTEEStateResponse JSON objects
- Parse the JSON "payload" property and decrypt the JSON element "edsi". The decrypted message contains the TEE signer certificate.
- Validate the GetDeviceTEEStateResponse JSON signature. The signer certificate is extracted from the decrypted message in the last step.
- Extract TEE information and check it against its TEE acceptance policy.
- Extract the TFW signed element, and check the signer and data integration against its TFW policy.
- Check the SD list and TA list and prepare for a subsequent command such as "CreateSD" if it needs to have a new SD for an SP.

9.2. Security Domain Management

9.2.1. CreateSD

This command is typically preceded with a GetDeviceState command that has acquired the device information of the target device by the TAM. The TAM sends such a command to instruct a TEE to create a new Security Domain for an SP.

A TAM sends an OTrP CreateSDRequest Request message to a device TEE to create a Security Domain for an SP. Such a request is signed by the TAM where the TAM signer may or may not be the same as the SP’s TA signer certificate. The resulting SD is associated with two identifiers for future management:

- TAM as the owner. The owner identifier is a registered unique TAM ID that is stored in the TAM certificate.
- SP identified by its TA signer certificate as the authorization. A TAM can add more than one SP certificate to an SD.

A Trusted Application that is signed by a matching SP signer certificate for an SD is eligible to be installed into that SD. The TA installation into an SD by a subsequent InstallTAResult message may be instructed from a TAM.

9.2.1.1. CreateSDRequest Message
The request message for CreateSD has the following JSON format.

```json
{
    "CreateSDTBSRequest": {
        "ver": "1.0",
        "rid": "<unique request ID>",
        "tid": "<transaction ID>", // this may be from prior message
        "tee": "<TEE routing name from the DSI for the SD’s target>",
        "nextdsi": true | false,
        "dsihash": "<hash of DSI returned in the prior query>",
        "content": ENCRYPTED { // this piece of JSON data will be
          // encrypted
          "spid": "<SP ID value>",
          "sdname": "<SD name for the domain to be created>",
          "spcert": "<BASE64 encoded SP certificate>",
          "tamid": "<An identifiable attribute of the TAM certificate>",
          "did": "<SHA256 hash of the TEE cert>"
        }
    }
}
```

In the message,

- **rid** - A unique value to identify this request
- **tid** - A unique value to identify this transaction. It can have the same value for the tid in the preceding GetDeviceStateRequest.
- **tee** - TEE ID returned from the previous GetDeviceStateResponse.
- **nextdsi** - Indicates whether the up-to-date Device State Information (DSI) is expected in the response from the TEE to this request.
- **dsihash** - The BASE64-encoded SHA256 hash value of the DSI data returned in the prior TAM operation with this target TEE. This value is always included such that a receiving TEE can check whether the device state has changed since its last query. It helps enforce SD update order in the right sequence without accidentally overwriting an update that was done simultaneously.
- **content** - The "content" is a JSON encrypted message that includes actual input for the SD creation. The encryption key is TAMmk that is encrypted by the target TEE’s public key. The entire message is signed by the TAM private key TAMpriv. A separate TAMmk isn’t used in the latest specification because JSON encryption will use a content encryption key for exactly the same purpose.
spid - A unique id assigned by the TAM for its SP. It should be unique within a TAM namespace.

sdname - a name unique to the SP. TAM should ensure it is unique for each SP.

spcert - The SP’s TA signer certificate is included in the request. This certificate will be stored by the device TEE which uses it to check against TA installation. Only if a TA is signed by a matching spcert associated with an SD will the TA be installed into the SD.

tamid - SD owner claim by TAM - an SD owned by a TAM will be associated with a trusted identifier defined as an attribute in the signer TAM certificate. TEE will be responsible to assign this ID to the SD. The TAM certificate attribute for this attribute tamid MUST be vetted by the TAM signer issuing CA. With this trusted identifier, the SD query at TEE can be fast upon TAM signer verification.

did - The SHA256 hash of the binary-encoded device TEE certificate. The encryption key CEK will be encrypted the recipient TEE’s public key. This hash value in the "did" property allows the recipient TEE to check whether it is the expected target to receive such a request. If this isn’t given, an OTrP message for device 2 could be sent to device 1. It is optional for the TEE to check because the successful decryption of the request message with this device’s TEE private key already proves it is the target. This explicit hash value makes the protocol not dependent on message encryption method in future.

A CreateSDTBSRequest message is signed to generate a final CreateSDRequest message as follows.

```
{
  "CreateSDRequest": {
    "payload": "<CreateSDTBSRequest JSON above>",
    "protected": "<integrity-protected header contents>",
    "header": "<non-integrity-protected header contents>",
    "signature": "<signature contents signed by TAM private key>"
  }
}
```

The TAM signer certificate is included in the "header" property.
9.2.1.2. Request Processing Requirements at a TEE

Upon receiving a CreateSDRequest request message at a TEE, the TEE MUST do the following:

1. Validate the JSON request message as follows

   * Validate JSON message signing.
   * Validate that the request TAM certificate is chained to a trusted CA that the TEE embeds as its trust anchor.
   * Compare dsihash with its current state to make sure nothing has changed since this request was sent.
   * Decrypt to get the plaintext of the content: (a) spid, (b) sd name, (c) did.
   * Check that an SPID is supplied.
   * spcert check: check it is a valid certificate (signature and format verification only).
   * Check "did" is the SHA256 hash of its TEEcert BER raw binary data.
   * Check whether the requested SD already exists for the SP.
   * Check that the tamid in the request matches the TAM certificate’s TAM ID attribute.

2. If the request was valid, create action

   * Create an SD for the SP with the given name.
   * Assign the tamid from the TAMCert to this SD.
   * Assign the SPID and SPCert to this SD.
   * Check whether a TEE SP AIK key pair already exists for the given SP ID.
   * Create TEE SP AIK key pair if it doesn’t exist for the given SP ID.
   * Generate new DSI data if the request asks for updated DSI.

3. Construct a CreateSDResponse message
4. Deliver the response message. (a) The OTrP Broker returns this to the Client Application; (b) The Client App passes this back to the TAM.

5. TAM processing. (a) The TAM processes the response message; (b) the TAM can look up signer certificate from the device ID "did".

If a request is illegitimate or signature doesn’t pass, a "status" property in the response will indicate the error code and cause.

9.2.1.3. CreateSDResponse Message

The response message for a CreateSDRequest contains the following content.

```json
{
    "CreateSDTBSResponse": {
        "ver": "1.0",
        "status": "<operation result>",
        "rid": "<the request ID received>",
        "tid": "<the transaction ID received>",
        "content": ENCRYPTED {
            "reason": "<failure reason detail>", // optional
            "did": "<the device id received from the request>",
            "sdname": "<SD name for the domain created>",
            "teespaik": "<TEE SP AIK public key, BASE64 encoded>",
            "dsi": "<Updated TEE state, including all SDs owned by this TAM>"
        }
    }
}
```
In the response message, the following fields MUST be supplied.

**did** - The SHA256 hash of the device TEE certificate. This shows the device ID explicitly to the receiving TAM.

**teespaik** - The newly generated SP AIK public key for the given SP. This is an optional value if the device has had another domain for the SP that has triggered TEE SP AIK key pair for this specific SP.

There is a possible extreme error case where the TEE isn’t reachable or the TEE final response generation itself fails. In this case, the TAM might still receive a response from the OTrP Broker if the OTrP Broker is able to detect such error from TEE. In this case, a general error response message should be returned by the OTrP Broker, assuming OTrP Broker even doesn’t know any content and information about the request message.

In other words, the TAM should expect to receive a TEE successfully signed JSON message, a general "status" message, or none when a client experiences a network error.

```

"CreateSDResponse": {
  "payload": "<CreateSDTBSResponse JSON above>",
  "protected": {
    "<BASE64URL of signing algorithm>"
  },
  "signature": "<signature contents signed by the TEE device private key (BASE64URL)>"
}
```

When the TEE fails to respond, the OTrP Broker will not provide a subsequent response to the TAM. The TAM should treat this as if the device has gone offline where a response is never delivered back.

### 9.2.1.4. Error Conditions

An error might occur if a request isn’t valid or the TEE runs into some error. The list of possible errors are as follows. Refer to the Error Code List (Section 13.1) for detailed causes and actions.

- ERR_REQUEST_INVALID
- ERR_UNSUPPORTED_MSG_VERSION
- ERR_UNSUPPORTED_CRYPTO_ALG
9.2.2. UpdateSD

This TAM initiated command can update an SP’s SD that it manages for any of the following needs: (a) Update an SP signer certificate; (b) Add an SP signer certificate when an SP uses multiple to sign TA binaries; (c) Update an SP ID.

The TAM presents the proof of the SD ownership to the TEE, and includes related information in its signed message. The entire request is also encrypted for end-to-end confidentiality.

9.2.2.1. UpdateSDRequest Message
The UpdateSD request message has the following JSON format.

```
{
    "UpdateSDTBSRequest": {
        "ver": "1.0",
        "rid": "<unique request ID>",
        "tid": "<transaction ID>", // this may be from prior message
        "tee": "<TEE routing name from the DSI for the SD’s target>",
        "nextdsi": true | false,
        "dsihash": "<hash of DSI returned in the prior query>",
        "content": ENCRYPTED { // this piece of JSON will be encrypted
            "tamid": "<tamid associated with this SD>",
            "spid": "<SP ID>",
            "sdname": "<SD name for the domain to be updated>",
            "changes": {
                "newsdname": "<Change the SD name to this new name>", // Optional
                "newspid": "<Change SP ID of the domain to this new value>", // Optional
                "spcert": ["<BASE64 encoded new SP signer cert to be added>"], // Optional
                "deloldspcert": ["<The SHA256 hex value of an old SP cert assigned into this SD that should be deleted >"]}, // Optional
                "renewteespaik": true | false
            }
        }
    }
}
```

In the message,

rid - A unique value to identify this request

tid - A unique value to identify this transaction. It can have the same value as the tid in the preceding GetDeviceStateRequest.

tee - TEE ID returned from the previous GetDeviceStateResponse

nextdsi - Indicates whether the up-to-date Device State Information (DSI) is expected to be returned in the response from the TEE to this request.

dsihash - The BASE64-encoded SHA256 hash value of the DSI data returned in the prior TAM operation with this target TEE. This value is always included such that a receiving TEE can check whether the device state has changed since its last query. It
helps enforce SD update order in the right sequence without accidentally overwriting an update that was done simultaneously.

content - The "content" is a JSON encrypted message that includes actual input for the SD update. The standard JSON content encryption key (CEK) is used, and the CEK is encrypted by the target TEE’s public key.

tamid - SD owner claim by TAM - an SD owned by a TAM will be associated with a trusted identifier defined as an attribute in the signer TAM certificate.

spid - the identifier of the SP whose SD will be updated. This value is still needed because the SD name is considered unique only within an SP.

sdname - the name of the target SD to be updated.

changes - its content consists of changes are to be updated in the given SD.

newsdname - the new name of the target SD to be assigned if this value is present.

newspid - the new SP ID of the target SD to be assigned if this value is present.

spcert - a new TA signer certificate of this SP to be added to the SD if this is present.

deloldspcert - an SP certificate assigned into the SD is to be deleted if this is present. The value is the SHA256 fingerprint of the old SP certificate.

renewteespaik - the value should be true or false. If it is present and the value is true, the TEE MUST regenerate TEE SP AIK for this SD’s owner SP. The newly generated TEE SP AIK for the SP must be returned in the response message of this request. If there is more than one SD for the SP, a new SPID for one of the domains will always trigger a new teespaik generation as if a new SP were introduced to the TEE.
The UpdateSDTBSRequest message is signed to generate the final UpdateSDRequest message.

```json
{
  "UpdateSDRequest": {
    "payload": "<UpdateSDTBSRequest JSON above>",
    "protected": "<integrity-protected header contents>",
    "header": "<non-integrity-protected header contents>",
    "signature": "<signature contents signed by TAM private key>"
  }
}
```

TAM signer certificate is included in the "header" property.

9.2.2.2. Request Processing Requirements at a TEE

Upon receiving a request message UpdateSDRequest at a TEE, the TEE must validate a request:

1. Validate the JSON request message
   * Validate JSON message signing
     * Validate that the request TAM certificate is chained to a trusted CA that the TEE embeds as its trust anchor. The TAM certificate status check is generally not needed anymore in this request. The prior request should have validated the TAM certificate’s revocation status.
     * Compare dsihash with the TEE cached last response DSI data to this TAM.
     * Decrypt to get the plaintext of the content.
     * Check that the target SD name is supplied.
     * Check whether the requested SD exists.
     * Check that the TAM owns this TAM by verifying tamid in the SD matches TAM certificate’s TAM ID attribute.
     * Now the TEE is ready to carry out update listed in the "content" message.

2. If the request is valid, update action
   * If "newsdname" is given, replace the SD name for the SD to the new value
* If "newspid" is given, replace the SP ID assigned to this SD with the given new value

* If "spcert" is given, add this new SP certificate to the SD.

* If "deloldspcert" is present in the content, check previously assigned SP certificates to this SD, and delete the one that matches the given certificate hash value.

* If "renewteespaik" is given and has a value of 'true', generate a new TEE SP AIK key pair, and replace the old one with this.

* Generate new DSI data if the request asks for updated DSI

* Now the TEE is ready to construct the response message

3. Construct UpdateSDResponse message

* Create raw content
  + Operation status
  + "did" or full signer certificate information,
  + TEE SP AIK public key if DSI isn’t going to be included
  + Updated DSI data if requested

* The response message is encrypted with the same JWE CEK of the request without recreating a new content encryption key.

* The encrypted message is signed with TEEpriv. The signer information ("did" or TEEcert) is encrypted.

4. Deliver response message. (a) The OTrP Broker returns this to the app; (b) The app passes this back to the TAM.

5. TAM processing. (a) The TAM processes the response message; (b) The TAM can look up the signer certificate from the device ID "did".

If a request is illegitimate or the signature doesn’t pass, a "status" property in the response will indicate the error code and cause.
9.2.2.3. UpdateSDResponse Message

The response message for a UpdateSDRequest contains the following content.

```
{
  "UpdateSDTBSResponse": {
    "ver": "1.0",
    "status": "<operation result>",
    "rid": "<the request ID received>",
    "tid": "<the transaction ID received>",
    "content": ENCRYPTED {
      "reason": "<failure reason detail>",  // optional
      "did": "<the device id hash>",
      "cert": "<TEE certificate>",  // optional
      "teespaik": "<TEE SP AIK public key, BASE64 encoded>",
      "teespaiktype": "<TEE SP AIK key type: RSA or ECC>",
      "dsi": "<Updated TEE state, including all SD owned by this TAM>"
    }
  }
}
```

In the response message, the following fields MUST be supplied.

did – The request should have known the signer certificate of this device from a prior request. This hash value of the device TEE certificate serves as a quick identifier only. A full device certificate isn’t necessary.

teespaik – the newly generated SP AIK public key for the given SP if the TEE SP AIK for the SP is asked to be renewed in the request. This is an optional value if "dsi" is included in the response, which will contain all up-to-date TEE SP AIK key pairs.

Similar to the template for the creation of the encrypted and signed CreateSDResponse, the final UpdateSDResponse looks like the following.

---

{  
  "UpdateSDResponse": {  
    "payload": "<UpdateSDTBSResponse JSON above>",  
    "protected": {  
      "<BASE64URL of signing algorithm>"  
    },  
    "signature": "<signature contents signed by TEE device private  
key (BASE64URL)>"
  }
}

When the TEE fails to respond, the OTrP Broker will not provide a  
subsequent response to the TAM. The TAM should treat this as if the  
device has gone offline where a response is never delivered back.

9.2.2.4. Error Conditions

An error may occur if a request isn’t valid or the TEE runs into some  
error. The list of possible errors are as follows. Refer to the  
Error Code List (Section 13.1) for detailed causes and actions.

ERR_REQUEST_INVALID
ERR_UNSUPPORTED_MSG_VERSION
ERR_UNSUPPORTED_CRYPTO_ALG
ERR_DEV_STATE_MISMATCH
ERR_SD_NOT_FOUND
ERR_SDNAME_ALREADY_USED
ERR_SPCERT_INVALID
ERR_TEE_FAIL
ERR_TAM_NOT_AUTHORIZED
ERR_TAM_NOT_TRUSTED

9.2.3. DeleteSD

A TAM sends a DeleteSDRequest message to a TEE to delete a specified  
SD that it owns. An SD can be deleted only if there is no TA  
associated with this SD in the device. The request message can
contain a flag to instruct the TEE to delete all related TAs in an SD and then delete the SD.

The target TEE will operate with the following logic.

1. Look up the given SD specified in the request message
2. Check that the TAM owns the SD
3. Check that the device state hasn’t changed since the last operation
4. Check whether there are TAs in this SD
5. If TA exists in an SD, check whether the request instructs whether the TA should be deleted. If the request instructs the TEE to delete TAs, delete all TAs in this SD. If the request doesn’t instruct the TEE to delete TAs, return an error "ERR_SD_NOT_EMPTY".
6. Delete the SD
7. If this is the last SD of this SP, delete the TEE SP AIK key.

9.2.3.1. DeleteSDRequest Message

The request message for DeleteSD has the following JSON format.

```json
{  
  "DeleteSDTBSRequest": {  
    "ver": "1.0",
    "rid": "<unique request ID>",
    "tid": "<transaction ID>", // this may be from prior message
    "tee": "<TEE routing name from the DSI for the SD's target>",
    "nextdsi": true | false,
    "dsihash": "<hash of DSI returned in the prior query>",
    "content": ENCRYPTED { // this piece of JSON will be encrypted
      "tamid": "<tamid associated with this SD>",
      "sdname": "<SD name for the domain to be updated>",
      "deleteta": true | false
    }
  }
}
```

In the message,

- **rid** - A unique value to identify this request
tid - A unique value to identify this transaction. It can have the same value for the tid in the preceding GetDeviceStateRequest.

tee - TEE ID returned from the previous response GetDeviceStateResponse

nextdsi - Indicates whether the up-to-date Device State Information (DSI) is to be returned in the response to this request.

dsihash - The BASE64-encoded SHA256 hash value of the DSI data returned in the prior TAM operation with this target TEE. This value is always included such that a receiving TEE can check whether the device state has changed since its last query. It helps enforce SD update order in the right sequence without accidentally overwriting an update that was done simultaneously.

content - The "content" is a JSON encrypted message that includes actual input for the SD update. The standard JSON content encryption key (CEK) is used, and the CEK is encrypted by the target TEE’s public key.

tamid - SD owner claim by TAM - an SD owned by a TAM will be associated with a trusted identifier defined as an attribute in the signer TAM certificate.

sdname - the name of the target SD to be updated.

deleteta - the value should be boolean ‘true’ or ‘false’. If it is present and the value is ‘true’, the TEE should delete all TAs associated with the SD in the device.

According to the OTrP message template, the full request DeleteSDRequest is a signed message over the DeleteSDTBSRequest as follows.

```
{"DeleteSDRequest": {
    "payload": "<DeleteSDTBSRequest JSON above>",
    "protected": "<integrity-protected header contents>",
    "header": "<non-integrity-protected header contents>",
    "signature": "<signature contents signed by TAM private key>"
}
```

TAM signer certificate is included in the "header" property.
9.2.3.2. Request Processing Requirements at a TEE

Upon receiving a request message DeleteSDRequest at a TEE, the TEE must validate a request:

1. Validate the JSON request message
   * Validate JSON message signing
     * Validate that the request TAM certificate is chained to a trusted CA that the TEE embeds as its trust anchor. The TAM certificate status check is generally not needed anymore in this request. The prior request should have validated the TAM certificate’s revocation status.
     * Compare dsihash with the TEE cached last response DSI data to this TAM
     * Decrypt to get the plaintext of the content
     * Check that the target SD name is supplied
     * Check whether the requested SD exists
     * Check that the TAM owns this TAM by verifying that the tamid in the SD matches the TAM certificate’s TAM ID attribute
     * Now the TEE is ready to carry out the update listed in the "content" message

2. If the request is valid, deletion action
   * Check TA existence in this SD
     * If "deleteta" is "true", delete all TAs in this SD. If the value of "deleteta" is false and some TA exists, return an error "ERR_SD_NOTEMPTY"
     * Delete the SD
     * Delete the TEE SP AIK key pair if this SD is the last one for the SP
     * Now the TEE is ready to construct the response message

3. Construct a DeleteSDResponse message
   * Create response content
+ Operation status
+ "did" or full signer certificate information,
+ Updated DSI data if requested

* The response message is encrypted with the same JWE CEK of the request without recreating a new content encryption key.

* The encrypted message is signed with TEEprv. The signer information ("did" or TEEcert) is encrypted.

4. Deliver response message. (a) The OTrP Broker returns this to the app; (b) The app passes this back to the TAM

5. TAM processing. (a) The TAM processes the response message; (b) The TAM can look up signer certificate from the device ID "did".

If a request is illegitimate or the signature doesn’t pass, a "status" property in the response will indicate the error code and cause.

9.2.3.3. DeleteSDResponse Message

The response message for a DeleteSDRequest contains the following content.

```json
{  
"DeleteSDTBSResponse": {  
  "ver": "1.0",  
  "status": "<operation result>",  
  "rid": "<the request ID received>",  
  "tid": "<the transaction ID received>",  
  "content": ENCRYPTED {  
    "reason": "<failure reason detail>", // optional  
    "did": "<the device id hash>",  
    "dsi": "<Updated TEE state, including all SD owned by this TAM>"  
  }  
}
}
```

In the response message, the following fields MUST be supplied.

**did** – The request should have known the signer certificate of this device from a prior request. This hash value of the device TEE certificate serves as a quick identifier only. A full device certificate isn’t necessary.
The final DeleteSDResponse looks like the following.

```json
{
    "DeleteSDResponse": {
        "payload": "<DeleteSDTBSResponse JSON above>",
        "protected": {
            "<BASE64URL of signing algorithm>"
        },
        "signature": "<signature contents signed by TEE device private key (BASE64URL)>"
    }
}
```

When the TEE fails to respond, the OTrP Broker will not provide a subsequent response to the TAM. The TAM should treat this as if the device has gone offline where a response is never delivered back.

### 9.2.3.4. Error Conditions

An error may occur if a request isn’t valid or the TEE runs into some error. The list of possible errors is as follows. Refer to the Error Code List (Section 13.1) for detailed causes and actions.

- ERR_REQUEST_INVALID
- ERR_UNSUPPORTED_MSG_VERSION
- ERR_UNSUPPORTED_CRYPTO_ALG
- ERR_DEV_STATE_MISMATCH
- ERR_SD_NOT_EMPTY
- ERR_SD_NOT_FOUND
- ERR_TEE_FAIL
- ERR_TAM_NOT_AUTHORIZED
- ERR_TAM_NOT_TRUSTED

### 9.3. Trusted Application Management

This protocol doesn’t introduce a TA container concept. All TA authorization and management will be up to the TEE implementation.

The following three TA management commands are supported.
9.3.1. InstallTA

TA binary data and related personalization data if there is any can be from two sources:

1. A TAM supplies the signed and encrypted TA binary
2. A Client Application supplies the TA binary

This specification primarily considers the first case where a TAM supplies a TA binary. This is to ensure that a TEE can properly validate whether a TA is trustworthy. Further, TA personalization data will be encrypted by the TEE device’s SP public key for end-to-end protection. A Client Application bundled TA case will be addressed separately later.

A TAM sends the following information in a InstallTAResult message to a target TEE:

- The target SD information: SP ID and SD name
- Encrypted TA binary data. TA data is encrypted with the TEE SP AIK.
- TA metadata. It is optional to include the SP signer certificate for the SD to add if the SP has changed signer since the SD was created.

The TEE processes the command given by the TAM to install a TA into an SP’s SD. It does the following:

- Validation
  * The TEE validates the TAM message authenticity
  * Decrypt to get request content
  * Look up the SD with the SD name
  * Checks that the TAM owns the SD
* Checks that the DSI hash matches which shows that the device state hasn’t changed

- If the request is valid, continue to do the TA validation
  
* Decrypt to get the TA binary data and any personalization data with the "TEE SP AIK private key"
* Check that SP ID is the one that is registered with the SP SD
* Check that the TA signer is either a newly given SP certificate or the one that is already trusted by the SD from the previous TA installation. The TA signing method is specific to a TEE. This specification doesn’t define how a TA should be signed; a TAM should support TEE specific TA signing when it supports that TEE.
  
* If a TA signer is given in the request, add this signer into the SD.

- If the above validation passed, continue to do TA installation
  
* The TEE re-encrypts the TA binary and its personalization data with its own method.
* The TEE enrolls and stores the TA in a secure storage.

- Construct a response message. This involves signing encrypted status information for the requesting TAM.

9.3.1.1. InstallTAResponse Message
The request message for InstallTA has the following JSON format.

```json
{
  "InstallTATBSRequest": {
    "ver": "1.0",
    "rid": "<unique request ID>",
    "tid": "<transaction ID>",
    "tee": "<TEE routing name from the DSI for the SD’s target>",
    "nextdsi": true | false,
    "dsihash": "<hash of DSI returned in the prior query>",
    "content": ENCRYPTED {
      "tamid": "<TAM ID previously assigned to the SD>",
      "spid": "<SPID value>",
      "sdname": "<SD name for the domain to install the TA>",
      "spcert": "<BASE64 encoded SP certificate >", // optional
      "taid": "<TA identifier>
    },
    "encrypted_ta": {
      "key": "<JWE enveloped data of a 256-bit symmetric key by
             the recipient’s TEEspaik public key>",
      "iv": "<hex of 16 random bytes>",
      "alg": "<encryption algorithm. AESCBC by default.>",
      "ciphertextdata": "<BASE64 encoded encrypted TA binary data>",
      "cipherpdata": "<BASE64 encoded encrypted TA personalization
data>"
    }
  }
}
```

In the message,

- **rid** - A unique value to identify this request.
- **tid** - A unique value to identify this transaction. It can have the same value for the tid in the preceding GetDeviceStateRequest.
- **tee** - TEE ID returned from the previous GetDeviceStateResponse.
- **nextdsi** - Indicates whether the up-to-date Device State Information (DSI) is to be returned in the response to this request.
- **dsihash** - The BASE64-encoded SHA256 hash value of the DSI data returned in the prior TAM operation with this target TEE. This value is always included such that a receiving TEE can check whether the device state has changed since its last query. It helps enforce SD update order in the right sequence without accidentally overwriting an update that was done simultaneously.
content - The "content" is a JSON encrypted message that includes actual input for the SD update. The standard JSON content encryption key (CEK) is used, and the CEK is encrypted by the target TEE’s public key.

tamid - SD owner claim by TAM - An SD owned by a TAM will be associated with a trusted identifier defined as an attribute in the signer TAM certificate.

spid - SP identifier of the TA owner SP

spcert - an optional field to specify the SP certificate that signed the TA. This is sent if the SP has a new certificate that hasn’t been previously registered with the target SD where the TA should be installed.

taid - the identifier of the TA application to be installed

encrypted_ta - the message portion contains encrypted TA binary data and personalization data. The TA data encryption key is placed in "key", which is encrypted by the recipient’s public key, using JWE enveloped structure. The TA data encryption uses symmetric key based encryption such as AESCBC.

According to the OTrP message template, the full request InstallTARequest is a signed message over the InstallTATBSRequest as follows.

{  "InstallTARequest": {    "payload": "<InstallTATBSRequest JSON above>",    "protected": "<integrity-protected header contents>",    "header": "<non-integrity-protected header contents>",    "signature": "<signature contents signed by TAM private key>"  }}

9.3.1.2. InstallTAResponse Message

The response message for a InstallTARequest contains the following content.
{   "InstallTATBSResponse": {   "ver": "1.0",   "status": "<operation result>",   "rid": "<the request ID received>",   "tid": "<the transaction ID received>",   "content": ENCRYPTED {   "reason": "<failure reason detail>", // optional   "did": "<the device id hash>",   "dsi": "<Updated TEE state, including all SD owned by this TAM>"   }   }   }

In the response message, the following fields MUST be supplied.

did - the SHA256 hash of the device TEE certificate. This shows the device ID explicitly to the receiving TAM.

The final message InstallTAResponse looks like the following.

{   "InstallTAResponse": {   "payload": "<InstallTATBSResponse JSON above>",   "protected": {   "<BASE64URL of signing algorithm>"   },   "signature": "<signature contents signed by TEE device private key (BASE64URL)>"   }   }

When the TEE fails to respond, the OTrP Broker will not provide a subsequent response to the TAM. The TAM should treat this as if the device has gone offline where a response is never delivered back.

9.3.1.3. Error Conditions

An error may occur if a request isn’t valid or the TEE runs into some error. The list of possible errors are as follows. Refer to the Error Code List (Section 13.1) for detailed causes and actions.

ERR_REQUEST_INVALID

ERR_UNSUPPORTED_MSG_VERSION
ERR_UNSUPPORTED_CRYPTO_ALG
ERR_DEV_STATE_MISMATCH
ERR_SD_NOT_FOUND
ERR_TA_INVALID
ERR_TA_ALREADY_INSTALLED
ERR_TEE_FAIL
ERR_TEE_RESOURCE_FULL
ERR_TAM_NOTAUTHORIZED
ERR_TAM_NOT_TRUSTED

9.3.2. UpdateTA

This TAM-initiated command can update a TA and its data in an SP’s SD that it manages for the following purposes.

1. Update TA binary
2. Update TA’s personalization data

The TAM presents the proof of the SD ownership to a TEE, and includes related information in its signed message. The entire request is also encrypted for end-to-end confidentiality.

The TEE processes the command from the TAM to update the TA of an SP SD. It does the following:

- Validation
  * The TEE validates the TAM message authenticity
  * Decrypt to get request content
  * Look up the SD with the SD name
  * Checks that the TAM owns the SD
  * Checks DSI hash matches that the device state hasn’t changed

- TA validation
* Both TA binary and personalization data are optional, but at least one of them shall be present in the message

* Decrypt to get the TA binary and any personalization data with the "TEE SP AIK private key"

* Check that SP ID is the one that is registered with the SP SD

* Check that the TA signer is either a newly given SP certificate or the one in SD.

* If a TA signer is given in the request, add this signer into the SD.

  o If the above validation passes, continue to do TA update

    * The TEE re-encrypts the TA binary and its personalization data with its own method

    * The TEE replaces the existing TA binary and its personalization data with the new binary and data.

  o Construct a response message. This involves signing a encrypted status information for the requesting TAM.

9.3.2.1. UpdateTARequest Message
The request message for UpdateTA has the following JSON format.

```json
{
    "UpdateTATBSRequest": {
        "ver": "1.0",
        "rid": "<unique request ID>",
        "tid": "<transaction ID>",
        "tee": "<TEE routing name from the DSI for the SD’s target>",
        "nextdsi": true | false,
        "dsihash": "<hash of DSI returned in the prior query>",
        "content": ENCRYPTED {
            "tamid": "<TAM ID previously assigned to the SD>",
            "spid": "<SPID value>",
            "sdname": "<SD name for the domain to be created>",
            "spcert": "<BASE64 encoded SP certificate >", // optional
            "taid": "<TA identifier>",
        },
        "encrypted_ta": {
            "key": "<JWE enveloped data of a 256-bit symmetric key by
            the recipient’s TEEspaik public key>",
            "iv": "<hex of 16 random bytes>",
            "alg": "<encryption algorithm. AESCBC by default.",
            "ciphersnewtadata": "<Change existing TA binary to this new TA
            binary data(BASE64 encoded and encrypted)>",
            "ciphersnewpdata": "<Change the existing data to this new TA
            personalization data(BASE64 encoded and encrypted)>",
        } // optional
    }
}
```

In the message,

rid - A unique value to identify this request

tid - A unique value to identify this transaction. It can have the
same value for the tid in the preceding GetDeviceStateRequest.

kee - TEE ID returned from the previous GetDeviceStateResponse

nextdsi - Indicates whether the up-to-date Device State Information
(DSI) is to be returned in the response to this request.

dsihash - The BASE64-encoded SHA256 hash value of the DSI data
returned in the prior TAM operation with this target TEE. This
value is always included such that a receiving TEE can check
whether the device state has changed since its last query. It
helps enforce SD update order in the right sequence without accidentally overwriting an update that was done simultaneously.

content - The "content" is a JSON encrypted message that includes actual input for the SD update. The standard JSON content encryption key (CEK) is used, and the CEK is encrypted by the target TEE’s public key.

tamid - SD owner claim by TAM - an SD owned by a TAM will be associated with a trusted identifier defined as an attribute in the signer TAM certificate.

spid - SP identifier of the TA owner SP

spcert - an optional field to specify the SP certificate that signed the TA. This is sent if the SP has a new certificate that hasn’t been previously registered with the target SD where the TA is to be installed.

dlname - the name of the target SD where the TA should be updated

taid - an identifier for the TA application to be updated

encrypted_ta - the message portion contains newly encrypted TA binary data and personalization data.

According to the OTrP message template, the full request UpdateTARequest is a signed message over the UpdateTATBSRequest as follows.

```
{
  "UpdateTARequest": {
    "payload": "<UpdateTATBSRequest JSON above>",
    "protected": "<integrity-protected header contents>",
    "header": "<non-integrity-protected header contents>",
    "signature": "<signature contents signed by TAM private key>"
  }
}
```

9.3.2.2. UpdateTAResponse Message

The response message for a UpdateTARequest contains the following content.
In the response message, the following fields MUST be supplied.

did - the SHA256 hash of the device TEE certificate. This shows the device ID explicitly to the receiving TAM.

The final message UpdateTAResponse looks like the following.

```
{  
  "UpdateTAResponse": {  
    "payload": "<UpdateTATBSResponse JSON above>" ,  
    "protected": {  
      "<BASE64URL of signing algorithm>"  
    },  
    "signature": "<signature contents signed by TEE device private key (BASE64URL)>"  
  }  
}
```

When the TEE fails to respond, the OTrP Broker will not provide a subsequent response to the TAM. The TAM should treat this as if the device has gone offline where a response is never delivered back.

9.3.2.3. Error Conditions

An error may occur if a request isn’t valid or the TEE runs into some error. The list of possible errors are as follows. Refer to the Error Code List (Section 13.1) for detailed causes and actions.

ERR_REQUEST_INVALID
ERR_UNSUPPORTED_MSG_VERSION
9.3.3. DeleteTA

This operation defines OTrP messages that allow a TAM to instruct a TEE to delete a TA for an SP in a given SD. A TEE will delete a TA from an SD and also TA data in the TEE. A Client Application cannot directly access TEE or OTrP Broker to delete a TA.

9.3.3.1. DeleteTAResquest Message

The request message for DeleteTA has the following JSON format.

```
{
  "DeleteTATBSRequest": {
    "ver": "1.0",
    "rid": "<unique request ID>",
    "tid": "<transaction ID>",
    "tee": "<TEE routing name from the DSI for the SD’s target>",
    "nextdsi": true | false,
    "dsihash": "<hash of DSI returned in the prior query>",
    "content": ENCRYPTED {
      "tamid": "<TAM ID previously assigned to the SD>",
      "sdname": "<SD name of the TA>",
      "taid": "<the identifier of the TA to be deleted from the specified SD>"
    }
  }
}
```

In the message,

rid - A unique value to identify this request
tid - A unique value to identify this transaction. It can have the same value for the tid in the preceding GetDeviceStateRequest.

tee - The TEE ID returned from the previous GetDeviceStateResponse

nextdsi - Indicates whether the up-to-date Device State Information (DSI) is to be returned in the response to this request.

dsihash - The BASE64-encoded SHA256 hash value of the DSI data returned in the prior TAM operation with this target TEE. This value is always included such that a receiving TEE can check whether the device state has changed since its last query. It helps enforce SD update order in the right sequence without accidentally overwriting an update that was done simultaneously.

content - The "content" is a JSON encrypted message that includes actual input for the SD update. The standard JSON content encryption key (CEK) is used, and the CEK is encrypted by the target TEE’s public key.

tanid - SD owner claim by TAM - an SD owned by a TAM will be associated with a trusted identifier defined as an attribute in the signer TAM certificate.

sdname - the name of the target SD where the TA is installed

taid - an identifier for the TA application to be deleted

According to the OTrP message template, the full request DeleteTARequest is a signed message over the DeleteTATBSRequest as follows.

```json
{
  "DeleteTARequest": {
    "payload": "<DeleteTATBSRequest JSON above>",
    "protected": "<integrity-protected header contents>",
    "header": "<non-integrity-protected header contents>",
    "signature": "<signature contents signed by TAM private key>"
  }
}
```
9.3.3.2. Request Processing Requirements at a TEE

A TEE processes a command from a TAM to delete a TA of an SP SD. It does the following:

1. Validate the JSON request message
   * The TEE validates TAM message authenticity
   * Decrypt to get request content
   * Look up the SD and the TA with the given SD name and TA ID
   * Checks that the TAM owns the SD, and TA is installed in the SD
   * Checks that the DSI hash matches and the the device state hasn’t changed

2. Deletion action
   * If all the above validation points pass, the TEE deletes the TA from the SD
   * The TEE SHOULD also delete all personalization data for the TA

3. Construct DeleteTAResponse message.

If a request is illegitimate or the signature doesn’t pass, a "status" property in the response will indicate the error code and cause.

9.3.3.3. DeleteTAResponse Message

The response message for a DeleteTAResquest contains the following content.
In the response message, the following fields MUST be supplied.

did - the SHA256 hash of the device TEE certificate. This shows the device ID explicitly to the receiving TAM.

The final message DeleteTAResponse looks like the following.

```
{  
  "DeleteTAResponse": {  
    "payload": "<DeleteTATBSResponse JSON above>",  
    "protected": {  
      "<BASE64URL of signing algorithm>"  
    },  
    "signature": "<signature contents signed by TEE device private key (BASE64URL)>"  
  }  
}
```

When the TEE fails to respond, the OTrP Broker will not provide a subsequent response to the TAM. The TAM should treat this as if the device has gone offline where a response is never delivered back.

9.3.3.4. Error Conditions

An error may occur if a request isn’t valid or the TEE runs into some error. The list of possible errors are as follows. Refer to the Error Code List (Section 13.1) for detailed causes and actions.

- ERR_REQUEST_INVALID
- ERR_UNSUPPORTED_MSG_VERSION
ERR_UNSUPPORTED_CRYPTO_ALG
ERR_DEV_STATE_MISMATCH
ERR_SD_NOT_FOUND
ERR_TA_NOT_FOUND
ERR_TEE_FAIL
ERR_TAM_NOT_AUTHORIZED
ERR_TAM_NOT_TRUSTED

10. Response Messages a TAM May Expect

A TAM expects some feedback from a remote device when a request message is delivered to a device. The following three types of responses SHOULD be supplied.

Type 1: Expect a valid TEE-generated response message

A valid TEE signed response may contain errors detected by a TEE, e.g., a TAM is trusted but some TAM-supplied data is missing, for example, SP ID doesn’t exist. TEE MUST be able to sign and encrypt.

If a TEE isn’t able to sign a response, the TEE returns an error to the OTrP Broker without giving any other internal information. The OTrP Broker will be generating the response.

Type 2: The OTrP Broker generated error message when TEE fails. OTrP Broker errors will be defined in this document.

A Type 2 message has the following format.

```json
{
  "OTrPBrokerError": {
    "ver": "1.0",
    "rid": "",
    "tid": "",
    "errcode": "ERR_AGENT_TEE_UNKNOWN | ERR_AGENT_TEE_BUSY"
  }
}
```

Type 3: OTrP Broker itself isn’t reachable or fails. A Client Application is responsible to handle error and respond the TAM in its own way. This is out of scope for this specification.
11. Basic Protocol Profile

This section describes a baseline for interoperability among the protocol entities, mainly, the TAM and TEE.

A TEE MUST support RSA algorithms. It is optional to support ECC algorithms. A TAM SHOULD use a RSA certificate for TAM message signing. It may use an ECC certificate if it detects that the TEE supports ECC according to the field "supportedsigalgs" in a TEE response.

A TAM MUST support both RSA 2048-bit algorithm and ECC P-256 algorithms. With this, a TEE and TFW certificate can be either RSA or ECC type.

JSON signing algorithms

- RSA PKCS#1 with SHA256 signing : "RS256"
- ECDSA with SHA256 signing : "ES256"

JSON asymmetric encryption algorithms (describes key-exchange or key-agreement algorithm for sharing symmetric key with TEE):

- RSA PKCS#1 : "RSA1_5"
- ECDH using TEE ECC P-256 key and ephemeral ECC key generated by TAM : "ECDH-ES+A128W"

JSON symmetric encryption algorithms (describes symmetric algorithm for encrypting body of data, using symmetric key transferred to TEE using asymmetric encryption):

- Authenticated encryption AES 128 CBC with SHA256 : 
  
  "enc":"A128CBC-HS256"

12. Attestation Implementation Consideration

It is important to know that the state of a device is appropriate before trusting that a device is what it says it is. The attestation scheme for OTrP must also be able to cope with different TEEs, including those that are OTrP compliant and those that use another mechanism. In the initial version, only one active TEE is assumed.

It is out of scope how the TAM and the device implement the trust hierarchy verification. However, it is helpful to understand what each system provider should do in order to properly implement an OTrP trust hierarchy.
In this section, we provide some implementation reference consideration.

12.1. OTrP Trusted Firmware

12.1.1. Attestation signer

It is proposed that attestation for OTrP is based on the TFW layer, and that further attestation is not performed within the TEE itself during Security Domain operations. The rationale is that the device boot process will be defined to start with a secure bootloader protected with a harden key in eFUSE. The process releases attestation signing capabilities into the TFW once a trust boot has been established. In this way the release of the attestation signer can be considered the first "platform configuration metric", using Trust Computing Group (TCG) terminology.

12.1.2. TFW Initial Requirements

R1 The TFW must be possible for verification during boot
R2 The TFW must allow a public / private key pair to be generated during device manufacture
R3 The public key and certificate must be possible to store securely
R4 The private key must be possible to store encrypted at rest
R5 The private key must only be visible to the TFW when it is decrypted
R6 The TFW must be able to read a list of root and intermediate certificates that it can use to check certificate chains with. The list must be stored such that it cannot be tampered with
R7 Need to allow a TEE to access its unique TEE specific private key

12.2. TEE Loading

During boot, the TFW is required to start all of the root TEEs. Before loading them, the TFW must first determine whether the code sign signature of the TEE is valid. If TEE integrity is confirmed, the TEE may be started. The TFW must then be able to receive the identity certificate from the TEE (if that TEE is OTrP compliant). The identity certificate and keys will need to be baked into the TEE image, and therefore also covered by the code signer hash during the manufacturing process. The private key for the identity certificate must be securely protected. The private key for a TEE identity must
never be released no matter how the public key and certificate are released to the TFW.

Once the TFW has successfully booted a TEE and retrieved the identity certificate, the TFW will commit this to the platform configuration register (PCR) set, for later use during attestation. At minimum, the following data must be committed to the PCR for each TEE:

1. Public key and certificate for the TEE
2. TEE identifier that can be used later by a TAM to identify this TEE

12.3. Attestation Hierarchy

The attestation hierarchy and seed required for TAM protocol operation must be built into the device at manufacture. Additional TEEs can be added post-manufacture using the scheme proposed, but it is outside of the current scope of this document to detail that.

It should be noted that the attestation scheme described is based on signatures. The only decryption that may take place is through the use of a bootloader key.

12.3.1. Attestation Hierarchy Establishment: Manufacture

During manufacture the following steps are required:

1. A device-specific TFW key pair and certificate are burnt into the device. This key pair will be used for signing operations performed by the TFW.
2. TEE images are loaded and include a TEE instance-specific key pair and certificate. The key pair and certificate are included in the image and covered by the code signing hash.
3. The process for TEE images is repeated for any subordinate TEEs, which are additional TEEs after the root TEE that some devices have.

12.3.2. Attestation Hierarchy Establishment: Device Boot

During device boot the following steps are required:

1. The boot module releases the TFW private key by decrypting it with the bootloader key.
2. The TFW verifies the code-signing signature of the active TEE and places its TEE public key into a signing buffer, along with its identifier for later access. For a non-OTrP TEE, the TFW leaves the TEE public key field blank.

3. The TFW signs the signing buffer with the TFW private key.

4. Each active TEE performs the same operation as the TFW, building up their own signed buffer containing subordinate TEE information.

12.3.3. Attestation Hierarchy Establishment: TAM

Before a TAM can begin operation in the marketplace to support devices of a given TEE, it must obtain a TAM certificate from a CA that is registered in the trust store of devices with that TEE. In this way, the TEE can check the intermediate and root CA and verify that it trusts this TAM to perform operations on the TEE.

13. IANA Considerations

There are two IANA requests: a media type and list of error codes.

This section first requests that IANA assign a media type: application/otrp+json.

Type name: application
Subtype name: otrp+json
Required parameters: none
Optional parameters: none
Encoding considerations: Same as encoding considerations of application/json as specified in Section 11 of [RFC7159]
Security considerations: See Section 12 of [RFC7159] and Section 14 of this document
Interoperability considerations: Same as interoperability considerations of application/json as specified in [RFC7159]
Published specification: [TEEPArch]
Applications that use this media type: OTrP implementations
Fragment identifier considerations: N/A
Additional information:

- Deprecated alias names for this type: N/A
- Magic number(s): N/A
- File extension(s): N/A
- Macintosh file type code(s): N/A

Person to contact for further information: teep@ietf.org

Intended usage: COMMON

Restrictions on usage: none

Author: See the "Authors' Addresses" section of this document

Change controller: IETF

The error code listed in the next section will be registered.

13.1. Error Code List

This section lists error codes that could be reported by a TA or TEE in a device in responding to a TAM request, and a separate list that OTrP Broker may return when the TEE fails to respond.

13.1.1. TEE Signed Error Code List

- **ERR_DEV_STATE_MISMATCH** - A TEE will return this error code if the DSI hash value from TAM doesn’t match the has value of the device’s current DSI.

- **ERR_SD_ALREADY_EXISTS** - This error will occur if an SD to be created already exists in the TEE.

- **ERR_SD_NOT_EMPTY** - This is reported if a target SD isn’t empty.

- **ERR_SDNAME_ALREADY_USED** - A TEE will return this error code if the new SD name already exists in the TEE.

- **ERR_REQUEST_INVALID** - This error will occur if the TEE meets any of the following conditions with a request message: (1) The request from a TAM has an invalid message structure; mandatory information is absent in the message. undefined member or structure is included. (2) TEE fails to verify signature of the message or fails to decrypt its contents.
ERR_SPCERT_INVALID - If a new SP certificate for the SD to be updated is not valid, then the TEE will return this error code.

ERR_TA_ALREADY_INSTALLED - While installing a TA, a TEE will return this error if the TA has already been installed in the SD.

ERR_TA_INVALID - This error will occur when a TEE meets any of following conditions while checking validity of TA: (1) The TA binary has a format that the TEE can’t recognize. (2) The TEE fails to decrypt the encoding of the TA binary and personalization data. (3) If an SP isn’t registered with the SP SD where the TA will be installed.

ERR_TA_NOT_FOUND - This error will occur when the target TA doesn’t exist in the SD.

ERR_TEE_FAIL - If the TEE fails to process a request because of an internal error, it will return this error code.

ERR_TEE_RESOURCE_FULL - This error is reported when a device resource isn’t available anymore such as storage space is full.

ERR_TFW_NOT_TRUSTED - A TEE is responsible for determining that the underlying device firmware is trustworthy. If the TEE determines the TFW is not trustworthy, then this error will occur.

ERR_TAM_NOT_TRUSTED - Before processing a request, a TEE needs to make sure whether the sender TAM is trustworthy by checking the validity of the TAM certificate, etc. If the TEE finds that the TAM is not trustworthy, then it will return this error code.

ERR_UNSUPPORTED_CRYPTO_ALG - This error will occur if a TEE receives a request message encoded with cryptographic algorithms that the TEE doesn’t support.

ERR_UNSUPPORTED_MSG_VERSION - This error will occur if a TEE receives a message version that the TEE can’t deal with.

14. Security Consideration

14.1. Cryptographic Strength

The strength of the cryptographic algorithms, using the measure of ‘bits of security’ defined in NIST SP800-57 allowed for OTrP is:

- At a minimum, 112 bits of security. The limiting factor for this is the RSA-2048 algorithm, which is indicated as providing 112 bits of symmetric key strength in SP800-57. It is important that
RSA is supported in order to enhance the interoperability of the protocol.

- The option exists to choose algorithms providing 128 bits of security. This requires using TEE devices that support ECC P256.

The available algorithms and key sizes specified in this document are based on industry standards. Over time the recommended or allowed cryptographic algorithms may change. It is important that the OTrP allows for crypto-agility. In this specification, TAM and TEE can negotiate an agreed upon algorithm where both include their supported algorithm in OTrP message.

14.2. Message Security

OTrP messages between the TAM and TEE are protected by message security using JWS and JWE. The ‘Basic protocol profile’ section of this document describes the algorithms used for this. All OTrP TEE devices and OTrP TAMs must meet the requirements of the basic profile. In the future additional ‘profiles’ can be added.

PKI is used to ensure that the TEE will only communicate with a trusted TAM, and to ensure that the TAM will only communicate with a trusted TEE.

14.3. TEE Attestation

It is important that the TAM can trust that it is talking to a trusted TEE. This is achieved through attestation. The TEE has a private key and certificate built into it at manufacture, which is used to sign data supplied by the TAM. This allows the TAM to verify that the TEE is trusted.

It is also important that the TFW (trusted firmware) can be checked. The TFW has a private key and certificate built into it at manufacture, which allows the TEE to check that that the TFW is trusted.

The GetDeviceState message therefore allows the TAM to check that it trusts the TEE, and the TEE at this point will check whether it trusts the TFW.

14.4. TA Protection

A TA will be delivered in an encrypted form. This encryption is an additional layer within the message encryption described in the Section 11 of this document. The TA binary is encrypted for each target device with the device’s TEE SP AIK public key. A TAM can
either do this encryption itself or provide the TEE SP AIK public key to an SP such that the SP encrypts the encrypted TA for distribution to the TEE.

The encryption algorithm can use a random AES 256 key "taek" with a 16 byte random IV, and the "taek" is encrypted by the "TEE SP AIK public key". The following encrypted TA data structure is expected by a TEE:

"encrypted_ta_bin": {
  "key": "<JWE enveloped data of a 256-bit symmetric key by the recipient’s TEEspaik public key>",
  "iv": "<hex of 16 random bytes>",
  "alg": "AESCBC",
  "cipherdata": "<BASE64 encoded encrypted TA binary data>"
}

14.5. TA Personalization Data

An SP or TAM can supply personalization data for a TA to initialize for a device. Such data is passed through an InstallTA command from a TAM. The personalization data itself is (or can be) opaque to the TAM. The data can be from the SP without being revealed to the TAM. The data is sent in an encrypted manner in a request to a device such that only the device can decrypt. A device’s TEE SP AIK public key for an SP is used to encrypt the data. Here JWE enveloping is used to carry all encryption key parameters along with encrypted data.

"encrypted_ta_data": {
  "key": "<JWE enveloped data of a 256-bit symmetric key by the recipient’s TEEspaik public key>",
  "iv": "<hex of 16 random bytes>",
  "alg": "AESCBC",
  "cipherdata": "<BASE64 encoded encrypted TA personalization data>"
}

14.6. TA Trust Check at TEE

A TA binary is signed by a TA signer certificate. This TA signing certificate/private key belongs to the SP, and may be self-signed (i.e., it need not participate in a trust hierarchy). It is the responsibility of the TAM to only allow verified TAs from trusted SPs into the system. Delivery of that TA to the TEE is then the responsibility of the TEE, using the security mechanisms provided by the OTrP.
We allow a way for an (untrusted) application to check the trustworthiness of a TA. OTrP Broker has a function to allow a Client Application to query the information about a TA.

An application in the Rich O/S may perform verification of the TA by verifying the signature of the TA. The GetTAInformation function is available to return the TEE supplied TA signer and TAM signer information to the application. An application can do additional trust checks on the certificate returned for this TA. It might trust the TAM, or require additional SP signer trust chaining.

14.7. One TA Multiple SP Case

A TA for multiple SPs must have a different identifier per SP. A TA will be installed in a different SD for each respective SP.

14.8. OTrP Broker Trust Model

An OTrP Broker could be malware in the vulnerable REE. A Client Application will connect its TAM provider for required TA installation. It gets command messages from the TAM, and passes the message to the OTrP Broker.

The OTrP is a conduit for enabling the TAM to communicate with the device’s TEE to manage SDs and TAs. All TAM messages are signed and sensitive data is encrypted such that the OTrP Broker cannot modify or capture sensitive data.

14.9. OCSP Stapling Data for TAM Signed Messages

The GetDeviceStateRequest message from a TAM to a TEE shall include OCSP stapling data for the TAM’s signer certificate and for intermediate CA certificates up to the root certificate so that the TEE can verify the signer certificate’s revocation status.

A certificate revocation status check on a TA signer certificate is OPTIONAL by a TEE. A TAM is responsible for vetting a TA and the SP before it distributes them to devices. A TEE will trust a TA signer certificate’s validation status done by a TAM when it trusts the TAM.

14.10. Data Protection at TAM and TEE

The TEE implementation provides protection of data on the device. It is the responsibility of the TAM to protect data on its servers.
14.11. Privacy Consideration

Devices are issued with a unique TEE certificate to attest the device’s validity. This uniqueness also creates a privacy and tracking risk that must be mitigated.

The TEE will only release the TEE certificate to a trusted TAM (it must verify the TAM certificate before proceeding). OTrP is designed such that only a TAM can obtain the TEE device certificate and firmware certificate - the GetDeviceState message requires signature checks to validate the TAM is trusted, and OTrP delivers the device's certificate(s) encrypted such that only that TAM can decrypt the response. A Client Application will never see the device certificate.

An SP-specific TEE SP AIK (TEE SP Anonymous Key) is generated by the protocol for Client Applications. This provides a way for the Client Application to validate some data that the TEE may send without requiring the TEE device certificate to be released to the client device rich O/S, and to optionally allow an SP to encrypt a TA for a target device without the SP needing to be supplied with the TEE device certificate.

14.12. Threat Mitigation

A rogue application may perform excessive TA loading. An OTrP Broker implementation should protect against excessive calls.

Rogue applications might request excessive SD creation. The TAM is responsible to ensure this is properly guarded against.

Rogue OTrP Broker could replay or send TAM messages out of sequence: e.g., a TAM sends update1 and update2. The OTrP Broker replays update2 and update1 again, creating an unexpected result that a client wants. "dsihash" is used to mitigate this. The TEE MUST store DSI state and check that the DSI state matches before it does another update.

Concurrent calls from a TAM to a TEE MUST be handled properly by a TEE. If multiple concurrent TAM operations take place, these could fail due to the "dsihash" being modified by another concurrent operation. The TEE is responsible for resolve any locking such that one application cannot lock other applications from using the TEE, except for a short term duration of the TAM operation taking place. For example, an OTrP operation that starts but never completes (e.g. loss of connectivity) must not prevent subsequent OTrP messages from being executed.
14.13. Compromised CA

A root CA for TAM certificates might get compromised. Some TEE trust anchor update mechanism is expected from device OEMs. A compromised intermediate CA is covered by OCSP stapling and OCSP validation check in the protocol. A TEE should validate certificate revocation about a TAM certificate chain.

If the root CA of some TEE device certificates is compromised, these devices might be rejected by a TAM, which is a decision of the TAM implementation and policy choice. Any intermediate CA for TEE device certificates SHOULD be validated by TAM with a Certificate Revocation List (CRL) or Online Certificate Status Protocol (OCSP) method.


The TEE SHOULD use validation of the supplied TAM certificates and OCSP stapled data to validate that the TAM is trustworthy.

Since PKI is used, the integrity of the clock within the TEE determines the ability of the TEE to reject an expired TAM certificate, or revoked TAM certificate. Since OCSP stapling includes signature generation time, certificate validity dates are compared to the current time.

14.15. Certificate Renewal

TFW and TEE device certificates are expected to be long lived, longer than the lifetime of a device. A TAM certificate usually has a moderate lifetime of 2 to 5 years. A TAM should get renewed or rekeyed certificates. The root CA certificates for a TAM, which are embedded into the trust anchor store in a device, should have long lifetimes that don’t require device trust anchor update. On the other hand, it is imperative that OEMs or device providers plan for support of trust anchor update in their shipped devices.

15. Acknowledgements

We thank Alin Mutu for his contribution to many discussion that helped to design the trust flow mechanisms, and the creation of the flow diagrams. We also thank the following people (in alphabetical order) for their input and review: Sangsu Baek, Rob Coombs, Dapeng Liu, Dave Thaler, and Pengfei Zhao.
16. References

16.1. Normative References


16.2. Informative References


Appendix A. Sample Messages

A.1. Sample Security Domain Management Messages

A.1.1. Sample GetDeviceState

A.1.1.1. Sample GetDeviceStateRequest

The TAM builds a "GetDeviceStateTBSRequest" message.

```json
{  "GetDeviceStateTBSRequest": {  "ver": "1.0",  "rid": "8C6F9DBB-FC39-435c-BC89-4D3614DA2F0B",  "tid": "4F454A7F-002D-4157-884E-B0DD1A06A8AE",  "ocspdat": "c2FtcGxlIGljYW9jIjYwc3BkYXQgQjY0IGVuY29kZWQgQVNOQ==",  "icaocspdat": "c2FtcGxlIGljYW9jIjYwc3BkYXQgQjY0IGVuY29kZWQgQVNOQ==",  "supportedsigalgs": "RS256"
}
}
```

The TAM signs "GetDeviceStateTBSRequest", creating "GetDeviceStateRequest"

```json
{  "GetDeviceStateRequest": {  "payload": "ewoJIkldERldmljZVN0YXRlVEJTUmVxdWVzdCI6IksqS0FtcGxlIGljYW9jIjYwIGVuY29kZWQgQVNOQ==",  "protected": "eyJhbGciOiJSUzI1NiJ9",  "header": {  "x5c": ["ZXhhbXBsZSBBU04xIHNpZ251c2JXQ0Zw", "ZXhhbXBsZSBBU04xIHNpZ251c2JXQ0Zw"],  "signature": "c2FtcGxlIHNpZ25hdHVyZQ"
  }
}
```

A.1.1.2. Sample GetDeviceStateResponse

The TAM sends "GetDeviceStateRequest" to the OTrP Broker
The OTrP Broker obtains "dsi" from each TEE. (In this example there is a single TEE.)

The TEE obtains signed "fwdata" from firmware.

The TEE builds "dsi" - summarizing device state of the TEE.
The TEE encrypts "dsi", and embeds it into a "GetDeviceTEEStateTBSResponse" message.
The TEE signs "GetDeviceTEEStateTBSResponse" and returns it to the OTrP Broker. The OTrP Broker encodes "GetDeviceTEEStateResponse" into an array to form "GetDeviceStateResponse".
The TEE returns "GetDeviceStateResponse" back to the OTrP Broker, which returns message back to the TAM.

A.1.2. Sample CreateSD

A.1.2.1. Sample CreateSDRequest
Below is a sample message after the content is encrypted and encoded

```json
"CreateSDTBSRequest": {
  "ver": "1.0",
  "rid": "req-01",
  "tid": "tran-01",
  "tee": "SecuriTEE",
  "nextds": "false",
  "dsihash": "Iu-c0-fGrpMmzbbtiWI1U8u7wMJE7IKwkJpsVuf2js",
  "content": {
    "spid": "bank.com",
    "sdname": "sd.bank.com",
    "spcert": "MIIDFjCCAn-
gAwIBAgIJAiAKDQYJKoZIhvcNAQEFBQADggIBADANBgkqhkiG9w0B
7z9jycz1c5QzWqSMPx_dca
```
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Below is the response message after the content is encrypted and encoded.

```json
# CreateSDResponse

"version": "1.0",
"status": "pass",
"rid": "req-01",
"tid": "tran-01",
"content": {
  "did": "zAHkb0-SQh9U_OT8mR5dB-tygcqpuUJ9_x07piw8WoM",
  "sdname": "sd.bank.com",
  "teeRPak": "AQABjY9KiwH3hkMmSAAN6CLXot525U85WNlWKAqzSToLZC9M8h-X6_EHX1OxyRXbIkMqWbOY2LCABTwlytdXY2kW6525imRho8Vq6hDHGsmJZPDr9GnZ8pZX5ge_dWXB_uljMvDttc5iAWEJ8ZgcgLgTBTLzQoQbjtnlIE",
}
```

A.1.2.2. Sample CreateSDResponse

Below is the response message after the content is encrypted and encoded.

```json
# CreateSDTBSResponse

"version": "1.0",
"status": "pass",
"rid": "req-01",
"tid": "tran-01",
"content": {
  "did": "zAHkb0-SQh9U_OT8mR5dB-tygcqpuUJ9_x07piw8WoM",
  "sdname": "sd.bank.com",
  "teseRPak": "AQABjY9KiwH3hkMmSAAN6CLXot525U85WNlWKAqzSToLZC9M8h-X6_EHX1OxyRXbIkMqWbOY2LCABTwlytdXY2kW6525imRho8Vq6hDHGsmJZPDr9GnZ8pZX5ge_dWXB_uljMvDttc5iAWEJ8ZgcgLgTBTLzQoQbjtnlIE",
}
```
A.1.3. Sample UpdateSD

A.1.3.1. Sample UpdateSDRequest

```
{
  "UpdateSDTBSRequest": {
    "ver": "1.0",
    "rid": "1222DA7D-8993-41A4-AC02-8A2807B31A3A",
    "tid": "4F454A7F-002D-4157-884E-B0DD1A06A8AE",
    "tee": "Primary TEE ABC",
    "nextdsi": "false",
    "dsihash": 
      IsOvwpzDk8Onw4bCrwKTjsONwrbDrcKYjVTw4vCu80Aw4JEw6zCgsK8w4JCaGKXw8Kf
      w5O7",
    "content": {
      // NEEDS to BE ENCRYPTED
      "tamid": "id1.TAMxyz.com",
      "spid": "com.acmebank.spid1",
      "sdsname": "com.acmebank.sdsname1",
      "changes": {
        "newdsname": "com.acmebank.sdsname2",
        "newspid": "com.acquirer.spid1",
        "spcert": 
          "MIIDFjCCAn-
           g4AwIABgJIAI0Tat0tquDMA0GCSqGSIb3DQEBBQUAMGwxCzAJBgNVYTAkTAMQ4
           wDAYDVQQIDATVTZ91bDE0MBAAGjEBwJ8J3Vby1kb25nMRgDgYDVQQKDAFDb2x
           hy21hMRAwDgYDVQQQLDA0MB02hX21hMRUwEwDVQQLDAsMB02hX21hMRUwEw
           NMpTuwNzAyMgIgMTU3WkhwNjAtMQswCQYDVQQGEwJLUjEOMAw
           GA1UECAwFZwd0xjAQBqNBACmCUDcm8ztZG9uZ2EQA4GA1gCwHU29sYWN
           pyTQEQMA4GA1UECwHU29sYWNpYTEVMBMGA1UEAwwM29sY1jaWEuEY29tM1GfMA0
           GCSgGJSlb3DQEBANQA4GNADCBiQKgIQYDWRF20FMEx5S4hyhaLY4ksla+sXs2
           hCfJRaFztSMU-1
           lpSJ4jew92iBbBxcIk80PRbaIts9f1IDw4g4H4MX_YtaBoOeP--
           3JozZyPc9rWS3aALyWMrDmqFXdbzao1i8Gx77z0WW55bT9jyze1S5q8MRp_x_d
           cad2ZSPwI7DQAoBo4GMI5G8IMG8gGmVHSMeFz90XKxb7MSSwCQYDVQQGEwJLUj
           EOMAwGA1UECAwFZwd0xjAQBqNBACmCUDcm8ztZG9uZ2EQA4GA1gCwHU29sYWN
           pyTQEQMA4GA1UECwHU29sYWNpYTEVMBMGA1UEAwwM29sY1jaWEuEY29tMg
gkAiTRNq3S2q4MwCQYDVVR0TBAlwaDA0BgNVQ8Af8EBAMCBAwFgYDVR01AQB_BA
           wwCgYIKwYBBQUHAwIDQYJK0JhzaXvzRkREVJxBSIhwCAQEFAQDgYEAEMHn
           RweEQ-L
           DaDo775IoC0IoDr06fW3q3JfuxbRQGQGxxdXMKzaI4Vj8aXhex7Bv6k6TZYDA-
           _GRiZzby1J47UaDQR3UiDzVwXwCO6U5yU6Nj5w_BeMvIYj41ssXX8iPpNw8LCVMl
           QVTHILI6afLCRmWXXlcll5KGY2900w1Dq",
        "reneweespaik": "0"
      }
    }
  }
}
```
A.1.3.2. Sample UpdateSDResponse

```
{  
    "UpdateSDTBSResponse": {  
      "ver": "1.0",
      "status": "pass",
      "rid": "1222DA7D-8993-41A4-AC02-8A2807B31A3A",
      "tid": "4F454A7F-002D-4157-884E-B0DD1A06A8AE",
      "content": {  
        "did": "MTZENTE5Qzc0Qzk0NkUxMzYxNzk0NjY4NTc3OTY4NTI=",
        "teespaik": "AQABjY9KiwH3hkMmAAN6CLXot525U85WN1WKAQz5Todfe_CM8hyX6_EHX1gOXoyRXaB1KMQzB0YZLCaBTwlytDxy2kWa525imRho8Vqn6HDGsJDZPDr9GnZR8pZX5ge_dWXB_1ljMvttc5iAWEJ8ZgcLgtBYGLZnQcQbjtn1lIE",
        "teespaiktype": "RSA"
      }
    }
  }
}
```

A.1.4. Sample DeleteSD

A.1.4.1. Sample DeleteSDRequest

The TAM builds message - including data to be encrypted.

```
{  
    "DeleteSDTBSRequest": {  
      "ver": "1.0",
      "rid": "{712551F5-DFB3-43f0-9A63-663440B91D49}",
      "tid": "{4F454A7F-002D-4157-884E-B0DD1A06A8AE}"
      "tee": "Primary TEE",
      "nextdsi": "false",
      "dsihash": "AAECAwQFBgcICQoLDA0ODwABAgMEBQYHCAkKCwwNDg8=",
      "content": ENCRYPTED {  
        "tamid": "TAM1.com",
        "sdname": "default.acmebank.com",
        "deleteta": "1"
      }
    }
  }
```

The TAM encrypts the "content".
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The TAM signs the "DeleteSDTBSRequest" to form a "DeleteSDRequest"
A.1.4.2. Sample DeleteSDResponse

The TEE creates a "DeleteSDTBSResponse" to respond to the "DeleteSDRequest" message from the TAM, including data to be encrypted.

```json

"DeleteSDTBSResponse": {
  "ver": "1.0",
  "status": "pass",
  "rid": "712551F5-DFB3-43f0-9A63-663440B91D49",
  "tid": "4F454A7F-002D-4157-884E-B0DD1A06A8AE",
  "content": ENCRYPTED {
    "did": "MTZENTE5Qzc0Qzk0NkUxMzYxNzk0NjY4NTc3OTY4NTI=",
  }
}
```

The TEE encrypts the "content" for the TAM.
"DeleteSDTBSResponse": {
  "ver": "1.0",
  "status": "pass",
  "rid": "712551F5-DFB3-43f0-9A63-663440B91D49",
  "tid": "4F454A7F-002D-4157-884E-B0DD1A06A8AE",
  "content": {
    "protected": "eyJlbmMiOiJBMTI4Q0JDLUhTMjU2In0K",
    "recipients": [
      {
        "header": {
          "alg": "RSA1_5"
        },
        "encrypted_key": "QUVTMTI4IChDRUspIGtleSwgZW5jcnlwdGVkIHdpdGggVFNNIFJTQSBwdWJsaWMg
d2V5LCB1c2luZyBSU0ExXzUgcGFkZGluZw"
      }
    ],
    "iv": "ySGmfZ69Y1cEi1r5_SGbA",
    "ciphertext": "c2FtcGxlIGRzaSBkYXRhIGVuY3J5cHRlZCB3aXRoIEFFUzEyOCBr
NpcGl1bnRzY3J5cHRlZF9rZXk",
    "tag": "c2FtcGx1IGF1dGhlbnRpY2F0aW9uIHRhZw"
  }
}

The TEE signs "DeleteSDTBSResponse" to form a "DeleteSDResponse"
The TEE returns "DeleteSDResponse" back to the OTrP Broker, which returns the message back to the TAM.

A.2. Sample TA Management Messages

A.2.1. Sample InstallTA

A.2.1.1. Sample InstallTARequest
A.2.1.2. Sample InstallTAResponse

A sample to-be-signed response of InstallTA looks as follows.

```json
{
  "InstallTATBSResponse": {
    "ver": "1.0",
    "status": "pass",
    "rid": "24BEB059-0AED-42A6-A381-817DFB7A1207",
    "tid": "4F454A7F-002D-4157-884E-B0DD1A06A8AE",
    "content": {
      "did": "MTZENTE5Qzc0Qzk0NkUxMzYxNzk0NjY4NTc3OTY4NTI=",
      "dsi": {
        "tfwdata": {
```
"tbs": "ezRGNNUG0TgKcKLTAwMkQtNDE1Ny04ODRlQ0w6S0ZyZURyOg==",
"cert": "ZxhhxBRsZSBG4VY8jFXJ0aWZpY2F0ZQ==",
"sigalg": "U1MyNTY=",
"sig": "c2FtcGxlIIEZXIHNpZ25hdHVyZQ==",
}

"tee": {
  "name": "Primary TEE",
  "ver": "1.0",
  "cert": "c2FtcGxlIIEFRFRSBjZXJ0aWZpY2F0ZQ==",
  "cacert": [
    "c2FtcGxlIIEBIGNlcnRpZmljYXRlIDE=",
    "c2FtcGxlIIEBIGNlcnRpZmljYXRlIDI=
  ],
  "sdlist": {
    "cnt": "1",
    "sd": [
      {
        "name": "com.acmebank.sdname1",
        "spid": "com.acmebank.spid1",
        "talist": [
          {
            "taid": "com.acmebank.taid.banking",
            "taname": "Acme secure banking app"
          },
          {
            "taid": "acom.acmebank.taid.loyalty.rewards",
            "taname": "Acme loyalty rewards app"
          }
        ]
      }
    ]
  }
}

"teaiklist": [
  {
    "spaik": "c2FtcGxlIEFTTjEgZW5jb2RlZCBQS0NTMSBvdWJsaWNrZVxk=",
    "spaiktype": "RSA",
    "spid": "acmebank.com"
  }
]
}
A.2.2. Sample UpdateTA

A.2.2.1. Sample UpdateTARequest

```json
{
  "UpdateTATBSRequest": {
    "ver": "1.0",
    "rid": "req-2",
    "tid": "tran-01",
    "tee": "SecuriTEE",
    "nextdsi": "false",
    "dsihash": "gwjui_5M2ks3psqUNl-eL1avwGXXAxxk0AIKW79dn4U",
    "content": {
      "tamid": "TAM1.acme.com",
      "spid": "bank.com",
      "sdname": "sd.bank.com",
      "taid": "sd.bank.com.ta"
    },
    "encrypted_ta": {
      "key": "XzmAn_RDVk3IozMwNWhiB6fmZ1Is1YUvMKlQAv_UDoZ1fvGGsRG0bT0A440aYMqLtG1lKypoJjCqjdaHgamaJgRsc4Je2otpnEEagsahvDN0arMDCC5nQdkRxW7Vo2NKgL A892HGeHkJVshYm1cU1FQ-Bh persuaded_4YakFw1qC_oc",
      "iv": "AxY8DctDaGlsbGljb3RoZQ",
      "alg": "AES ECB",
      "ciphernewtadata": "KHqOgX8nZ7i1F_14PG4_UX9D8jocWkIAzhVE-U-67NsKryHGoKEw2spRwfdU2KWanNncHoYGwEtcb7XyNboGFH28nzwUmstep4nHWbAl XZYTNkENcABPpuw_G3I3HADo"
  }
}
```

```json
{
  "payload": "eyJVcGRhdGUQVRCU1lcxVc3QiOnsidmVyIjoiMS4wIiwicmlkIjoicmVxLTIiLCJ0
awQiOjZcmFuLTAXiwJiGV1joiUZjdXjvVEFVIiwibmV4dGRzaS16ImZhbHNlIw1i
ZHNPqGFzacI6imdAnvsXiNwmtz38xVVNOXSL1TFhVm13lhoQXhrzMEFRJS1c3OWRu
NFU1LCJjZo52Zw501jp7InByb3l3l1ZCI6ImV5smbU0l1pT2lKQk1VSTRRMEpETFVo
VE1qV1JUbA1CJyZWNpcGl1bnRzJjpbeuyJozWFZKXiOsiYw55IjoiU1NBMV51In0s
ImVuY3J5cHRlZ09rXOl1YnmiBB9iSFZRM01vek13TldoaUIZmElzMV1Vdk1L
bFFBdI9VR9aMWZ2R0dzUkdvOWJUWDE0NDNhWU1nTHRHaXlqExBvSmpQ2tlqZGFZ2Ft
YUpnU1J3Epl1M90CG5FQFw6nc2FodkRo2FyTUNDNW5HWRrU1hX1ZvMkl2L0xB0DKy
SEdLIS0tKvN0WWOyX1YsR1EtQuhSjROQXlR-mdscU9f2Mi6V0sIm12IjoiXkhZ0ERD
dERhR2xXyksamizUm9aUtIImNpcGh1cnRleHQ101J1YTwcVXZcWQmtXFJwMiOw
```
A.2.2.2. Sample UpdateTAResponse

`
{
   "UpdateTATBSResponse": {
      "ver": "1.0",
      "status": "pass",
      "rid": "req-2",
      "tid": "tran-01",
      "content": {
         "did": "zAHkb0-SQh9U_OT8mR5dB-tygcqpUJ9_x07pIiw8WoM"
      }
   }
}
`
"UpdateTAResponse":{
  "payload":
  "eyJhbGciOiJSUzI1NiJ9",
  "protected":
  "eyJhbGciOiJSUzI1NiJ9",
  "header":
  "eyJhbGciOiJSUzI1NiJ9"
}
A.2.3. Sample DeleteTA

A.2.3.1. Sample DeleteTAResquest

```json
{
   "DeleteTATBSRequest": {
      "ver": "1.0",
      "rid": "req-2",
      "tid": "tran-01",
      "tee": "SecuriTEE",
      "nextdsi": "false",
      "dsihash": "gwjul_9MZks3pqUSN1-eL1aViwGXNAXk0AIKW79dn4U",
      "content": {
         "tamid": "TAM1.acme.com",
         "sdname": "sd.bank.com",
         "taid": "sd.bank.com.ta"
      }
   }
}
```
"DeleteTARequest": {
  "payload": {
    "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
  }
}
A.2.3.2. Sample DeleteTAResponse

{
  "DeleteTATBSResponse": {
    "ver": "1.0",
    "status": "pass",
    "rid": "req-2",
    "tid": "tran-01",
    "content": {
      "did": "zAhkb0-SQh9U_OT8mR5dB-tygcpqUJ9_x07pIiw8W0M"
    }
  }
}
"DeleteTAResponse": {
  "payload":
  "ew0KCSJEZWxldGVUVRVCUI1c3BvbnpnI1Ijogew0KCQkd3BvbnpnI1IjoginRyYW4tMDE1AI0KCQkY29udGVudCI6IHsNCgkJInJlY2lwaWVyIjogIjEuMCIsDQoJCSJz
  "protected": "eyJhbGciOiJSUzI1NiJ9",
  "header": {
    "kid": "e9bc097a-ce51-4036-9562-d2ade8282db0d",
    "signer": "MIIC3zCCAgIwIBAgIJAJf2fFkE1BY0MA0GCSqGSIb3DQEBCwUAMICIGA1UE
  "signature": "DfoBOetNelKsnAe_m4Z9K5u8HJ
A.3. Example OTrP Broker Option

The most popular TEE devices today are Android powered devices. In an Android device, an OTrP Broker can be a bound service with a service registration ID that a Client Application can use. This option allows a Client Application not to depend on any OTrP Broker SDK or provider.

An OTrP Broker is responsible to detect and work with more than one TEE if a device has more than one. In this version, there is only one active TEE such that an OTrP Broker only needs to handle the active TEE.
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1. Introduction

A Trusted Execution Environment (TEE) is an environment that enforces that any code within that environment cannot be tampered with, and that any data used by such code cannot be read or tampered with by any code outside that environment. The Trusted Execution Environment Provisioning (TEEP) protocol is designed to provision authorized code and configuration into TEEs.

To be secure against malware, a TEEP implementation (referred to as a TEEP "Agent" on the client side, and a "Trusted Application Manager (TAM)" on the server side) SHOULD themselves run inside a TEE, although a TAM running outside a TEE is also supported. However, the
transport for TEEP, along with the underlying TCP/IP stack, does not necessarily run inside a TEE. This split allows the set of highly trusted code to be kept as small as possible, including allowing code (e.g., TCP/IP or QUIC [RFC9000]) that only sees encrypted messages, to be kept out of the TEE.

The TEEP specification [I-D.ietf-teep-protocol] (like its predecessors [I-D.ietf-teep-opentrustprotocol] and [GP-OTrP]) describes the behavior of TEEP Agents and TAMs, but does not specify the details of the transport. The purpose of this document is to provide such details. That is, a TEEP-over-HTTP (TEEP/HTTP) implementation delivers messages up to a TEEP implementation, and accepts messages from the TEEP implementation to be sent over a network. The TEEP-over-HTTP implementation can be implemented either outside a TEE (i.e., in a TEEP "Broker") or inside a TEE.

There are two topological scenarios in which TEEP could be deployed:

1. TAMs are reachable on the Internet, and Agents are on networks that might be behind a firewall or stateful NAT, so that communication must be initiated by an Agent. Thus, the Agent has an HTTP Client and the TAM has an HTTP Server.

2. Agents are reachable on the Internet, and TAMs are on networks that might be behind a firewall or stateful NAT, so that communication must be initiated by a TAM. Thus, the Agent has an HTTP Server and the TAM has an HTTP Client.

The remainder of this document focuses primarily on the first scenario as depicted in Figure 1, but some sections (Section 4 and Section 8) may apply to the second scenario as well. A fuller discussion of the second scenario may be handled by a separate document.

---

Figure 1: Agent Initiated Communication
This document specifies the middle layer (TEEP-over-HTTP), whereas the top layer (TEEP) is specified in [I-D.ietf-teep-protocol].

2. Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in BCP 14 [RFC2119] [RFC8174] when, and only when, they appear in all capitals, as shown here.

This document also uses various terms defined in [I-D.ietf-teep-architecture], including Trusted Execution Environment (TEE), Trusted Application (TA), Trusted Application Manager (TAM), TEEP Agent, TEEP Broker, and Rich Execution Environment (REE).

3. TEEP Broker

Section 6 of the TEEP architecture [I-D.ietf-teep-architecture] defines a TEEP "Broker" as being a component on the device, but outside the TEE, that facilitates communication with a TAM. That document further explains that the protocol layer at which the TEEP broker operates may vary by implementation, and it depicts several exemplary models. An implementation is free to choose any of these models, although model A is the one we will use in our examples.

Passing information from an REE component to a TEE component is typically spoken of as being passed "in" to the TEE, and information passed in the opposite direction is spoken of as being passed "out". In the protocol layering sense, information is typically spoken of as being passed "up" or "down" the stack. Since the layer at which information is passed in/out may vary by implementation, we will generally use "up" and "down" in this document.

3.1. Use of Abstract APIs

This document refers to various APIs between a TEEP implementation and a TEEP/HTTP implementation in the abstract, meaning the literal syntax and programming language are not specified, so that various concrete APIs can be designed (outside of the IETF) that are compliant.

Some TEE architectures (e.g., SGX) may support API calls both into and out of a TEE. In other TEE architectures, there may be no calls out from a TEE, but merely data returned from calls into a TEE. This document attempts to be agnostic as to the concrete API architecture for Broker/Agent communication. Since in model A, the Broker/Agent communication is done at the layer between the TEEP and TEEP/HTTP
implementations, and there may be some architectures that do not support calls out of the TEE (which would be downcalls from TEEP in model A), we will refer to passing information up to the TEEP implementation as API calls, but will simply refer to "passing data" back down from a TEEP implementation. A concrete API might pass data back via an API downcall or via data returned from an API upcall.

This document will also refer to passing "no" data back out of a TEEP implementation. In a concrete API, this might be implemented by not making any downcall, or by returning 0 bytes from an upcall, for example.

4. Use of HTTP as a Transport

This document uses HTTP [I-D.ietf-httpbis-semantics] as a transport. For the motivation behind the HTTP recommendations in this document, see the discussion of HTTP as a transport in [I-D.ietf-httpbis-bcp56bis].

Redirects MUST NOT be automatically followed. Cookies are not used.

Content is not intended to be treated as active by browsers and so HTTP responses with content SHOULD have the following header fields as explained in Section 4.13 of [I-D.ietf-httpbis-bcp56bis] (using the TEEP media type defined in [I-D.ietf-teep-protocol]):

- Content-Type: application/teep+cbor
- X-Content-Type-Options: nosniff
- Content-Security-Policy: default-src 'none'
- Referrer-Policy: no-referrer

Only the POST method is specified for TAM resources exposed over HTTP. A URI of such a resource is referred to as a "TAM URI". A TAM URI can be any HTTP(S) URI. The URI to use is configured in a TEEP Agent via an out-of-band mechanism, as discussed in the next section.

It is strongly RECOMMENDED that implementations use HTTPS. Although TEEP is protected end-to-end inside of HTTP, there is still value in using HTTPS for transport, since HTTPS can provide additional protections as discussed in Sections 4.4.2 and 6 of [I-D.ietf-httpbis-bcp56bis].

However, there may be constrained nodes where code space is an issue. [RFC7925] provides TLS profiles that can be used in many constrained nodes, but in rare cases the most constrained nodes might need to use HTTP without a TLS stack, relying on the end-to-end security provided by the TEEP protocol.
When HTTPS is used, clients MUST use the procedures detailed in Section 4.3.4 of [I-D.ietf-httpbis-semantics] to verify the authenticity of the server. See [BCP195] for additional TLS recommendations and [RFC7925] for TLS recommendations related to IoT devices.

5. TEEP/HTTP Client Behavior

5.1. Receiving a request to install a new Trusted Application

In some environments, an application installer can determine (e.g., from an application manifest) that the application being installed or updated has a dependency on a given Trusted Application (TA) being available in a given type of TEE. In such a case, it will notify a TEEP Broker, where the notification will contain the following:

* A unique identifier of the TA

* Optionally, any metadata to provide to the TEEP Agent. This might include a TAM URI provided in the application manifest, for example.

* Optionally, any requirements that may affect the choice of TEE, if multiple are available to the TEEP Broker.

When a TEEP Broker receives such a notification, it first identifies in an implementation-dependent way which TEE (if any) is most appropriate based on the constraints expressed. If there is only one TEE, the choice is obvious. Otherwise, the choice might be based on factors such as capabilities of available TEE(s) compared with TEE requirements in the notification. Once the TEEP Broker picks a TEE, it passes the notification to the TEEP/HTTP Client for that TEE.

The TEEP/HTTP Client then informs the TEEP Agent in that TEE by invoking an appropriate "RequestTA" API that identifies the TA needed and any other associated metadata. The TEEP/HTTP Client need not know whether the TEE already has such a TA installed or whether it is up to date.

The TEEP Agent will either (a) pass no data back, (b) pass back a TAM URI to connect to, or (c) pass back a message buffer and TAM URI to send it to. The TAM URI passed back may or may not be the same as the TAM URI, if any, provided by the TEEP/HTTP Client, depending on the TEEP Agent’s configuration. If they differ, the TEEP/HTTP Client MUST use the TAM URI passed back.
5.1.1. Session Creation

If no data is passed back, the TEEP/HTTP Client simply informs its caller (e.g., the application installer) of success.

If the TEEP Agent passes back a TAM URI with no message buffer, the TEEP/HTTP Client attempts to create session state, then sends an HTTP(S) POST to the TAM URI with an Accept header field with the TEEP media type specified in [I-D.ietf-teep-protocol], and an empty body. The HTTP request is then associated with the TEEP/HTTP Client’s session state.

If the TEEP Agent instead passes back a TAM URI with a message buffer, the TEEP/HTTP Client attempts to create session state and handles the message buffer as specified in Section 5.3.

Session state consists of:

* Any context (e.g., a handle) that identifies the API session with the TEEP Agent.

* Any context that identifies an HTTP request, if one is outstanding. Initially, none exists.

5.2. Receiving a notification that a Trusted Application is no longer needed

In some environments, an application installer can determine (e.g., from an application manifest) that a given Trusted Application is no longer needed, such as if the application that previously depended on the TA is uninstalled or updated in a way that removes the dependency. In such a case, it will notify a TEEP Broker, where the notification will contain the following:

* A unique identifier of the TA

* Optionally, any metadata to provide to the TEEP Agent. This might include a TAM URI provided in the original application manifest, for example.

* Optionally, any requirements that may affect the choice of TEE, if multiple are available to the TEEP Broker.

When a TEEP Broker receives such a notification, it first identifies in an implementation-dependent way which TEE (if any) is believed to contain the TA that is no longer needed, similar to the process in Section 5.1. Once the TEEP Broker picks a TEE, it passes the notification to the TEEP/HTTP Client for that TEE.
The TEEP/HTTP Client then informs the TEEP Agent in that TEE by invoking an appropriate "UnrequestTA" API that identifies the unneeded TA. The TEEP/HTTP Client need not know whether the TEE actually has the TA installed.

The TEEP Agent will either (a) pass no data back, (b) pass back a TAM URI to connect to, or (c) pass back a message buffer and TAM URI to send it to. The TAM URI passed back may or may not be the same as the TAM URI, if any, provided by the TEEP/HTTP Client, depending on the TEEP Agent's configuration. If they differ, the TEEP/HTTP Client MUST use the TAM URI passed back.

Processing then continues as in Section 5.1.1.

5.3. Getting a TAM URI and message buffer back from a TEEP Agent

When a TEEP Agent passes a TAM URI and optionally a message buffer to a TEEP/HTTP Client, the TEEP/HTTP Client MUST do the following, using the TEEP/HTTP Client’s session state associated with its API call to the TEEP Agent.

The TEEP/HTTP Client sends an HTTP POST request to the TAM URI with Accept and Content-Type header fields with the TEEP media type, and a body containing the TEEP message buffer (if any) provided by the TEEP Agent. The HTTP request is then associated with the TEEP/HTTP Client’s session state.

5.4. Receiving an HTTP response

When an HTTP response is received in response to a request associated with a given session state, the TEEP/HTTP Client MUST do the following.

If the HTTP response body is empty, the TEEP/HTTP Client’s task is complete, and it can delete its session state, and its task is done.

If instead the HTTP response body is not empty, the TEEP/HTTP Client passes (e.g., using the "ProcessTeepMessage" API as mentioned in Section 6.2.1 of [I-D.ietf-teep-architecture]) the response body up to the TEEP Agent associated with the session. The TEEP Agent will then either pass no data back, or pass back a message buffer.

If no data is passed back, the TEEP/HTTP Client’s task is complete, and it can delete its session state, and inform its caller (e.g., the application installer) of success.

If instead the TEEP Agent passes back a message buffer, the TEEP/HTTP Client handles the message buffer as specified in Section 5.3.
5.5. Handling checks for policy changes

An implementation MUST provide a way to periodically check for TAM policy changes, such as a Trusted Application needing to be deleted from a TEE because it is no longer permitted, or needing to be updated to a later version. This can be done in any implementation-specific manner, such as any of the following or a combination thereof:

A) The TEEP/HTTP Client might call up to the TEEP Agent at an interval previously specified by the TEEP Agent. This approach requires that the TEEP/HTTP Client be capable of running a periodic timer.

B) The TEEP/HTTP Client might be informed when an existing TA is invoked, and call up to the TEEP Agent if more time has passed than was previously specified by the TEEP Agent. This approach allows the device to go to sleep for a potentially long period of time.

C) The TEEP/HTTP Client might be informed when any attestation attempt determines that the device is out of compliance, and call up to the TEEP Agent to remediate.

The TEEP/HTTP Client informs the TEEP Agent by invoking an appropriate "RequestPolicyCheck" API. The TEEP Agent will either (a) pass no data back, (b) pass back a TAM URI to connect to, or (c) pass back a message buffer and TAM URI to send it to. Processing then continues as specified in Section 5.1.1.

The TEEP Agent might need to talk to multiple TAMs, however, as shown in Figure 1 of [I-D.ietf-teep-architecture]. To accomplish this, the TEEP/HTTP Client keeps invoking the "RequestPolicyCheck" API until the TEEP Agent passes no data back, so that the TEEP Agent can return each TAM URI in response to a separate API call.

5.6. Error handling

If any local error occurs where the TEEP/HTTP Client cannot get a message buffer (empty or not) back from the TEEP Agent, the TEEP/HTTP Client deletes its session state, and informs its caller (if any, e.g., the application installer) of a failure.

If any HTTP request results in an HTTP error response or a lower layer error (e.g., network unreachable), the TEEP/HTTP Client calls the TEEP Agent’s "ProcessError" API, and then deletes its session state and informs its caller of a failure.
6. TEEP/HTTP Server Behavior

6.1. Receiving an HTTP POST request

If the TAM does not receive the appropriate Content-Type header field value, the TAM SHOULD fail the request, returning a 415 Unsupported Media Type response. Similarly, if an appropriate Accept header field is not present, the TAM SHOULD fail the request with an appropriate error response. (This is for consistency with common implementation practice to allow the HTTP server to choose a default error response, since in some implementations the choice is done at the HTTP layer rather than the layer at which TEEP-over-HTTP would be implemented.) Otherwise, processing continues as follows.

When an HTTP POST request is received with an empty body, this indicates a request for a new TEEP session, and the TEEP/HTTP Server invokes the TAM’s "ProcessConnect" API. The TAM will then pass back a message buffer.

When an HTTP POST request is received with a non-empty body, this indicates a message on an existing TEEP session, and the TEEP/HTTP Server passes the request body to the TAM (e.g., using the "ProcessTeepMessage" API mentioned in [I-D.ietf-teep-architecture]). The TAM will then pass back a (possibly empty) message buffer.

6.2. Getting an empty buffer back from the TAM

If the TAM passes back an empty buffer, the TEEP/HTTP Server sends a successful (2xx) response with no body. It SHOULD be status 204 (No Content).

6.3. Getting a message buffer from the TAM

If the TAM passes back a non-empty buffer, the TEEP/HTTP Server generates a successful (2xx) response with a Content-Type header field with the TEEP media type, and with the message buffer as the body.

6.4. Error handling

If any error occurs where the TEEP/HTTP Server cannot get a message buffer (empty or not) back from the TAM, the TEEP/HTTP Server generates an appropriate HTTP 5xx error response.

7. Sample message flow

The following shows a sample TEEP message flow that uses application/teep+cbor as the Content-Type.
1. An application installer determines (e.g., from an application manifest) that the application has a dependency on TA "X", and passes this notification to the TEEP Broker. The TEEP Broker picks a TEE (e.g., the only one available) based on this notification, and passes the information to the TEEP/HTTP Client for that TEE.

2. The TEEP/HTTP Client calls the TEEP Agent’s "RequestTA" API, passing TA Needed = X.

3. The TEEP Agent finds that no such TA is already installed, but that it can be obtained from a given TAM. The TEEP Agent passes back the TAM URI (e.g., "https://example.com/tam") to the TEEP/HTTP Client.

4. The TEEP/HTTP Client sends an HTTP POST request to the TAM URI:

   POST /tam HTTP/1.1
   Host: example.com
   Accept: application/teep+cbor
   Content-Length: 0
   User-Agent: Foo/1.0

   where the TEEP/HTTP Client fills in an implementation-specific value in the User-Agent header field.

5. On the TAM side, the TEEP/HTTP Server receives the HTTP POST request, and calls the TAM’s "ProcessConnect" API.

6. The TAM generates a TEEP message (where typically QueryRequest is the first message) and passes it to the TEEP/HTTP Server.

7. The TEEP/HTTP Server sends an HTTP successful response with the TEEP message in the body:

   HTTP/1.1 200 OK
   Content-Type: application/teep+cbor
   Content-Length: [length of TEEP message here]
   Server: Bar/2.2
   X-Content-Type-Options: nosniff
   Content-Security-Policy: default-src 'none'
   Referrer-Policy: no-referrer

   [TEEP message here]

   where the TEEP/HTTP Server fills in an implementation-specific value in the Server header field.
8. Back on the TEEP Agent side, the TEEP/HTTP Client gets the HTTP response, extracts the TEEP message and pass it up to the TEEP Agent.

9. The TEEP Agent processes the TEEP message, and generates a TEEP response (e.g., QueryResponse) which it passes back to the TEEP/HTTP Client.

10. The TEEP/HTTP Client gets the TEEP message buffer and sends an HTTP POST request to the TAM URI, with the TEEP message in the body:

    POST /tam HTTP/1.1
    Host: example.com
    Accept: application/teep+cbor
    Content-Type: application/teep+cbor
    Content-Length: [length of TEEP message here]
    User-Agent: Foo/1.0

    [TEEP message here]

11. The TEEP/HTTP Server receives the HTTP POST request, and passes the payload up to the TAM.

12. Steps 6-11 are then repeated until the TAM passes no data back to the TEEP/HTTP Server in step 6.

13. The TEEP/HTTP Server sends an HTTP successful response with no body:

    HTTP/1.1 204 No Content
    Server: Bar/2.2

14. The TEEP/HTTP Client deletes its session state.

8. Security Considerations

Section 4 discussed security recommendations for HTTPS transport of TEEP messages. See Section 6 of [I-D.ietf-httpbis-bcp56bis] for additional discussion of HTTP(S) security considerations. See section 9 of [I-D.ietf-teep-architecture] for security considerations specific to the use of TEEP.

9. IANA Considerations

This document has no actions for IANA.
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1. Introduction

Trusted Execution Environments (TEEs), including Intel SGX, ARM TrustZone, Secure Elements, and others, enforce that only authorized code can execute within the TEE, and any memory used by such code is protected against tampering or disclosure outside the TEE. The Open Trust Protocol (OTrP) is designed to provision authorized code and configuration into TEEs.

To be secure against malware, an OTrP implementation (referred to as an OTrP "Agent" on the client side, and a "Trusted Application Manager (TAM)" on the server side) must themselves run inside a TEE. However, the transport for OTrP, along with typical networking stacks, need not run inside a TEE. This split allows the set of highly trusted code to be kept as small as possible, including allowing code (e.g., TCP/IP) that only sees encrypted messages to be kept out of the TEE.

The OTrP specification [I-D.ietf-teep-opentrustprotocol] describes the behavior of OTrP Agents and TAMs, but does not specify the details of the transport, an implementation of which is referred to as a "Broker". The purpose of this document is to provide such
details. That is, the HTTP transport for OTrP is implemented in a Broker (typically outside a TEE) that delivers messages up to an OTrP implementation, and accepts messages from the OTrP implementation to be sent over a network.

2. Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in BCP 14 [RFC2119] [RFC8174] when, and only when, they appear in all capitals, as shown here.

This document also uses various terms defined in [I-D.ietf-teep-architecture], including Trusted Execution Environment (TEE), Trusted Application (TA), Trusted Application Manager (TAM), Agent, and Broker.

3. Use of Abstract APIs

This document refers to various APIs between a Broker and an OTrP implementation in the abstract, meaning the literal syntax and programming language are not specified, so that various concrete APIs can be designed (outside of the IETF) that are compliant.

It is common in some TEE architectures (e.g., SGX) to refer to calls into a Trusted Application (TA) as "ECALLs" (or enclave-calls), and calls out from a Trusted Application (TA) as "OCALLs" (or out-calls).

In other TEE architectures, there may be no OCALLs, but merely data returned from calls into a TA. This document attempts to be agnostic as to the concrete API architecture. As such, abstract APIs used in this document will refer to calls into a TA as API calls, and will simply refer to "passing data" back out of the TA. A concrete API might pass data back via an OCALL or via data returned from an API call.

This document will also refer to passing "no" data back out of a TA. In an OCALL-based architecture, this might be implemented by not making any such call. In a return-based architecture, this might be implemented by returning 0 bytes.

4. Use of HTTP as a Transport

This document uses HTTP [I-D.ietf-httpbis-semantics] as a transport. When not called out explicitly in this document, all implementation recommendations in [I-D.ietf-httpbis-bcp56bis] apply to use of HTTP by OTrP.
Redirects MAY be automatically followed, and no additional request headers beyond those specified by HTTP need be modified or removed upon a following such a redirect.

Content is not intended to be treated as active by browsers and so HTTP responses with content SHOULD have the following headers as explained in Section 4.12 of [I-D.ietf-httpbis-bcp56bis]:

- Content-Type: application/otrp+json
- Cache-Control: no-store
- X-Content-Type-Options: nosniff
- Content-Security-Policy: default-src 'none'
- Referrer-Policy: no-referrer

Only the POST method is specified for TAM resources exposed over HTTP. A URI of such a resource is referred to as a "TAM URI". A TAM URI can be any HTTP(S) URI. The URI to use is configured in an OTrP Agent via an out-of-band mechanism, as discussed in the next section.

When HTTPS is used, TLS certificates MUST be checked according to [RFC2818].

5. Client Broker Behavior

5.1. Receiving a request to install a new Trusted Application

When the Broker receives a notification (e.g., from an application installer) that an application has a dependency on a given Trusted Application (TA) being available in a given type of TEE, the notification will contain the following:

- A unique identifier of the TA

- Optionally, any metadata to pass to the OTrP Agent. This might include a TAM URI provided in the application manifest, for example.

- Optionally, any requirements that may affect the choice of TEE, if multiple are available to the Broker.

When such a notification is received, the Broker first identifies in an implementation-dependent way which TEE (if any) is most appropriate based on the constraints expressed. If there is only one TEE, the choice is obvious. Otherwise, the choice might be based on factors such as capabilities of available TEE(s) compared with TEE requirements in the notification.
The Broker then informs the OTrP Agent in that TEE by invoking an appropriate "RequestTA" API that identifies the TA needed and any other associated metadata. The Broker need not know whether the TEE already has such a TA installed or whether it is up to date.

The OTrP Agent will either (a) pass no data back, (b) pass back a TAM URI to connect to, or (c) pass back a message buffer and TAM URI to send it to. The TAM URI passed back may or may not be the same as the TAM URI, if any, provided by the broker, depending on the OTrP Agent’s configuration. If they differ, the Broker MUST use the TAM URI passed back.

5.1.1. Session Creation

If no data is passed back, the Broker simply informs its client (e.g., the application installer) of success.

If the OTrP Agent passes back a TAM URI with no message buffer, the TEEP Broker attempts to create session state, then sends an HTTP(S) POST to the TAM URI with an "Accept: application/otrp+json" header and an empty body. The HTTP request is then associated with the Broker’s session state.

If the OTrP Agent instead passes back a TAM URI with a message buffer, the TEEP Broker attempts to create session state and handles the message buffer as specified in Section 5.2.

Session state consists of:

- Any context (e.g., a handle) that identifies the API session with the OTrP Agent.
- Any context that identifies an HTTP request, if one is outstanding. Initially, none exists.

5.2. Getting a message buffer back from an OTrP Agent

When a message buffer (and TAM URI) is passed to a Broker from an OTrP Agent, the Broker MUST do the following, using the Broker’s session state associated with its API call to the OTrP Agent.

The Broker sends an HTTP POST request to the TAM URI with "Accept: application/otrp+json" and "Content-Type: application/otrp+json" headers, and a body containing the OTrP message buffer provided by the OTrP Agent. The HTTP request is then associated with the Broker’s session state.
5.3. Receiving an HTTP response

When an HTTP response is received in response to a request associated with a given session state, the Broker MUST do the following.

If the HTTP response body is empty, the Broker’s task is complete, and it can delete its session state, and its task is done.

If instead the HTTP response body is not empty, the Broker calls a "ProcessOTrPMessage" API (Section 6.2 of [I-D.ietf-teep-opentrustprotocol]) to pass the response body to the OTrP Agent associated with the session. The OTrP Agent will then pass no data back, or pass pack a message buffer.

If no data is passed back, the Broker’s task is complete, and it can delete its session state, and inform its client (e.g., the application installer) of success.

If instead the OTrP Agent passes back a message buffer, the TEEP Broker handles the message buffer as specified in Section 5.2.

5.4. Handling checks for policy changes

An implementation MUST provide a way to periodically check for OTrP policy changes. This can be done in any implementation-specific manner, such as:

A) The Broker might call into the OTrP Agent at an interval previously specified by the OTrP Agent. This approach requires that the Broker be capable of running a periodic timer.

B) The Broker might be informed when an existing TA is invoked, and call into the OTrP Agent if more time has passed than was previously specified by the OTrP Agent. This approach allows the device to go to sleep for a potentially long period of time.

C) The Broker might be informed when any attestation attempt determines that the device is out of compliance, and call into the OTrP Agent to remediate.

The Broker informs the OTrP Agent by invoking an appropriate "RequestPolicyCheck" API. The OTrP Agent will either (a) pass no data back, (b) pass back a TAM URI to connect to, or (c) pass back a message buffer and TAM URI to send it to. Processing then continues as specified in Section 5.1.1.
5.5. Error handling

If any local error occurs where the Broker cannot get a message buffer (empty or not) back from the OTrP Agent, the Broker deletes its session state, and informs its client (e.g., the application installer) of a failure.

If any HTTP request results in an HTTP error response or a lower layer error (e.g., network unreachable), the Broker calls the OTrP Agent’s "ProcessError" API, and then deletes its session state and informs its client of a failure.

6. Server Broker Behavior

6.1. Receiving an HTTP POST request

When an HTTP POST request is received with an empty body, the Broker invokes the TAM’s "ProcessConnect" API. The TAM will then pass back a (possibly empty) message buffer.

When an HTTP POST request is received with a non-empty body, the Broker calls the TAM’s "ProcessOTrPMessage" API to pass it the request body. The TAM will then pass back a (possibly empty) message buffer.

6.2. Getting an empty buffer back from the TAM

If the TAM passes back an empty buffer, the Broker sends a successful (2xx) response with no body.

6.3. Getting a message buffer from the TAM

If the TAM passes back a non-empty buffer, the Broker generates a successful (2xx) response with a "Content-Type: application/otrp+json" header, and with the message buffer as the body.

6.4. Error handling

If any error occurs where the Broker cannot get a message buffer (empty or not) back from the TAM, the Broker generates an appropriate HTTP error response.

7. Sample message flow

1. An application installer determines (e.g., from an app manifest) that the application has a dependency on TA "X", and passes this notification to the Client Broker. The Client Broker picks an
OTrP Agent (e.g., the only one available) based on this notification.

2. The Client Broker calls the OTrP Agent’s "RequestTA" API, passing TA Needed = X.

3. The OTrP Agent finds that no such TA is already installed, but that it can be obtained from a given TAM. The OTrP Agent passes the TAM URI (e.g., "https://example.com/tam") to the Client Broker. (If the OTrP Agent already had a cached TAM certificate that it trusts, it could skip to step 9 instead and generate a GetDeviceStateResponse.)

4. The Client Broker sends an HTTP POST request to the TAM URI:

   POST /tam HTTP/1.1
   Host: example.com
   Accept: application/otrp+json
   Content-Length: 0
   User-Agent: Foo/1.0

5. The Server Broker receives the HTTP POST request, and calls the TAM’s "ProcessConnect" API.

6. The TAM generates an OTrP message (typically GetDeviceStateRequest is the first message) and passes it to the Server Broker.

7. The Server Broker sends an HTTP successful response with the OTrP message in the body:

   HTTP/1.1 200 OK
   Content-Type: application/otrp+json
   Content-Length: [length of OTrP message here]
   Server: Bar/2.2
   Cache-Control: no-store
   X-Content-Type-Options: nosniff
   Content-Security-Policy: default-src ’none’
   Referrer-Policy: no-referrer

   [OTrP message here]
8. The Client Broker gets the HTTP response, extracts the OTrP message and calls the OTrP Agent’s "ProcessOTrPMessage" API to pass it the message.

9. The OTrP Agent processes the OTrP message, and generates an OTrP response (e.g., GetDeviceStateResponse) which it passes back to the Client Broker.

10. The Client Broker gets the OTrP message buffer and sends an HTTP POST request to the TAM URI, with the OTrP message in the body:

```
POST /tam HTTP/1.1
Host: example.com
Accept: application/otrp+json
Content-Type: application/otrp+json
Content-Length: [length of OTrP message here]
User-Agent: Foo/1.0

[OTrP message here]
```

11. The Server Broker receives the HTTP POST request, and calls the TAM’s "ProcessOTrPMessage" API.

12. Steps 6–11 are then repeated until the TAM passes no data back to the Server Broker in step 6.

13. The Server Broker sends an HTTP successful response with no body:

```
HTTP/1.1 204 No Content
Server: Bar/2.2
```

14. The Client Broker deletes its session state.

8. Security Considerations

Although OTrP is protected end-to-end inside of HTTP, there is still value in using HTTPS for transport, since HTTPS can provide additional protections as discussed in Section 6 of [I-D.ietf-httpbis-bcp56bis]. As such, Broker implementations MUST support HTTPS. The choice of HTTP vs HTTPS at runtime is up to policy, where an administrator configures the TAM URI to be used, but it is expected that real deployments will always use HTTPS TAM URIs.
9. IANA Considerations

[[NOTE: This section should probably be moved to the OTrP spec.]]

This section requests that IANA assign the "application/otrp+json" media type.

Type name: application

Subtype name: otrp+json

Required parameters: none

Optional parameters: none

Encoding considerations: Same as encoding considerations of application/json as specified in Section 11 of [RFC7159].

Security considerations: See Section 12 of [RFC7159] and Section 8 of this document.

Interoperability considerations: Same as interoperability considerations of application/json as specified in [RFC7159].

Published specification: [I-D.ietf-teep-opentrustprotocol]

Applications that use this media type: OTrP implementations.

Fragment identifier considerations: N/A

Additional information:
- Deprecated alias names for this type: N/A
- Magic number(s): N/A
- File extension(s): N/A
- Macintosh file type code(s): N/A

Person & email address to contact for further information:
teep@ietf.org

Intended usage: COMMON

Restrictions on usage: none

Author: See the "Authors' Addresses" section of this document.

Change controller: IETF
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1. Introduction

The Trusted Execution Environment (TEE) concept has been designed to separate a regular operating system, also referred as a Rich Execution Environment (REE), from security-sensitive applications. In a TEE ecosystem, different device vendors may use different operating systems in the REE and may use different types of TEEs. When application providers or device administrators use Trusted Application Managers (TAMs) to install, update, and delete Trusted Applications (TAs) on a wide range of devices with potentially different TEEs then an interoperability need arises.

This document specifies the protocol for communicating between a TAM and a TEEP Agent, involving a TEEP Broker.

The Trusted Execution Environment Provisioning (TEEP) architecture document [I-D.ietf-teep-architecture] has set to provide a design guidance for such an interoperable protocol and introduces the necessary terminology. Note that the term Trusted Application may include more than code; it may also include configuration data and keys needed by the TA to operate correctly.

2. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].
3. Message Overview

The TEEP protocol consists of a couple of messages exchanged between a TAM and a TEEP Agent via a TEEP Broker. The messages are encoded either in JSON or CBOR and designed to provide end-to-end security. TEEP protocol messages are signed and/or encrypted by the endpoints, i.e., the TAM and the TEEP Agent, but trusted applications may as well be encrypted and signed by the service provider. The TEEP protocol not only re-use JSON and CBOR but also the respective security wrappers, namely JOSE (JWS [RFC7515] and JWE [RFC7516], to be more specific) and COSE [RFC8152]. Furthermore, for attestation the Entity Attestation Token (EAT) [I-D.ietf-rats-eat] and for software updates the SUIT manifest format [I-D.ietf-suit-manifest] is re-used.

This specification defines six messages.

A TAM queries a device’s current state with a QueryRequest message. A TEEP Agent will, after authenticating and authorizing the request, report attestation information, list all TAs, and provide information about supported algorithms and extensions in a QueryResponse message. An error message is returned if the request could not be processed. A TAM will process the QueryResponse message and determine whether subsequent message exchanges to install, update, or delete trusted applications shall be initiated.

```
+------------+           +-------------+
| TAM        |           | TEEP Agent  |
+------------+           +-------------+
     QueryRequest ------>
     QueryResponse
     <------- or
     Error
```

With the TrustedAppInstall message a TAM can instruct a TEEP Agent to install a TA. The TEEP Agent will process the message, determine whether the TAM is authorized and whether the TA has been signed by an authorized SP. In addition to the binary, the TAM may also provide personalization data. If the TrustedAppInstall message was processed successfully then a Success message is returned to the TAM, an Error message otherwise.
With the TrustedAppDelete message a TAM can instruct a TEEP Agent to delete one or multiple TA(s). A Success message is returned when the operation has been completed successfully, and an Error message otherwise.

4. Detailed Messages Specification

For a CBOR-based encoding the following security wrapper is used (described in CDDL format [I-D.ietf-cbor-cddl]).
Outer_Wrapper = {
    msg-authenc-wrapper => bstr .cbor
    Msg_AuthEnc_Wrapper / nil,
    teep-message => (QueryRequest / 
        QueryResponse / 
        TrustedAppInstall / 
        TrustedAppDelete / 
        Error / 
        Success ),
}

msg-authenc-wrapper = 1
teep-message = 2

Msg_AuthEnc_Wrapper = [ * (COSE_Mac_Tagged / 
    COSE_Sign_Tagged / 
    COSE_Mac0_Tagged / 
    COSE_Sign1_Tagged)]

A future version of this specification will also describe the
security wrapper for JSON (in CDDL format).

suite = int

version = int

data_items = (
    attestation: 1,
    ta: 2,
    ext: 3
)

QueryRequest = {
    TYPE : int,
    TOKEN : bstr,
    REQUEST : [+data_items],
    ? CIPHER_SUITE : [+suite],
    ? NONCE : bstr,
    ? VERSION : [+version],
    ? OCSP_DATA : bstr,
    * $$extensions
}

A QueryRequest message is signed by the TAM and has the following
fields:

TYPE TYPE = 1 corresponds to a QueryRequest message sent from the
TAM to the TEEP Agent.
TOKEN  The value in the TOKEN field is used to match requests to
responses.

REQUEST  The REQUEST field indicates what information the TAM
requests from the TEEP Agent in form of a list of integer values.
Each integer value corresponds to an IANA registered information
element. This specification defines the initial set of
information elements. With ‘attestation’ (1) the TAM requests the
TEEP Agent to return an EAT entity attestation token in the
response, with ‘ta’ (2) the TAM wants to query the TEEP Agent for
all installed TAs, and with ‘ext’ (3) the TAM wants to query the
TEEP Agent for supported extensions. Further values may be added
in the future via IANA registration.

CIPHER_SUITE  The CIPHER_SUITE field lists the ciphersuite(s)
supported by the TAM.

NONCE  NONCE is an optional field used for ensuring the refreshness
of the Entity Attestation Token (EAT) contained in the response.

VERSION  The VERSION field lists the version(s) supported by the TAM.
For this version of the specification this field can be omitted.

OCSP_DATA  The OCSP_DATA field contains a list of OCSP stapling data
respectively for the TAM certificate and each of the CA
certificates up to the root certificate. The TAM provides OCSP
data so that the TEEP Agent can validate the status of the TAM
certificate chain without making its own external OCSP service
call.
ta_id = (  
  Vendor_ID = bstr,  
  Class_ID = bstr,  
  Device_ID = bstr,  
  * $\text{Extensions}$  
)

ext_info = int

QueryResponse = (  
  TYPE : int,  
  TOKEN : bstr,  
  ? SELECTED_CIPHER_SUITE : suite,  
  ? SELECTED_VERSION : version,  
  ? EAT : bstr,  
  ? TA_LIST : [+ta_id],  
  ? EXT_LIST : [+ext_info],  
  * $\text{Extensions}$  
)

The QueryResponse message is signed and encrypted by the TEEP Agent and returned to the TAM. It has the following fields:

TYPE  TYPE = 2 corresponds to a QueryResponse message sent from the TEEP Agent to the TAM.

TOKEN  The value in the TOKEN field is used to match requests to responses. The value MUST correspond to the value received with the QueryRequest.

SELECTED_CIPHER_SUITE  The SELECTED_CIPHER_SUITE field indicates the selected ciphersuite.

SELECTED_VERSION  The SELECTED_VERSION field indicates the protocol version selected by the TEEP Agent.

EAT  The EAT field contains an Entity Attestation Token following the encoding defined in [I-D.ietf-rats-eat].

TA_LIST  The TA_LIST field enumerates the trusted applications installed on the device in form of ta_ids, i.e., a vendor id/class id/device id triple.

EXT_LIST  The EXT_LIST field lists the supported extensions. This document does not define any extensions.
TrustedAppInstall = (
    TYPE : int,
    TOKEN : bstr,
    ? TA : [+SUIT_Outer_Wrapper],
    * $extensions
)

The TrustedAppInstall message is MACed and encrypted by the TAM and has the following fields:

TYPE  TYPE = 3 corresponds to a TrustedAppInstall message sent from the TAM to the TEEP Agent. In case of successful processing, an Success message is returned by the TEEP Agent. In case of an error, an Error message is returned. Note that the TrustedAppInstall message is used for initial TA installation but also for TA updates.

TOKEN  The value in the TOKEN field is used to match requests to responses.

TA  The TA field is used to convey one or multiple SUIT manifests. The SUIT manifest contains the code for the trusted app but may also convey personalization data. TA binaries and personalization data is often signed and encrypted by the SP. Other combinations are, however, possible as well. For example, it is also possible for the TAM to sign and encrypt the personalization data and to let the SP sign and/or encrypt the TA binary.

TrustedAppDelete = (
    TYPE : int,
    TOKEN : bstr,
    ? TA_LIST : [+ta_id],
    * $extensions
)

The TrustedAppDelete message is MACed and encrypted by the TAM and has the following fields:

TYPE  TYPE = 4 corresponds to a TrustedAppDelete message sent from the TAM to the TEEP Agent. In case of successful processing, an Success message is returned by the TEEP Agent. In case of an error, an Error message is returned.

TOKEN  The value in the TOKEN field is used to match requests to responses.

TA_LIST  The TA_LIST field enumerates the TAs to be deleted.
Success = (  
    TYPE : int,  
    TOKEN : bstr,  
    ? MSG : tstr,  
    * $$extensions 
  )

The Success message is MACed and encrypted by the TEEP Agent and has the following fields:

TYPE  TYPE = 5 corresponds to a Error message sent from the TEEP Agent to the TAM.

TOKEN  The value in the TOKEN field is used to match requests to responses.

MSG  The MSG field contains optional diagnostics information encoded in UTF-8 [RFC3629] returned by the TEEP Agent.

Error = (  
    TYPE : int,  
    TOKEN : bstr,  
    ERR_CODE : int,  
    ? ERR_MSG : tstr,  
    ? CIPHER_SUITE : [+suite],  
    ? VERSION : [+version],  
    * $$extensions 
  )

If possible, the Error message is MACed and encrypted by the TEEP Agent. Unprotected Error messages MUST be handled with care by the TAM due to possible downgrading attacks. It has the following fields:

TYPE  TYPE = 6 corresponds to a Error message sent from the TEEP Agent to the TAM.

TOKEN  The value in the TOKEN field is used to match requests to responses.

ERR_CODE  The ERR_CODE field is populated with values listed in a registry (with the initial set of error codes listed below). Only selected messages are applicable to each message.

ERR_MSG  The ERR_MSG message is a human-readable diagnostic message that MUST be encoded using UTF-8 [RFC3629] using Net-Unicode form [RFC5198].
VERSION The VERSION field enumerates the protocol version(s) supported by the TEEP Agent. This field is optional but MUST be returned with the ERR_UNSUPPORTED_MSG_VERSION error message.

CIPHER_SUITE The CIPHER_SUITE field lists the ciphersuites supported by the TEEP Agent. This field is optional but MUST be returned with the ERR_UNSUPPORTED_CRYPTO_ALG error message.

This specification defines the following initial error messages. Additional error code can be registered with IANA.

ERR_ILLEGAL_PARAMETER The TEEP Agent sends this error message when a request contains incorrect fields or fields that are inconsistent with other fields.

ERR_UNSUPPORTED_EXTENSION The TEEP Agent sends this error message when it recognizes an unsupported extension or unsupported message.

ERR_REQUEST_SIGNATURE_FAILED The TEEP Agent sends this error message when it fails to verify the signature of the message.

ERR_UNSUPPORTED_MSG_VERSION The TEEP Agent receives a message but does not support the indicated version.

ERR_UNSUPPORTED_CRYPTO_ALG The TEEP Agent receives a request message encoded with an unsupported cryptographic algorithm.

ERR_BAD_CERTIFICATE The TEEP Agent returns this error when processing of a certificate failed. For diagnosis purposes it is RECOMMENDED to include information about the failing certificate in the error message.

ERR_UNSUPPORTED_CERTIFICATE The TEEP Agent returns this error when a certificate was of an unsupported type.

ERR_CERTIFICATE_REVOKED The TEEP Agent returns this error when a certificate was revoked by its signer.

ERR_CERTIFICATE_EXPIRED The TEEP Agent returns this error when a certificate has expired or is not currently valid.

ERR_INTERNAL_ERROR The TEEP Agent returns this error when a miscellaneous internal error occurred while processing the request.

ERR_RESOURCE_FULL This error is reported when a device resource isn’t available anymore, such as storage space is full.
ERR_TA_NOT_FOUND  This error will occur when the target TA does not exist. This error may happen when the TAM has stale information and tries to delete a TA that has already been deleted.

ERR_TA_ALREADY_INSTALLED  While installing a TA, a TEE will return this error if the TA has already been installed.

ERR_TA_UNKNOWN_FORMAT  The TEEP Agent returns this error when it does not recognize the format of the TA binary.

ERR_TA_DECRIPTION_FAILED  The TEEP Agent returns this error when it fails to decrypt the TA binary.

ERR_TA_DECOMPRESSION_FAILED  The TEEP Agent returns this error when it fails to decompress the TA binary.

ERR_MANIFEST_PROCESSING_FAILED  The TEEP Agent returns this error when manifest processing failures occur that are less specific than ERR_TA_UNKNOWN_FORMAT, ERR_TA_UNKNOWN_FORMAT, and ERR_TA_DECOMPRESSION_FAILED.

ERR_PD_PROCESSING_FAILED  The TEEP Agent returns this error when it fails to process the provided personalization data.

5. Security Consideration

This section summarizes the security considerations discussed in this specification:

Cryptographic Algorithms  This specification relies on the cryptographic algorithms provided by the security wrappers JOSE and COSE, respectively. A companion document makes algorithm recommendations but this document is written in an algorithm-agnostic way. TEEP protocol messages exchanged between the TAM and the TEEP Agent are protected using JWS and JWE (for JSON-encoded messages) and COSE (for CBOR-encoded messages). Public key based authentication is used to by the TEEP Agent to authenticate the TAM and vice versa.

Attestation  A TAM may rely on the attestation information provided by the TEEP Agent and the Entity Attestation Token is re-used to convey this information. To sign the Entity Attestation Token it is necessary for the device to possess a public key (usually in the form of a certificate) along with the corresponding private key. Depending on the properties of the attestation mechanism it is possible to uniquely identify a device based on information in the attestation information or in the certificate used to sign the attestation token. This uniqueness may raise privacy concerns.
To lower the privacy implications the TEEP Agent MUST present its attestation information only to an authenticated and authorized TAM.

TA Binaries  TA binaries are provided by the SP. It is the responsibility of the TAM to relay only verified TAs from authorized SPs. Delivery of that TA to the TEEP Agent is then the responsibility of the TAM and the TEEP Broker, using the security mechanisms provided by the TEEP protocol. To protect the TA binary the SUIT manifest is re-used and it offers a variety of security features, including digital signatures and symmetric encryption.

Personalization Data  An SP or a TAM can supply personalization data along with a TA. This data is also protected by a SUIT manifest. The personalization data may be itself is (or can be) opaque to the TAM.

TEEP Broker  The TEEP protocol relies on the TEEP Broker to relay messages between the TAM and the TEEP Agent. When the TEEP Broker is compromised it can drop messages, delay the delivery of messages, and replay messages but it cannot modify those messages. (A replay would be, however, detected by the TEEP Agent.) A compromised TEEP Broker could reorder messages in an attempt to install an old version of a TA. Information in the manifest ensures that the TEEP Agents are protected against such downgrading attacks based on features offered by the manifest itself.

CA Compromise  The QueryRequest message from a TAM to the TEEP Agent may include OCSP stapling data for the TAM’s signer certificate and for intermediate CA certificates up to the root certificate so that the TEEP Agent can verify the certificate’s revocation status.

A certificate revocation status check on a TA signer certificate is OPTIONAL by a TEEP Agent. A TAM is responsible for vetting a TA and before distributing them to TEEP Agents. TEEP Agents will trust a TA signer certificate’s validation status done by a TAM.

CA Compromise  The CA issuing certificates to a TAM or an SP may get compromised. A compromised intermediate CA certificates can be detected by a TEEP Agent by using OCSP information, assuming the revocation information is available. Additionally, it is RECOMMENDED to provide a way to update the trust anchor store used by the device, for example using a firmware update mechanism.
If the CA issuing certificates to devices gets compromised then these devices might be rejected by a TAM, if revocation is available to the TAM.

Compromised TAM The TEEP Agent SHOULD use OCSP information to verify the validity of the TAM-provided certificate (as well as the validity of intermediate CA certificates). The integrity and the accuracy of the clock within the TEE determines the ability to determine an expired or revoked certificate since OCSP stapling includes signature generation time, certificate validity dates are compared to the current time.

6. IANA Considerations

There are two IANA requests: a media type and list of error codes.

IANA is requested to assign a media type for application/otrpv2+json.

Type name: application
Subtype name: teep+json
Required parameters: none
Optional parameters: none

Encoding considerations: Same as encoding considerations of application/json as specified in Section 11 of [RFC7159]

Security considerations: See Security Considerations Section of this document.

Interoperability considerations: Same as interoperability considerations of application/json as specified in [RFC7159]

Published specification: This document.

Applications that use this media type: TEEP protocol implementations

Fragment identifier considerations: N/A

Additional information:

Deprecated alias names for this type: N/A

Magic number(s): N/A

File extension(s): N/A
Macintosh file type code(s): N/A

Person to contact for further information: teep@ietf.org

Intended usage: COMMON

Restrictions on usage: none

Author: See the "Authors’ Addresses" section of this document

Change controller: IETF

IANA is requested to assign a media type for application/teep+cbor.

Type name: application

Subtype name: teep+cbor

Required parameters: none

Optional parameters: none

Encoding considerations: Same as encoding considerations of application/cbor

Security considerations: See Security Considerations Section of this document.

Interoperability considerations: Same as interoperability considerations of application/cbor as specified in [RFC7049]

Published specification: This document.

Applications that use this media type: TEEP protocol implementations

Fragment identifier considerations: N/A

Additional information:

Deprecated alias names for this type: N/A

Magic number(s): N/A

File extension(s): N/A

Macintosh file type code(s): N/A

Person to contact for further information: teep@ietf.org
IANA is also requested to create a new registry for the error codes defined in Section 4.

Registration requests are evaluated after a three-week review period on the teep-reg-review@ietf.org mailing list, on the advice of one or more Designated Experts [RFC8126]. However, to allow for the allocation of values prior to publication, the Designated Experts may approve registration once they are satisfied that such a specification will be published.

Registration requests sent to the mailing list for review should use an appropriate subject (e.g., "Request to register an error code: example"). Registration requests that are undetermined for a period longer than 21 days can be brought to the IESG’s attention (using the iesg@ietf.org mailing list) for resolution.

Criteria that should be applied by the Designated Experts includes determining whether the proposed registration duplicates existing functionality, whether it is likely to be of general applicability or whether it is useful only for a single extension, and whether the registration description is clear.

IANA must only accept registry updates from the Designated Experts and should direct all requests for registration to the review mailing list.
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1. Introduction

The Trusted Execution Environment (TEE) concept has been designed to
separate a regular operating system, also referred as a Rich
Execution Environment (REE), from security-sensitive applications.
In an TEE ecosystem, different device vendors may use different
operating systems in the REE and may use different types of TEEs.
When application providers or device administrators use Trusted
Application Managers (TAMs) to install, update, and delete Trusted
Applications (TAs) on a wide range of devices with potentially
different TEEs then an interoperability need arises.
This document specifies the protocol for communicating between a TAM and a TEEP Agent, involving a TEEP Broker.

The Trusted Execution Environment Provisioning (TEEP) architecture document [I-D.ietf-teep-architecture] has set to provide a design guidance for such an interoperable protocol and introduces the necessary terminology. Note that the term Trusted Application may include more than code; it may also include configuration data and keys needed by the TA to operate correctly.

2. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

This specification re-uses the terminology defined in [I-D.ietf-teep-architecture].

3. Message Overview

The TEEP protocol consists of a couple of messages exchanged between a TAM and a TEEP Agent via a TEEP Broker. The messages are encoded either in JSON or CBOR and designed to provide end-to-end security. TEEP protocol messages are signed and/or encrypted by the endpoints, i.e., the TAM and the TEEP Agent, but trusted applications may as well be encrypted and signed by the service provider. The TEEP protocol not only re-use JSON and CBOR but also the respective security wrappers, namely JOSE (JWS [RFC7515] and JWE [RFC7516], to be more specific) and COSE [RFC8152]. Furthermore, for attestation the Entity Attestation Token (EAT) [I-D.ietf-rats-eat] and for software updates the SUIT manifest format [I-D.ietf-suit-manifest] are re-used.

This specification defines six messages.

A TAM queries a device’s current state with a QueryRequest message. A TEEP Agent will, after authenticating and authorizing the request, report attestation information, list all TAs, and provide information about supported algorithms and extensions in a QueryResponse message. An error message is returned if the request could not be processed. A TAM will process the QueryResponse message and determine whether subsequent message exchanges to install, update, or delete trusted applications shall be initiated.
With the TrustedAppInstall message a TAM can instruct a TEEP Agent to install a TA. The TEEP Agent will process the message, determine whether the TAM is authorized and whether the TA has been signed by an authorized SP. In addition to the binary, the TAM may also provide personalization data. If the TrustedAppInstall message was processed successfully then a Success message is returned to the TAM, an Error message otherwise.

With the TrustedAppDelete message a TAM can instruct a TEEP Agent to delete one or multiple TA(s). A Success message is returned when the operation has been completed successfully, and an Error message otherwise.
4. Detailed Messages Specification

For a CBOR-based encoding the following security wrapper is used (described in CDDL format [I-D.ietf-cbor-cddl]).

```
Outer_Wrapper = {
    msg-authenc-wrapper => bstr .cbor
    Msg_AuthEnc_Wrapper / nil,
    teep-message => (QueryRequest /
                    QueryResponse /
                    TrustedAppInstall /
                    TrustedAppDelete /
                    Error /
                    Success ),
}
```

msg-authenc-wrapper = 1
teep-message = 2

```
Msg_AuthEnc_Wrapper = [ * (COSE_Mac_Tagged /
                          COSE_Sign_Tagged /
                          COSE_Mac0_Tagged /
                          COSE_Sign1_Tagged)]
```

A future version of this specification will also describe the security wrapper for JSON (in CDDL format).

4.1. QueryRequest
suite = int
version = int
data_items = (
  attestation: 1,
  trusted_apps: 2,
  extensions: 3,
  suit_commands: 4
)

QueryRequest = (
  TYPE : int,
  TOKEN : bstr,
  REQUEST : [+data_items],
  ? CIPHER_SUITE : [+suite],
  ? NONCE : bstr,
  ? VERSION : [+version],
  ? OCSP_DATA : bstr,
  * $$extensions
)

A QueryRequest message is signed by the TAM and has the following fields:

TYPE  TYPE = 1 corresponds to a QueryRequest message sent from the TAM to the TEEP Agent.

TOKEN  The value in the TOKEN field is used to match requests to responses.

REQUEST  The REQUEST field indicates what information the TAM requests from the TEEP Agent in form of a list of integer values. Each integer value corresponds to an IANA registered information element. This specification defines the initial set of information elements:

  attestation (1)  With this value the TAM requests the TEEP Agent to return an entity attestation token (EAT) in the response.

  trusted_apps (2)  With this value the TAM queries the TEEP Agent for all installed TAs.

  extensions (3)  With this value the TAM queries the TEEP Agent for supported capabilities and extensions, which allows a TAM to discover the capabilities of a TEEP Agent implementation.
suit_commands (4)  With this value the TAM queries the TEEP Agent for supported commands offered by the SUIT manifest implementation.

Further values may be added in the future via IANA registration.

CIPHER_SUITE  The CIPHER_SUITE field lists the ciphersuite(s) supported by the TAM. Details about the ciphersuite encoding can be found in Section 5.

NONCE  NONCE is an optional field used for ensuring the refreshness of the Entity Attestation Token (EAT) contained in the response.

VERSION  The VERSION field lists the version(s) supported by the TAM. For this version of the specification this field can be omitted.

OCSP_DATA  The OCSP_DATA field contains a list of OCSP stapling data respectively for the TAM certificate and each of the CA certificates up to the root certificate. The TAM provides OCSP data so that the TEEP Agent can validate the status of the TAM certificate chain without making its own external OCSP service call. OCSP data MUST be conveyed as a DER-encoded OCSP response (using the ASN.1 type OCSPResponse defined in [RFC2560]). The use of OCSP is optional to implement for both the TAM and the TEEP Agent. A TAM can query the TEEP Agent for the support of this functionality via the capability discovery exchange, as described above.

4.2.  QueryResponse
The QueryResponse message is signed and encrypted by the TEEP Agent and returned to the TAM. It has the following fields:

**TYPE**
- TYPE = 2 corresponds to a QueryResponse message sent from the TEEP Agent to the TAM.

**TOKEN**
- The value in the TOKEN field is used to match requests to responses. The value MUST correspond to the value received with the QueryRequest.

**SELECTED_CIPHER_SUITE**
- The SELECTED_CIPHER_SUITE field indicates the selected ciphersuite. Details about the ciphersuite encoding can be found in Section 5.

**SELECTED_VERSION**
- The SELECTED_VERSION field indicates the protocol version selected by the TEEP Agent.

**EAT**
- The EAT field contains an Entity Attestation Token following the encoding defined in [I-D.ietf-rats-eat].

**TA_LIST**
- The TA_LIST field enumerates the trusted applications installed on the device in form of ta_ids, i.e., a vendor id/class id/device id triple.

**EXT_LIST**
- The EXT_LIST field lists the supported extensions. This document does not define any extensions.
4.3. TrustedAppInstall

TrustedAppInstall = (
  TYPE : int,
  TOKEN : bstr,
  ? MANIFEST_LIST  : [+ SUIT_Outer_Wrapper],
  * $$extensions
)

The TrustedAppInstall message is MACed and encrypted by the TAM and has the following fields:

TYPE  TYPE = 3 corresponds to a TrustedAppInstall message sent from the TAM to the TEEP Agent. In case of successful processing, an Success message is returned by the TEEP Agent. In case of an error, an Error message is returned. Note that the TrustedAppInstall message is used for initial TA installation but also for TA updates.

TOKEN  The value in the TOKEN field is used to match requests to responses.

TA The MANIFEST_LIST field is used to convey one or multiple SUIT manifests. A manifest is a bundle of metadata about the trusted app, where to find the code, the devices to which it applies, and cryptographic information protecting the manifest. The manifest may also convey personalization data. TA binaries and personalization data is typically signed and encrypted by the SP. Other combinations are, however, possible as well. For example, it is also possible for the TAM to sign and encrypt the personalization data and to let the SP sign and/or encrypt the TA binary.

4.4. TrustedAppDelete

TrustedAppDelete = (
  TYPE : int,
  TOKEN : bstr,
  ? TA_LIST  : [+ta_id],
  * $$extensions
)

The TrustedAppDelete message is MACed and encrypted by the TAM and has the following fields:

TYPE  TYPE = 4 corresponds to a TrustedAppDelete message sent from the TAM to the TEEP Agent. In case of successful processing, an
Success message is returned by the TEEP Agent. In case of an error, an Error message is returned.

**TOKEN**  The value in the TOKEN field is used to match requests to responses.

**TA_LIST**  The TA_LIST field enumerates the TAs to be deleted.

### 4.5. Success

Success = (  
TYPE : int,  
TOKEN : bstr,  
? MSG : tstr,  
* $$extensions
)

The Success message is MACed and encrypted by the TEEP Agent and has the following fields:

**TYPE**  TYPE = 5 corresponds to a Error message sent from the TEEP Agent to the TAM.

**TOKEN**  The value in the TOKEN field is used to match requests to responses.

**MSG**  The MSG field contains optional diagnostics information encoded in UTF-8 [RFC3629] returned by the TEEP Agent.

### 4.6. Error

Error = (  
TYPE : int,  
TOKEN : bstr,  
ERR_CODE : int,  
? ERR_MSG : tstr,  
? CIPHER_SUITE : [+suite],  
? VERSION : [+version],  
* $$extensions
)

If possible, the Error message is MACed and encrypted by the TEEP Agent. Unprotected Error messages MUST be handled with care by the TAM due to possible downgrading attacks. It has the following fields:

**TYPE**  TYPE = 6 corresponds to a Error message sent from the TEEP Agent to the TAM.
TOKEN  The value in the TOKEN field is used to match requests to responses.

ERR_CODE  The ERR_CODE field is populated with values listed in a registry (with the initial set of error codes listed below). Only selected messages are applicable to each message.

ERR_MSG  The ERR_MSG message is a human-readable diagnostic message that MUST be encoded using UTF-8 [RFC3629] using Net-Unicode form [RFC5198].

VERSION  The VERSION field enumerates the protocol version(s) supported by the TEEP Agent. This field is optional but MUST be returned with the ERR_UNSUPPORTED_MSG_VERSION error message.

CIPHER_SUITE  The CIPHER_SUITE field lists the ciphersuite(s) supported by the TEEP Agent. This field is optional but MUST be returned with the ERR_UNSUPPORTED_CRYPTO_ALG error message.

This specification defines the following initial error messages. Additional error code can be registered with IANA.

ERR_ILLEGAL_PARAMETER  The TEEP Agent sends this error message when a request contains incorrect fields or fields that are inconsistent with other fields.

ERR_UNSUPPORTED_EXTENSION  The TEEP Agent sends this error message when it recognizes an unsupported extension or unsupported message.

ERR_REQUEST_SIGNATURE_FAILED  The TEEP Agent sends this error message when it fails to verify the signature of the message.

ERR_UNSUPPORTED_MSG_VERSION  The TEEP Agent receives a message but does not support the indicated version.

ERR_UNSUPPORTED_CRYPTO_ALG  The TEEP Agent receives a request message encoded with an unsupported cryptographic algorithm.

ERR_BAD_CERTIFICATE  The TEEP Agent returns this error when processing of a certificate failed. For diagnosis purposes it is RECOMMENDED to include information about the failing certificate in the error message.

ERR_UNSUPPORTED_CERTIFICATE  The TEEP Agent returns this error when a certificate was of an unsupported type.
ERR_CERTIFICATE_REVOKED  The TEEP Agent returns this error when a certificate was revoked by its signer.

ERR_CERTIFICATE_EXPIRED  The TEEP Agent returns this error when a certificate has expired or is not currently valid.

ERR_INTERNAL_ERROR  The TEEP Agent returns this error when a miscellaneous internal error occurred while processing the request.

ERR_RESOURCE_FULL  This error is reported when a device resource isn’t available anymore, such as storage space is full.

ERR_TA_NOT_FOUND  This error will occur when the target TA does not exist. This error may happen when the TAM has stale information and tries to delete a TA that has already been deleted.

ERR_TA_ALREADY_INSTALLED  While installing a TA, a TEE will return this error if the TA has already been installed.

ERR_TA_UNKNOWN_FORMAT  The TEEP Agent returns this error when it does not recognize the format of the TA binary.

ERR_TA_DECRYPTION_FAILED  The TEEP Agent returns this error when it fails to decrypt the TA binary.

ERR_TA_DECOMPRESSION_FAILED  The TEEP Agent returns this error when it fails to decompress the TA binary.

ERR_MANIFEST_PROCESSING_FAILED  The TEEP Agent returns this error when manifest processing failures occur that are less specific than ERR_TA_UNKNOWN_FORMAT, ERR_TA_UNKNOWN_FORMAT, and ERR_TA_DECOMPRESSION_FAILED.

ERR_PD_PROCESSING_FAILED  The TEEP Agent returns this error when it fails to process the provided personalization data.

5. Ciphersuites

A ciphersuite consists of an AEAD algorithm, a HMAC algorithm, and a signature algorithm. Each ciphersuite is identified with an integer value, which corresponds to an IANA registered ciphersuite. This document specifies two ciphersuites.

<table>
<thead>
<tr>
<th>Value</th>
<th>Ciphersuite</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>AES-CCM-16-64-128, HMAC 256/256, X25519, EdDSA</td>
</tr>
<tr>
<td>1</td>
<td>AES-CCM-16-64-128, HMAC 256/256, P-256, ES256</td>
</tr>
</tbody>
</table>
6. Security Consideration

This section summarizes the security considerations discussed in this specification:

Cryptographic Algorithms  This specification relies on the cryptographic algorithms provided by the security wrappers JOSE and COSE, respectively. A companion document makes algorithm recommendations but this document is written in an algorithm-agnostic way. TEEP protocol messages exchanged between the TAM and the TEEP Agent are protected using JWS and JWE (for JSON-encoded messages) and COSE (for CBOR-encoded messages). Public key based authentication is used to by the TEEP Agent to authenticate the TAM and vice versa.

Attestation  A TAM may rely on the attestation information provided by the TEEP Agent and the Entity Attestation Token is re-used to convey this information. To sign the Entity Attestation Token it is necessary for the device to possess a public key (usually in the form of a certificate) along with the corresponding private key. Depending on the properties of the attestation mechanism it is possible to uniquely identify a device based on information in the attestation information or in the certificate used to sign the attestation token. This uniqueness may raise privacy concerns. To lower the privacy implications the TEEP Agent MUST present its attestation information only to an authenticated and authorized TAM.

TA Binaries  TA binaries are provided by the SP. It is the responsibility of the TAM to relay only verified TAs from authorized SPs. Delivery of that TA to the TEEP Agent is then the responsibility of the TAM and the TEEP Broker, using the security mechanisms provided by the TEEP protocol. To protect the TA binary the SUIT manifest is re-used and it offers a variety of security features, including digital signatures and symmetric encryption.

Personalization Data  An SP or a TAM can supply personalization data along with a TA. This data is also protected by a SUIT manifest. The personalization data may be itself is (or can be) opaque to the TAM.

TEEP Broker  The TEEP protocol relies on the TEEP Broker to relay messages between the TAM and the TEEP Agent. When the TEEP Broker is compromised it can drop messages, delay the delivery of messages, and replay messages but it cannot modify those messages. (A replay would be, however, detected by the TEEP Agent.) A compromised TEEP Broker could reorder messages in an attempt to
install an old version of a TA. Information in the manifest ensures that the TEEP Agents are protected against such downgrading attacks based on features offered by the manifest itself.

CA Compromise The QueryRequest message from a TAM to the TEEP Agent may include OCSP stapling data for the TAM’s signer certificate and for intermediate CA certificates up to the root certificate so that the TEEP Agent can verify the certificate’s revocation status.

A certificate revocation status check on a TA signer certificate is OPTIONAL by a TEEP Agent. A TAM is responsible for vetting a TA and before distributing them to TEEP Agents. TEEP Agents will trust a TA signer certificate’s validation status done by a TAM.

CA Compromise The CA issuing certificates to a TAM or an SP may get compromised. A compromised intermediate CA certificates can be detected by a TEEP Agent by using OCSP information, assuming the revocation information is available. Additionally, it is RECOMMENDED to provide a way to update the trust anchor store used by the device, for example using a firmware update mechanism.

If the CA issuing certificates to devices gets compromised then these devices might be rejected by a TAM, if revocation is available to the TAM.

Compromised TAM The TEEP Agent SHOULD use OCSP information to verify the validity of the TAM-provided certificate (as well as the validity of intermediate CA certificates). The integrity and the accuracy of the clock within the TEE determines the ability to determine an expired or revoked certificate since OCSP stapling includes signature generation time, certificate validity dates are compared to the current time.

7. IANA Considerations

7.1. Media Type Registration

IANA is requested to assign a media type for application/teep-p+json.

Type name: application

Subtype name: teep-p+json

Required parameters: none

Optional parameters: none
Encoding considerations: Same as encoding considerations of application/json as specified in Section 11 of [RFC7159]

Security considerations: See Security Considerations Section of this document.

Interoperability considerations: Same as interoperability considerations of application/json as specified in [RFC7159]

Published specification: This document.

Applications that use this media type: TEEP protocol implementations

Fragment identifier considerations: N/A

Additional information:
- Deprecated alias names for this type: N/A
- Magic number(s): N/A
- File extension(s): N/A
- Macintosh file type code(s): N/A

Person to contact for further information: teep@ietf.org

Intended usage: COMMON

Restrictions on usage: none

Author: See the "Authors’ Addresses" section of this document

Change controller: IETF

IANA is requested to assign a media type for application/teep-p+cbor.

Type name: application

Subtype name: teep-p+cbor

Required parameters: none

Optional parameters: none

Encoding considerations: Same as encoding considerations of application/cbor
Security considerations: See Security Considerations Section of this document.

Interoperability considerations: Same as interoperability considerations of application/cbor as specified in [RFC7049]

Published specification: This document.

Applications that use this media type: TEEP protocol implementations

Fragment identifier considerations: N/A

Additional information:
- Deprecated alias names for this type: N/A
- Magic number(s): N/A
- File extension(s): N/A
- Macintosh file type code(s): N/A

Person to contact for further information: teep@ietf.org

Intended usage: COMMON

Restrictions on usage: none

Author: See the "Authors’ Addresses" section of this document

Change controller: IETF

7.2. Error Code Registry

IANA is also requested to create a new registry for the error codes defined in Section 4.

Registration requests are evaluated after a three-week review period on the teep-reg-review@ietf.org mailing list, on the advice of one or more Designated Experts [RFC8126]. However, to allow for the allocation of values prior to publication, the Designated Experts may approve registration once they are satisfied that such a specification will be published.

Registration requests sent to the mailing list for review should use an appropriate subject (e.g., "Request to register an error code: example"). Registration requests that are undetermined for a period...
longer than 21 days can be brought to the IESG’s attention (using the iesg@ietf.org mailing list) for resolution.

Criteria that should be applied by the Designated Experts includes determining whether the proposed registration duplicates existing functionality, whether it is likely to be of general applicability or whether it is useful only for a single extension, and whether the registration description is clear.

IANA must only accept registry updates from the Designated Experts and should direct all requests for registration to the review mailing list.

7.3. Ciphersuite Registry

IANA is also requested to create a new registry for ciphersuites, as defined in Section 5.
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