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Abstract

Secure Frames (SFrame) defines a compact scheme for encrypting real-time media. In order for SFrame to address cases where media are exchanged among many participants (e.g., real-time conferencing), it needs to be augmented with a group key management protocol. The Messaging Layer Security (MLS) protocol provides continuous group authenticated key exchange, allowing a group of participants in a media session to authenticate each other and agree on a group key. This document defines how the group keys produced by MLS can be used with SFrame to secure real-time sessions for groups.
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Source for this draft and an issue tracker can be found at https://github.com/bifurcation/sframe-mls.
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Internet-Drafts are working documents of the Internet Engineering Task Force (IETF). Note that other groups may also distribute working documents as Internet-Drafts. The list of current Internet-Drafts is at https://datatracker.ietf.org/drafts/current/.

Internet-Drafts are draft documents valid for a maximum of six months and may be updated, replaced, or obsoleted by other documents at any time. It is inappropriate to use Internet-Drafts as reference material or to cite them other than as "work in progress."

This Internet-Draft will expire on 20 May 2021.
1. Introduction

Secure Frames (SFrame) defines a compact scheme for encrypting real-time media. In order for SFrame to address cases where media are exchanged among many participants (e.g., real-time conferencing), it needs to be augmented with a group key management protocol. The Messaging Layer Security (MLS) protocol [I-D.ietf-mls-protocol] provides continuous group authenticated key exchange. MLS provides several important security properties [I-D.ietf-mls-arch]:

* Group Key Exchange: All members of the group at a given time know a secret key that is inaccessible to parties outside the group.

* Authentication of group members: Each member of the group can authenticate the other members of the group.

* Group Agreement: The members of the group all agree on the identities of the participants in the group.

* Forward Secrecy: There are protocol events such that if a member’s state is compromised after the event, group secrets created before the event are safe.
* Post-compromise Security: There are protocol events such that if a member’s state is compromised before the event, the group secrets created after the event are safe.

When a real-time session uses MLS as the basis for SFrame keys, these security properties apply to real-time media as well. In the remainder of this document, we define how to use the secrets produced by MLS to generate the keys required by SFrame.

[[ OPEN ISSUE: We could define an MLS extension that would provide negotiation of SFrame parameters, notably the ciphersuite and the value E defined below. ]]

2. SFrame Key Management

MLS creates a linear sequence of keys, each of which is shared among the members of a group at a given point in time. When a member joins or leaves the group, a new key is produced that is known only to the augmented or reduced group. Each step in the lifetime of the group is known as an "epoch", and each member of the group is assigned an "index" that is constant for the time they are in the group.

In SFrame, we derive per-sender "base_key" values from the group secret for an epoch, and use the KID field to signal the epoch and sender index. First, we use the MLS exporter to compute a shared SFrame secret for the epoch.

`sframe_epoch_secret = MLS-Exporter("SFrame 10 MLS", ",", AEAD.Nk)`

`sender_base_key[index] = HKDF-Expand(sframe_epoch_secret, encode_big_endian(index, 4), AEAD.Nk)`

[[ OPEN ISSUE: MLS has its own "secret tree" that provides better forward secrecy properties within an epoch. (This scheme provides none.) An alternative approach would be to re-use the MLS secret tree, either directly or as a data structure. ]]

The Key ID (KID) field in the SFrame header provides the epoch and index values that are needed to generate the appropriate key from the MLS key schedule.

`KID = (sender_index << E) + (epoch % (1 << E))`

For compactness, do not send the whole epoch number. Instead, we send only its low-order E bits. The participants in the group MUST agree on the value of E for a given session, through some negotiation not specified here.
Note that $E$ effectively defines a re-ordering window, since no more than $2^E$ epoch can be active at a given time. The better the participants are in sync with regard to key roll-over, and the less reordering of SFrame-protected payloads by the network, the fewer bits of epoch are necessary.

Receivers MUST be prepared for the epoch counter to roll over, removing an old epoch when a new epoch with the same $E$ lower bits is introduced.

[[ OPEN ISSUE: There might be some considerations for new joiners. Some trial decryption might be necessary to detect whether you’re in epoch $N$ or in epoch $N + 1 \ll E$. ]]

Once an SFrame stack has been provisioned with the "sframe_epoch_secret" for an epoch, it can compute the required KIDs and "sender_base_key" values on demand, as it needs to encrypt/decrypt for a given member.

...  

Epoch 17 ++++--- index=33 --> KID = 0x211  
  |      
  --- index=51 --> KID = 0x331  

Epoch 16 ++++--- index=2 --> KID = 0x20  

Epoch 15 ++++--- index=3 --> KID = 0x3f  
  |      
  --- index=5 --> KID = 0x5f  

Epoch 14 ++++--- index=3 --> KID = 0x3e  
  |      
  --- index=7 --> KID = 0x7e  
  |      
  ++-- index=20 --> KID = 0x14e  

...  

MLS also provides an authenticated signing key pair for each participant. When SFrame uses signatures, these are the keys used to generate SFrame signatures.
3. Security Considerations

The security properties provided by MLS are discussed in detail in [I-D.ietf-mls-arch] and [I-D.ietf-mls-protocol]. This document extends those guarantees to SFrame.

It should be noted that the per-sender keys derived here do not provide per-sender authentication, since any member of the group could derive the same keys (as indeed they must in order to decrypt the protected payload). Per-sender keys are derived only to avoid nonce collision among multiple unsynchronized senders. So the authentication limitations of SFrame remain: There is per-sender authentication only when signatures are used. Otherwise, SFrame only authenticates membership in the group, and members are free to impersonate each other.

4. IANA Considerations

This document makes no request of IANA.
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Abstract

RTP Media Chains usually rely on piping encoder output directly to packetizers. Media packetization formats often support a specific codec format and optimize RTP packets generation accordingly.

With the development of Selective Forward Unit (SFU) solutions, that do not process media content server side, the need for media content processing at the origin and at the destination has arised.

RTP Media Chains used e.g. in WebRTC solutions are increasingly relying on application-specific transforms that sit in-between encoder and packetizer on one end and in-between depacketizer and decoder on the other end. This use case has become so important, that the W3C is standardizing the capacity to access encoded content with the [WebRTCInsertableStreams] API proposal. An extremely popular use case is application level end-to-end encryption of media content, using for instance [SFrame].

Whatever the modification applied to the media content, RTP packetizers can no longer expect to use packetization formats that mandate media content to be in a specific codec format.

In the extreme cases like encryption, where the RTP Payload is made completely opaque to the SFUs, some extra mechanism must also be added for them to be able to route the packets without depending on RTP payload or payload headers.

The traditional process of creating a new RTP Payload specification per content would not be practical as we would need to make a new one for each codec-transform pair.

This document describes a solution, which provides the following features in the case the encoded content has been modified before reaching the packetizer: - a payload agnostic RTP packetization format that can be used on any media content, - a negotiation
mechanism for the above format and the inner payload. Both of the above mechanisms are backward compatible with most of (S)RTP/RTCP mechanisms used for bandwidth estimation and congestion control in RTP/SRTP/webrtc, including but not limited to SSRC, RED, FEC, RTX, NACK, SR/RR, REMB, transport-wide-CC, TMBR, .... It as illustrated by existing implementations in chrome, safari, and Medooze.

This document also describes a solution to allow SFUs to continue performing packet routing on top of this generic RTP packetization format.

This document complements the SFrame (media encryption), and Dependency Descriptor (AV1 payload annex) documents to provide an End-to-End-Encryption solution that would sit on top of SRTP/Webrtc, use SFUs on the media back-end, and leverage W3C APIs in the browser. A high level description of such system will be provided as an informational I-D in the SFrame WG and then cited here.

Status of This Memo

This Internet-Draft is submitted in full conformance with the provisions of BCP 78 and BCP 79.

Internet-Drafts are working documents of the Internet Engineering Task Force (IETF). Note that other groups may also distribute working documents as Internet-Drafts. The list of current Internet-Drafts is at https://datatracker.ietf.org/drafts/current/.

Internet-Drafts are draft documents valid for a maximum of six months and may be updated, replaced, or obsoleted by other documents at any time. It is inappropriate to use Internet-Drafts as reference material or to cite them other than as "work in progress."
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1. Introduction

As per Figure 1 of [RFC7656], a Media Packetizer transforms a single Encoded Stream into one or several RTP packets. The Encoded Stream is coming straight from the Media Encoder and is expected to follow the format produced by the Media Encoder. A number of Media Packetizer formats have been designed to process a specific format produced by Media Encoder. For instance [RFC6184] is dedicated to the processing of content produced by H.264 Media Encoders, and generates packets following NALUs organization.

WebRTC applications are increasingly deploying end-to-end encryption solutions on top of RTP Media Chains. End-to-end encryption is implemented by inserting application-specific Media Transformers between Media Encoder and Media Packetizer on the sending side, and between Media Depacketizer and Media Decoder on the receiving side, as described in Figure 1 and Figure 2. To support end-to-end encryption, Media Transformers can use the [SFrame] format. In browsers, Media Transformers are implemented using...
[WebRTCInsertableStreams], for instance by injecting JavaScript code provided by web pages.

Physical Stimulus

<table>
<thead>
<tr>
<th>Media Capture</th>
</tr>
</thead>
<tbody>
<tr>
<td>Raw Stream</td>
</tr>
<tr>
<td>Media Source</td>
</tr>
<tr>
<td>Source Stream</td>
</tr>
<tr>
<td>Media Encoder</td>
</tr>
<tr>
<td>Encoded Stream</td>
</tr>
<tr>
<td>Media Transformer</td>
</tr>
<tr>
<td>Transformed Stream</td>
</tr>
<tr>
<td>Media Packetizer</td>
</tr>
<tr>
<td>Source RTP Stream</td>
</tr>
<tr>
<td>RTP-Based Security</td>
</tr>
<tr>
<td>Secured RTP Stream</td>
</tr>
<tr>
<td>Media Transport</td>
</tr>
</tbody>
</table>

NEW: application-specific transform (e.g. SFrame Encryption)
These RTP packets are sent over the wire to a receiver media chain matching the sender side, reaching the Media Depacketizer that will reconstruct the Encoded Stream before passing it to the Media Decoder.
This generic packetization does not change how the mapping between one or several encoded or dependant streams are mapped to the RTP streams or how the synchronization sources(s) (SSRC) are assigned.

Given the use of post-encoder application-specific transforms, the whole Media Chain needs to be made aware of it. This includes the sender post-transform Media Chain, Media Transport intermediaries (SFUs typically) and receiver pre-transform Media Chain.

As these transforms can alter Encoded Streams in any possible way, the use of codec-specific Media Packetizers like [RFC6184] on Transformed Stream may be suboptimal on sender side. It may also be problematic on the receiving side in case codec-specific processing is done prior the Media Transformer. Media Transport intermediaries are often looking at the Media Content itself to fuel their packet selection algorithms.

2. Goals

The objective of this document is to support inserting any application-specific transform between encoders and packetizers in the Media Chain. For that purpose, this document will: 1. Provide a generic packetization format that supports any media content (compressed audio, compressed video, encrypted content...) that allows reuse of existing RTP mechanisms in place in WebRTC applications such as RTX, RED or FEC. 2. Provide a way to negotiate use of the generic packetization format between sender and receiver, with minimum impact on existing negotiation approaches. 3. Provide a side-channel information so that network intermediaries (SFU in particular) can do their existing packet routing strategies without inspecting the media content.
3. RTP Packetization

A generic packetizer, by design, is not expected to understand the format of the media to transmit. The unit used by the packetizer to do processing is called a frame in the remainder of the document.

It is the responsibility of the application using the packetizer to group media content in meaningful frames. In the common case of a video codec, the packetizer frame is the frame in byte format (h264 annex b for example) generated by the encoder.

If the application wants to transform encoded content, the application needs to split the encoded content into frames prior the transform. Each frame is then transformed independently, for instance encrypted using [SFrame]. The content of each transformed frame is then processed by the packetizer.

In the case of a video codec supporting spatial scalability, each spatial layer MUST be split in its own frame by the application before passing it to the packetizer.

When the packetizer receives a frame from the application, it MUST fragment the frame content in multiple RTP packets to ensure packets do not exceed the network maximum transmission unit. The content of the frame will be treated as a binary blob by the packetizer, so the decision about the boundaries of each fragment is decided arbitrarily by the packetizer. The packetizer or any relaying server MUST NOT modify the frame content and concatenating the RTP payload of the RTP packets for each frame MUST produce the exact binary content of the input frame content.

The marker bit of each RTP packet in a frame MUST be set according to the audio and video profiles specified in [RFC3551].

The spatial layer frames are sent in ascending order, with the same RTP timestamp, and only the last RTP packet of the last spatial layer frame will have the marker bit set to 1.

4. Payload Multiplexing

In order to reduce the number of payload type in the SDP exchange, a single payload type code for the generic packetization can be used for all negotiated media formats. That requires to identify the original payload type code of the frame negotiated media format, called the associated payload type (APT) hereunder. The APT value is the payload type code of the associated format passed to the generic Media Packetizer before any transformation is applied.
The APT value is sent in a dedicated header extension. The payload of this header extension can be encoded using either the one-byte or two-byte header defined in [RFC5285]. Figures 3 and 4 show examples with each one of these examples.

```
  0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-
| ID | len=0 | S | APT |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-
```

Figure 3: Frame Associated Payload Type Encoding Using the One-Byte Header Format

```
  0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-
| ID     | len=1 | S | APT | 0 (pad) |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-
```

Figure 4: Frame Associated Payload Type Encoding Using the Two-Byte Header Format

The APT value is the associated payload type value. The S bit indicates if the media stream can be forwarded safely starting from this RTP packet. Typically, it will be set to 1 on the first RTP packet of an intra video frame and in all RTP audio packets.

Receivers MUST be ready to receive RTP packets with different associated payload types in the same way they would receive different payload type codes on the RTP packets.

The URI for declaring this header extension in an extmap attribute is "urn:ietf:params:rtp-hdrext:associated-payload-type".

5. SDP Negotiation

To use the RTP generic packetization, the SDP Offer/Answer exchange MUST negotiate: - The payload type of the negotiated codec format - The generic payload type - The associated payload type header extension

Only the negotiated payload types are allowed to be used as associated payload types. Figure 5 illustrates a SDP that negotiates exchange of video using either VP8 or VP9 codecs with the possibility to use the generic packetization. In this example, RTX is also negotiated and will be applied normally on each associated payload type.
6. SFU Packet Selection

SFUs need to have a basic understanding of each frame they receive so they can decide to forward it or not and to which endpoint. They might need similar information to support media content recording. This information is either generic to a group of frame (called a stream hereafter) or specific to each frame.

The information is transmitted as a RTP header extension as the RTP packet payload should be treated as opaque by the SFU. This is especially necessary if the payload is end-to-end encrypted. The amount of information should be limited to what is strictly necessary to the SFU task since it is not always as trusted as individual peers.

For audio, configuration information such as Opus TOC might be useful. For video, configuration information might include: - Stream configuration information: resolution, quality, frame rate... - Codec specific configuration information: codec profile like profile_idc... - Frame specific information: whether the stream is decodable when starting from this frame, whether the frame is skippable...

For video content, this information can be sent using a Dependency Descriptor header extension. In that case, the first RTP packet of
the frame will have its start_of_frame equal to 1 and the last packet will have its end_of_frame equal to 1.

7. Redundancy Techniques Considerations

The solution described in this document is expected to integrate well with the existing RTP ecosystem. This section describes how the generic packetizer can be used jointly with existing techniques that allow to mitigate unreliable transports.

7.1. Retransmission Techniques

[RFC4588] defines a retransmission payload format (RTX) that can be used in case of packet loss. As defined in [RFC4588], RTX is able to handle any payload format, including the format described in this document. Given RTX preserves both RTP packet payload and headers, the receiver will be able to identify the payload type of the recovered packet and whether generic packetization is used. RTX will also allow recovering RTP header extensions that convey information on the media content itself.

7.2. Forward Error Correction (FEC) Techniques

FEC is another technique used in RTP Media Chains to protect media content against packet loss. [RFC5109] defines such a payload format used to transmit FEC for specific packets protection.

FEC may protect some parts of the media content more than others. For instance, intra video frame encoded data or important network abstraction layer units (NALUs) like SPS/PPS may be more protected. With a post-encoder transform and the use of a generic packetization, the granularity of the recovery mechanism is no longer at the NALU level but at the level of the frame generated by the post-encoder transform. In case a SVC codec is used, each spatial layer will be processed as an independent frame. In that case, base layers can be protected more heavily than higher resolution layers.

7.3. Redundant Audio Data Techniques

As defined in [RFC7656] RTP-based redundancy is defined here as a transformation that generates redundant or repair packets sent out as a Redundancy RTP Stream to mitigate Network Transport impairments, like packet loss and delay.

[RFC2198] defines a payload format for sending the same audio data encoded multiple times at different quality levels. This allows to use a lower quality encoding of the audio data, should the higher quality encoding of the audio data is lost during the transmission.
If a Media Transformation is in use, both the primary and redundant encoding must be transformed independently and the redundant packet created normally. As the RTP headers present in the redundant packet are only applicable to the primary encoding, if the payload type for a redundant encoding block is mapped to the generic packetizer, the value of the associated payload type for the primary encoding is applied to the redundant encoding block as well.

8. Alternatives

Various alternatives can be used to implement and negotiate generic packetization. This section describes a few additional alternatives. This section is to be removed before finalization of the document.

8.1. Generic Packetization With In-Payload APT

Instead of using a RTP header extension to convey the APT value, it is prepended in the RTP payload itself. As the value cannot change for a whole frame, its value is prepended to the first packet generated of the frame only. This removes the need to negotiate a dedicated header extension, but may require the SFU to update the payload when sending or recording content.

8.2. A Payload Type for Generic Packetization AND Media Format

The payload type is negotiated in the SDP so as to identify both the negotiated codec format and the generic packetization use. There is no network cost but this increases the number of payload types used in the SDP.
A variation of this approach is to consider defining generic payload types, each of them having an identified codec format.
8.3. A RTP Header To Choose Packetization

A RTP header extension can be used to flag content as opaque so that the receiver knows whether to use or not the generic packetization. As for the API header extension, the RTP header extension may not need to be sent for every packet, it could for instance be sent for the first packet of every intra video frame. The main advantage of this approach is the reduced impact on SDP negotiation.

```
m=video 9 UDP/TLS/RTP/SAVPF 96 97 98 99 100 101
c=IN IP4 0.0.0.0
a=rtcp:9 IN IP4 0.0.0.0
a=setup:actpass
a=mid:1
a=extmap:1 urn:ietf:params:rtp-hdrext:sdes:mid
a=sendrecv
a=rtpmap:96 vp9/90000
a=rtpmap:97 vp8/90000
a=rtpmap:98 rtx/90000
a=fmtp:98 apt=96
a=rtpmap:99 rtx/90000
a=fmtp:99 apt=97
```

9. Security Considerations

RTP packets using the payload format defined in this specification are subject to the general security considerations discussed in [RFC3550]. It is not expected that the proposed solutions (generic packetization and header extension) presented in this document can create new security threats. The use and implementation of RTP Media Chains containing Media Transformers needs to be done carefully. It is important to refer to the security considerations discussed in [SFrame] and [WebRTCInsertableStreams]. In particular Media Transformers on the receiver side need to be prepared to receive arbitrary content, like decoders already do. Similarly, since Media Transformers can be implemented as JavaScript in browsers, RTP Packetizers should be prepared to receive arbitrary content.
10. IANA Considerations

Two new media subtypes have been registered with IANA, as described in this section.

10.1. Registration of audio/generic

Type name: audio
Subtype name: generic
Required parameters: none
Optional parameters: none

Encoding considerations: This format is framed (see Section 4.8 in the template document) and contains binary data.

Security considerations: TBD.

Interoperability considerations: TBD
Published specification: TBD.
Applications that use this media type: TBD.
Additional information: none

Intended usage: COMMON
Restrictions on usage: TBD

Author:
Change controller:

11. Registration of video/generic

Type name: video
Subtype name: generic
Required parameters: none
Optional parameters: none

Encoding considerations: This format is framed (see Section 4.8 in the template document) and contains binary data.
Security considerations: TBD.

Interoperability considerations: TBD

Published specification: TBD.

Applications that use this media type: TBD.

Additional information: none

Intended usage: COMMON

Restrictions on usage: TBD

Author:

Change controller:
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Abstract

This document describes the Secure Frame (SFrame) end-to-end encryption and authentication mechanism for media frames in a multiparty conference call, in which central media servers (SFUs) can access the media metadata needed to make forwarding decisions without having access to the actual media. The proposed mechanism differs from other approaches through its use of media frames as the encryptable unit, instead of individual RTP packets, which makes it more bandwidth efficient and also allows use with non-RTP transports.
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1. Introduction

Modern multi-party video call systems use Selective Forwarding Unit (SFU) servers to efficiently route RTP streams to call endpoints based on factors such as available bandwidth, desired video size, codec support, and other factors. In order for the SFU to work properly though, it needs to be able to access RTP metadata and RTCP feedback messages, which is not possible if all RTP/RTCP traffic is end-to-end encrypted.

As such, two layers of encryptions and authentication are required:
1- Hop-by-hop (HBH) encryption of media, metadata, and feedback messages between the the endpoints and SFU
2- End-to-end (E2E) encryption of media between the endpoints

While DTLS-SRTP can be used as an efficient HBH mechanism, it is inherently point-to-point and therefore not suitable for a SFU context. In addition, given the various scenarios in which video calling occurs, minimizing the bandwidth overhead of end-to-end encryption is also an important goal.

This document proposes a new end-to-end encryption mechanism known as SFrame, specifically designed to work in group conference calls with SFUs.

```
+----------------+-----------------+----------------+----------------+----------------+----------------+--------------------+
| V=2 | P | X | CC | M | PT | sequence number |
+----------------+-----------------+----------------+----------------+----------------+----------------+--------------------+
| timestamp      |
+----------------+----------------+----------------+----------------+----------------+----------------+--------------------+
| synchronization source (SSRC) identifier |
| =+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=+=|
| contributing source (CSRC) identifiers |
| ... |
+----------------+----------------+----------------+----------------+----------------+----------------+--------------------+
| RTP extension(s) (OPTIONAL) |
+----------------+----------------+----------------+----------------+----------------+----------------+--------------------+
| payload header | payload ... |
+----------------+----------------+----------------+----------------+----------------+----------------+--------------------+
:                 :                        :     authentication tag     :    |
+----------------+----------------+----------------+----------------+----------------+----------------+--------------------+
++ Encrypted Portion* Authentic Portion +--+
```

SRTP packet format
2. Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in BCP 14 [RFC2119] [RFC8174] when, and only when, they appear in all capitals, as shown here.

SFU: Selective Forwarding Unit (AKA RTP Switch)

IV: Initialization Vector

MAC: Message Authentication Code

E2EE: End to End Encryption

HBH: Hop By Hop

KMS: Key Management System

3. Goals

SFrame is designed to be a suitable E2EE protection scheme for conference call media in a broad range of scenarios, as outlined by the following goals:

1. Provide an secure E2EE mechanism for audio and video in conference calls that can be used with arbitrary SFU servers.

2. Decouple media encryption from key management to allow SFrame to be used with an arbitrary KMS.

3. Minimize packet expansion to allow successful conferencing in as many network conditions as possible.

4. Independence from the underlying transport, including use in non-RTP transports, e.g., WebTransport.

5. When used with RTP and its associated error resilience mechanisms, i.e., RTX and FEC, require no special handling for RTX and FEC packets.

6. Minimize the changes needed in SFU servers.

7. Minimize the changes needed in endpoints.

8. Work with the most popular audio and video codecs used in conferencing scenarios.
4. SFrame

We propose a frame level encryption mechanism that provides effective end-to-end encryption, is simple to implement, has no dependencies on RTP, and minimizes encryption bandwidth overhead. Because SFrame encrypts the full frame, rather than individual packets, bandwidth overhead is reduced by having a single IV and authentication tag for each media frame.

Also, because media is encrypted prior to packetization, the encrypted frame is packetized using a generic RTP packetizer instead of codec-dependent packetization mechanisms. With this move to a generic packetizer, media metadata is moved from codec-specific mechanisms to a generic frame RTP header extension which, while visible to the SFU, is authenticated end-to-end. This extension includes metadata needed for SFU routing such as resolution, frame beginning and end markers, etc.

The generic packetizer splits the E2E encrypted media frame into one or more RTP packets and adds the SFrame header to the beginning of the first packet and an auth tag to the end of the last packet.
The E2EE keys used to encrypt the frame are exchanged out of band using a secure E2EE channel.
4.1. SFrame Format

```
+------------+------------------------------------------+^+  
|S|LEN|X|KID |         Frame Counter                    | |
+^+------------+------------------------------------------+ |

Encrypted Frame

+^+                                                +^+  
|                 Authentication Tag                | |
+-------------------------------------------------------+ |

+----+Encrypted Portion            Authenticated Portion+---+
```

4.2. SFrame Header

Since each endpoint can send multiple media layers, each frame will have a unique frame counter that will be used to derive the encryption IV. The frame counter must be unique and monotonically increasing to avoid IV reuse.

As each sender will use their own key for encryption, so the SFrame header will include the key id to allow the receiver to identify the key that needs to be used for decrypting.

Both the frame counter and the key id are encoded in a variable length format to decrease the overhead, so the first byte in the Sframe header is fixed and contains the header metadata with the following format:

```
0 1 2 3 4 5 6 7
+-------------+
|S|LEN |X|K |
+-------------+
SFrame header metadata
```

Signature flag (S): 1 bit This field indicates the payload contains a signature if set. Counter Length (LEN): 3 bits This field indicates the length of the CTR fields in bytes. Extended Key Id Flag (X): 1
bit Indicates if the key field contains the key id or the key length.
Key or Key Length: 3 bits This field contains the key id (KID) if the X flag is set to 0, or the key length (KLEN) if set to 1.

If X flag is 0 then the KID is in the range of 0-7 and the frame counter (CTR) is found in the next LEN bytes:

```
  0 1 2 3 4 5 6 7
+++++++-+---------------------------+---------------------------+
|S|LEN |0| KID |   CTR... (length=LEN)    |
+++++++-+---------------------------+---------------------------+
```

Key id (KID): 3 bits The key id (0-7). Frame counter (CTR): (Variable length) Frame counter value up to 8 bytes long.

If X flag is 1 then KLEN is the length of the key (KID), that is found after the SFrame header metadata byte. After the key id (KID), the frame counter (CTR) will be found in the next LEN bytes:

```
  0 1 2 3 4 5 6 7
+++++++-+---------------------------+---------------------------+
|S|LEN |1|KLEN |   KID... (length=KLEN)    |   CTR... (length=LEN)    |
+++++++-+---------------------------+---------------------------+
```

Key length (KLEN): 3 bits The key length in bytes. Key id (KID): (Variable length) The key id value up to 8 bytes long. Frame counter (CTR): (Variable length) Frame counter value up to 8 bytes long.

### 4.3. Encryption Schema

#### 4.3.1. Key Derivation

Each client creates a 32 bytes secret key K and share it with with other participants via an E2EE channel. From K, we derive 3 secrets:

1- Salt key used to calculate the IV

```
Key = HKDF(K, 'SFrameSaltKey', 16)
```

2- Encryption key to encrypt the media frame

```
Key = HKDF(K, 'SFrameEncryptionKey', 16)
```

3- Authentication key to authenticate the encrypted frame and the media metadata

```
Key = HKDF(K, 'SFrameAuthenticationKey', 32)
```
The IV is 128 bits long and calculated from the CTR field of the Frame header:

IV = CTR XOR Salt key

4.3.2. Encryption

After encoding the frame and before packetizing it, the necessary media metadata will be moved out of the encoded frame buffer, to be used later in the RTP generic frame header extension. The encoded frame, the metadata buffer and the frame counter are passed to SFrame encryptor. The encryptor constructs SFrame header using frame counter and key id and derive the encryption IV. The frame is encrypted using the encryption key and the header, encrypted frame, the media metadata and the header are authenticated using the authentication key. The authentication tag is then truncated (If supported by the cipher suite) and prepended at the end of the ciphertext.

The encrypted payload is then passed to a generic RTP packetized to construct the RTP packets and encrypts it using SRTP keys for the HBH encryption to the media server.
4.3.3. Decryption

The receiving clients buffer all packets that belongs to the same frame using the frame beginning and ending marks in the generic RTP frame header extension, and once all packets are available, it passes it to Frame for decryption. SFrame maintains multiple decryptor objects, one for each client in the call. Initially the client might
not have the mapping between the incoming streams the user’s keys, in this case SFrame tries all unmapped keys until it finds one that passes the authentication verification and use it to decrypt the frame. If the client has the mapping ready, it can push it down to SFrame later.

The KeyId field in the SFrame header is used to find the right key for that user, which is incremented by the sender when they switch to a new key.

For frames that are failed to decrypt because there is not key available yet, SFrame will buffer them and retries to decrypt them once a key is received.

4.3.4. Duplicate Frames

Unlike messaging application, in video calls, receiving a duplicate frame doesn’t necessary mean the client is under a replay attack, there are other reasons that might cause this, for example the sender might just be sending them in case of packet loss. SFrame decryptors use the highest received frame counter to protect against this. It allows only older frame pithing a short interval to support out of order delivery.

4.3.5. Key Rotation

Because the E2EE keys could be rotated during the call when people join and leave, these new keys are exchanged using the same E2EE secure channel used in the initial key negotiation. Sending new fresh keys is an expensive operation, so the key management component might chose to send new keys only when other clients leave the call and use hash ratcheting for the join case, so no need to send a new key to the clients who are already on the call. SFrame supports both modes

4.3.5.1. Key Ratcheting

When SFrame decryptor fails to decrypt one of the frames, it automatically ratches the key forward and retries again until one ratchet succeed or it reaches the maximum allowed ratcheting window. If a new ratchet passed the decryption, all previous ratchets are deleted.

\[ K(i) = HKDF(K(i-1), 'SFrameRatchetKey', 32) \]
4.3.5.2. New Key

SFrame will set the key immediately on the decrpyts when it is received and destroys the old key material, so if the key manager sends a new key during the call, it is recommended not to start using it immediately and wait for a short time to make sure it is delivered to all other clients before using it to decrease the number of decryption failure. It is up to the application and the key manager to define how long this period is.

4.4. Authentication

Every client in the call knows the secret key for all other clients so it can decrypt their traffic, it also means a malicious client can impersonate any other client in the call by using the victim key to encrypt their traffic. This might not be a problem for consumer application where the number of clients in the call is small and users know each others, however for enterprise use case where large conference calls are common, an authentication mechanism is needed to protect against malicious users. This authentication will come with extra cost.

Adding a digital signature to each encrypted frame will be an overkill, instead we propose adding signature over multiple frames.

The signature is calculated by concatenating the authentication tags of the frames that the sender wants to authenticate (in reverse sent order) and signing it with the signature key. Signature keys are exchanged out of band along the encryption keys.

Signature = \text{Sign}(Key, \text{AuthTag(Frame N)} || \text{AuthTag(Frame N-1)} || ... || \text{AuthTag(Frame N-M)})

The authentication tags for the previous frames covered by the signature and the signature itself will be appended at end of the frame, after the current frame authentication tag, in the same order that the signature was calculated, and the SFrame header metadata signature bit (S) will be set to 1.
Encrypted Frame with Signature

Note that the authentication tag for the current frame will only authenticate the SFrame header and the encrypted payload, not the signature nor the previous frames’ authentication tags (N-1 to N-M) used to calculate the signature.

The last byte (NUM) after the authentication tag list and before the signature indicates the number of the authentication tags from previous frames present in the current frame. All the authentications tags MUST have the same size, which MUST be equal to the authentication tag size of the current frame. The signature is fixed size depending on the signature algorithm used (for example, 64 bytes for Ed25519).

The receiver has to keep track of all the frames received but yet not verified, by storing the authentication tags of each received frame. When a signature is received, the receiver will verify it with the signature key associated to the key id of the frame the signature was sent in. If the verification is successful, the received will mark the frames as authenticated and remove them from the list of the not verified frames. It is up to the application to decide what to do when signature verification fails.
When using SVC, the hash will be calculated over all the frames of the different spatial layers within the same superframe/picture. However the SFU will be able to drop frames within the same stream (either spatial or temporal) to match target bitrate.

If the signature is sent on a frame which layer that is dropped by the SFU, the receiver will not receive it and will not be able to perform the signature of the other received layers.

An easy way of solving the issue would be to perform signature only on the base layer or take into consideration the frame dependency graph and send multiple signatures in parallel (each for a branch of the dependency graph).

In case of simulcast or K-SVC, each spatial layer should be authenticated with different signatures to prevent the SFU to discard frames with the signature info.

In any case, it is possible that the frame with the signature is lost or the SFU drops it, so the receiver MUST be prepared to not receive a signature for a frame and remove it from the pending to be verified list after a timeout.

4.5. Ciphersuites

4.5.1. SFrame

Each SFrame session uses a single ciphersuite that specifies the following primitives:

- A hash function. This is used for the Key derivation and frame hashes for signature. We recommend using SHA256 hash function.

- An AEAD encryption algorithm [RFC5116]. While any AEAD algorithm can be used to encrypt the frame, we recommend using algorithms with safe MAC truncation like AES-CTR and HMAC to reduce the per-frame overhead. In this case we can use 80 bits MAC for video frames and 32 bits for audio frames similar to DTLS-SRTP cipher suites:
  1- AES_CM_128_HMAC_SHA256_80
  2- AES_CM_128_HMAC_SHA256_32

- [Optional] A signature algorithm. If signature is supported, we recommend using ed25519
4.5.2. DTLS-SRTP

SRTP is used as an HBH encryption, since the media payload is already encrypted, and SRTP only protects the RTP headers, one implementation could use 4 bytes outer auth tag to decrease the overhead, however it is up to the application to use other ciphers like AES-128-GCM with full authentication tag.

5. Key Management

SFrame must be integrated with an E2EE key management framework to exchange and rotate the encryption keys. This framework will maintain a group of participant endpoints who are in the call. At call setup time, each endpoint will create a fresh key material and optionally signing key pair for that call and encrypt the key material and the public signing key to every other endpoints. They encrypted keys are delivered by the messaging delivery server using a reliable channel.

The KMS will monitor the group changes, and exchange new keys when necessary. It is up to the application to define this group, for example one application could have ephemeral group for every call and keep rotating key when end points joins or leave the call, while another application could have a persisted group that can be used for multiple calls and exchange keys with all group endpoints for every call.

When a new key material is created during the call, we recommend not to start using it immediately in SFrame to give time for the new keys to be delivered. If the application supports delivery receipts, it can be used to track if the key is delivered to all other endpoints on the call before using it.

Keys must have a sequential id starting from 0 and incremented every time a new key is generated for this endpoint. The key id will be added in the SFrame header during encryption, so the recipient know which key to use for the decryption.

5.1. MLS-SFrame

While any other E2EE KMS can be used with SFrame, there is a big advantage if it is used with [MLSARCH] which natively supports very large groups efficiently. When [MLSPROTO] is used, the endpoints keys (AKA Application secret) can be used directly for SFrame without the need to exchange separate key material. The application secret is rotated automatically by [MLSPROTO] when group membership changes.
6. Media Considerations

6.1. SFU

Selective Forwarding Units (SFUs) as described in https://tools.ietf.org/html/rfc7667#section-3.7 receives the RTP streams from each participant and selects which ones should be forwarded to each of the other participants. There are several approaches about how to do this stream selection but in general, in order to do so, the SFU needs to access metadata associated to each frame and modify the RTP information of the incoming packets when they are transmitted to the received participants.

This section describes how this normal SFU modes of operation interacts with the E2EE provided by SFrame

6.1.1. LastN and RTP stream reuse

The SFU may choose to send only a certain number of streams based on the voice activity of the participants. To reduce the number of SDP O/A required to establish a new RTP stream, the SFU may decide to reuse previously existing RTP sessions or even pre-allocate a predefined number of RTP streams and choose in each moment in time which participant media will be sending through it. This means that in the same RTP stream (defined by either SSRC or MID) may carry media from different streams of different participants. As different keys are used by each participant for encoding their media, the receiver will be able to verify which is the sender of the media coming within the RTP stream at any given point if time, preventing the SFU trying to impersonate any of the participants with another participant’s media. Note that in order to prevent impersonation by a malicious participant (not the SFU) usage of the signature is required. In case of video, the a new signature should be started each time a key frame is sent to allow the receiver to identify the source faster after a switch.

6.1.2. Simulcast

When using simulcast, the same input image will produce N different encoded frames (one per simulcast layer) which would be processed independently by the frame encryptor and assigned an unique counter for each.

6.1.3. SVC

In both temporal and spatial scalability, the SFU may choose to drop layers in order to match a certain bitrate or forward specific media sizes or frames per second. In order to support it, the sender MUST
encode each spatial layer of a given picture in a different frame. That is, an RTP frame may contain more than one SFrame encrypted frame with an incrementing frame counter.

6.2. Video Key Frames

Forward and Post-Compromise Security requires that the e2ee keys are updated anytime a participant joins/leave the call.

The key exchange happens async and on a different path than the SFU signaling and media. So it may happen that when a new participant joins the call and the SFU side requests a key frame, the sender generates the e2ee encrypted frame with a key not known by the receiver, so it will be discarded. When the sender updates his sending key with the new key, it will send it in a non-key frame, so the receiver will be able to decrypt it, but not decode it.

Receiver will re-request an key frame then, but due to sender and sfu policies, that new key frame could take some time to be generated.

If the sender sends a key frame when the new e2ee key is in use, the time required for the new participant to display the video is minimized.

6.3. Partial Decoding

Some codes support partial decoding, where it can decrypt individual packets without waiting for the full frame to arrive, with SFrame this won’t be possible because the decoder will not access the packets until the entire frame is arrived and decrypted.

7. Overhead

The encryption overhead will vary between audio and video streams, because in audio each packet is considered a separate frame, so it will always have extra MAC and IV, however a video frame usually consists of multiple RTP packets. The number of bytes overhead per frame is calculated as the following 1 + FrameCounter length + 4 The constant 1 is the SFrame header byte and 4 bytes for the HBH authentication tag for both audio and video packets.

7.1. Audio

Using three different audio frame durations 20ms (50 packets/s) 40ms (25 packets/s) 100ms (10 packets/s) Up to 3 bytes frame counter (3.8 days of data for 20ms frame duration) and 4 bytes fixed MAC length.
7.2. Video

The per-stream overhead bits per second as calculated for the following video encodings: 30fps@1000Kbps (4 packets per frame) 30fps@512Kbps (2 packets per frame) 15fps@200Kbps (2 packets per frame) 7.5fps@30Kbps (1 packet per frame) Overhead bps = (Counter length + 1 + 4) * 8 * fps

<table>
<thead>
<tr>
<th>Counter len</th>
<th>Frames</th>
<th>Overhead bps@30fps</th>
<th>Overhead bps@15fps</th>
<th>Overhead <a href="mailto:bps@7.5fps">bps@7.5fps</a></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0-255</td>
<td>1440</td>
<td>1440</td>
<td>720</td>
</tr>
<tr>
<td>2</td>
<td>256 - 65K</td>
<td>1680</td>
<td>1680</td>
<td>840</td>
</tr>
<tr>
<td>3</td>
<td>56K - 16M</td>
<td>1920</td>
<td>1920</td>
<td>960</td>
</tr>
<tr>
<td>4</td>
<td>16M - 4B</td>
<td>2160</td>
<td>2160</td>
<td>1080</td>
</tr>
</tbody>
</table>

7.3. SFrame vs PERC-lite

[PERC] has significant overhead over SFrame because the overhead is per packet, not per frame, and OHB (Original Header Block) which duplicates any RTP header/extension field modified by the SFU. [PERCLITE] <https://mailarchive.ietf.org/arch/msg/perc/SB0qMHWz6EsDtz3y1EXOHwp5IEY/> is slightly better because it doesn’t use the OHB anymore, however it still does per packet encryption using SRTP. Below the the overhead in [PERCLITE] implemented by Cosmos Software which uses extra 11 bytes per packet to preserve the PT, SEQ_NUM, TIME_STAMP and SSRC fields in addition to the extra MAC tag per packet.

OverheadPerPacket = 11 + MAC length Overhead bps = PacketPerSecond * OverheadPerPacket * 8

Similar to SFrame, we will assume the HBH authentication tag length will always be 4 bytes for audio and video even though it is not the case in this [PERCLITE] implementation.
### 7.3.1. Audio

<table>
<thead>
<tr>
<th>Overhead bps@20ms</th>
<th>Overhead bps@40ms</th>
<th>Overhead bps@100ms</th>
</tr>
</thead>
<tbody>
<tr>
<td>6000</td>
<td>3000</td>
<td>1200</td>
</tr>
</tbody>
</table>

### 7.3.2. Video

<table>
<thead>
<tr>
<th>Overhead bps@30fps (4 packets per frame)</th>
<th>Overhead bps@15fps (2 packets per frame)</th>
<th>Overhead <a href="mailto:bps@7.5fps">bps@7.5fps</a> (1 packet per frame)</th>
</tr>
</thead>
<tbody>
<tr>
<td>14400</td>
<td>7200</td>
<td>3600</td>
</tr>
</tbody>
</table>

For a conference with a single incoming audio stream (@ 50 pps) and 4 incoming video streams (@200 Kbps), the savings in overhead is $34800 - 9600 = \sim 25$ Kbps, or \sim 3%.

### 8. Security Considerations

#### 8.1. Key Management

Key exchange mechanism is out of scope of this document, however every client MUST change their keys when new clients joins or leaves the call for "Forward Secrecy" and "Post Compromise Security".

#### 8.2. Authentication tag length

The cipher suites defined in this draft use short authentication tags for encryption, however it can easily support other ciphers with full authentication tag if the short ones are proved insecure.

### 9. IANA Considerations

This document makes no requests of IANA.
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Abstract
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1. Introduction

Modern multi-party video call systems use Selective Forwarding Unit (SFU) servers to efficiently route RTP streams to call endpoints based on factors such as available bandwidth, desired video size, codec support, and other factors. In order for the SFU to work properly though, it needs to be able to access RTP metadata and RTCP feedback messages, which is not possible if all RTP/RTCP traffic is end-to-end encrypted.

As such, two layers of encryptions and authentication are required:

1. Hop-by-hop (HBH) encryption of media, metadata, and feedback messages between the the endpoints and SFU

2. End-to-end (E2E) encryption of media between the endpoints

While DTLS-SRTP can be used as an efficient HBH mechanism, it is inherently point-to-point and therefore not suitable for a SFU context. In addition, given the various scenarios in which video calling occurs, minimizing the bandwidth overhead of end-to-end encryption is also an important goal.

This document proposes a new end-to-end encryption mechanism known as SFrame, specifically designed to work in group conference calls with SFUs.
2. Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in BCP 14 [RFC2119] [RFC8174] when, and only when, they appear in all capitals, as shown here.

SFU: Selective Forwarding Unit (AKA RTP Switch)

IV: Initialization Vector

MAC: Message Authentication Code

E2EE: End to End Encryption

HBH: Hop By Hop

KMS: Key Management System

3. Goals

SFrame is designed to be a suitable E2EE protection scheme for conference call media in a broad range of scenarios, as outlined by the following goals:
1. Provide an secure E2EE mechanism for audio and video in conference calls that can be used with arbitrary SFU servers.

2. Decouple media encryption from key management to allow SFrame to be used with an arbitrary KMS.

3. Minimize packet expansion to allow successful conferencing in as many network conditions as possible.

4. Independence from the underlying transport, including use in non-RTP transports, e.g., WebTransport.

5. When used with RTP and its associated error resilience mechanisms, i.e., RTX and FEC, require no special handling for RTX and FEC packets.

6. Minimize the changes needed in SFU servers.

7. Minimize the changes needed in endpoints.

8. Work with the most popular audio and video codecs used in conferencing scenarios.

4. SFrame

We propose a frame level encryption mechanism that provides effective end-to-end encryption, is simple to implement, has no dependencies on RTP, and minimizes encryption bandwidth overhead. Because SFrame encrypts the full frame, rather than individual packets, bandwidth overhead is reduced by having a single IV and authentication tag for each media frame.

Also, because media is encrypted prior to packetization, the encrypted frame is packetized using a generic RTP packetizer instead of codec-dependent packetization mechanisms. With this move to a generic packetizer, media metadata is moved from codec-specific mechanisms to a generic frame RTP header extension which, while visible to the SFU, is authenticated end-to-end. This extension includes metadata needed for SFU routing such as resolution, frame beginning and end markers, etc.

The generic packetizer splits the E2E encrypted media frame into one or more RTP packets and adds the SFrame header to the beginning of the first packet and an auth tag to the end of the last packet.
The E2EE keys used to encrypt the frame are exchanged out of band using a secure E2EE channel.
4.1. SFrame Format

```
+------------+------------------------------------------+^+
|S|LEN|X|KID |         Frame Counter                    |
|   |   |   |     |                  Encrypted Frame                      |
+                                +-------------------------------------------------------+^+
|                   Authentication Tag                    |
+-------------------------------------------------------+ +----+Encrypted Portion            Authenticated Portion+---+
```

4.2. SFrame Header

Since each endpoint can send multiple media layers, each frame will have a unique frame counter that will be used to derive the encryption IV. The frame counter must be unique and monotonically increasing to avoid IV reuse.

As each sender will use their own key for encryption, so the SFrame header will include the key id to allow the receiver to identify the key that needs to be used for decrypting.

Both the frame counter and the key id are encoded in a variable length format to decrease the overhead. The length is up to 8 bytes and is represented in 3 bits in the SFrame header: 000 represents a length of 1, 001 a length of 2... The first byte in the SFrame header is fixed and contains the header metadata with the following format:

```
0 1 2 3 4 5 6 7
+----------------+
R|LEN  |X|  K  |
+----------------+
```

SFrame header metadata

Reserved (R): 1 bit This field MUST be set to zero on sending, and MUST be ignored by receivers. Counter Length (LEN): 3 bits This field indicates the length of the CTR fields in bytes (1-8).

Extended Key Id Flag (X): 1 bit Indicates if the key field contains
the key id or the key length. Key or Key Length: 3 bits This field contains the key id (KID) if the X flag is set to 0, or the key length (KLEN) if set to 1.

If X flag is 0 then the KID is in the range of 0-7 and the frame counter (CTR) is found in the next LEN bytes:

```
0 1 2 3 4 5 6 7
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-
|R|LEN |0| KID |   CTR... (length=LEN)   |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
```

Frame counter byte length (LEN): 3bits The frame counter length in bytes (1-8). Key id (KID): 3 bits The key id (0-7). Frame counter (CTR): (Variable length) Frame counter value up to 8 bytes long.

If X flag is 1 then KLEN is the length of the key (KID), that is found after the SFrame header metadata byte. After the key id (KID), the frame counter (CTR) will be found in the next LEN bytes:

```
0 1 2 3 4 5 6 7
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-
|R|LEN |1|KLEN |   KID... (length=KLEN)   |   CTR... (length=LEN)   |
+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+-+
```

Frame counter byte length (LEN): 3bits The frame counter length in bytes (1-8). Key length (KLEN): 3 bits The key length in bytes (1-8). Key id (KID): (Variable length) The key id value up to 8 bytes long. Frame counter (CTR): (Variable length) Frame counter value up to 8 bytes long.

4.3. Encryption Schema

SFrame encryption uses an AEAD encryption algorithm and hash function defined by the ciphersuite in use (see Section 4.4). We will refer to the following aspects of the AEAD algorithm below:

* "AEAD.Encrypt" and "AEAD.Decrypt" - The encryption and decryption functions for the AEAD. We follow the convention of RFC 5116 [RFC5116] and consider the authentication tag part of the ciphertext produced by "AEAD.Encrypt" (as opposed to a separate field as in SRTP [RFC3711]).

* "AEAD.Nk" - The size of a key for the encryption algorithm, in bytes

* "AEAD.Nn" - The size of a nonce for the encryption algorithm, in bytes
4.3.1. Key Selection

Each SFrame encryption or decryption operation is premised on a single secret "base\_key", which is labeled with an integer KID value signaled in the SFrame header.

The sender and receivers need to agree on which key should be used for a given KID. The process for provisioning keys and their KID values is beyond the scope of this specification, but its security properties will bound the assurances that SFrame provides. For example, if SFrame is used to provide E2E security against intermediary media nodes, then SFrame keys MUST be negotiated in a way that does not make them accessible to these intermediaries.

For each known KID value, the client stores the corresponding symmetric key "base\_key". For keys that can be used for encryption, the client also stores the next counter value CTR to be used when encrypting (initially 0).

When encrypting a frame, the application specifies which KID is to be used, and the counter is incremented after successful encryption. When decrypting, the "base\_key" for decryption is selected from the available keys using the KID value in the SFrame Header.

A given key MUST NOT be used for encryption by multiple senders. Such reuse would result in multiple encrypted frames being generated with the same (key, nonce) pair, which harms the protections provided by many AEAD algorithms. Implementations SHOULD mark each key as usable for encryption or decryption, never both.

Note that the set of available keys might change over the lifetime of a real-time session. In such cases, the client will need to manage key usage to avoid media loss due to a key being used to encrypt before all receivers are able to use it to decrypt. For example, an application may make decryption-only keys available immediately, but delay the use of encryption-only keys until (a) all receivers have acknowledged receipt of the new key or (b) a timeout expires.

4.3.2. Key Derivation

SFrame encryption and decryption use a key and salt derived from the "base\_key" associated to a KID. Given a "base\_key" value, the key and salt are derived using HKDF [RFC5869] as follows:

\[
\begin{align*}
\text{sframe\_secret} &= \text{HKDF-Extract}(K, 'SFrame10') \\
\text{sframe\_key} &= \text{HKDF-Expand}(\text{sframe\_secret}, 'key', \text{AEAD.Nk}) \\
\text{sframe\_salt} &= \text{HKDF-Expand}(\text{sframe\_secret}, 'salt', \text{AEAD.Nn})
\end{align*}
\]
The hash function used for HKDF is determined by the ciphersuite in use.

4.3.3. Encryption

After encoding the frame and before packetizing it, the necessary media metadata will be moved out of the encoded frame buffer, to be used later in the RTP generic frame header extension. The encoded frame, the metadata buffer and the frame counter are passed to SFrame encryptor.

SFrame encryption uses the AEAD encryption algorithm for the ciphersuite in use. The key for the encryption is the "sframe\_key" and the nonce is formed by XORing the "sframe\_salt" with the current counter, encoded as a big-endian integer of length "AEAD.Nn".

The encryptor forms an SFrame header using the S, CTR, and KID values provided. The encoded header is provided as AAD to the AEAD encryption operation, with any frame metadata appended.

def encrypt(S, CTR, KID, frame_metadata, frame):
    sframe_key, sframe_salt = key_store[KID]
    frame_ctr = encode_big_endian(CTR, AEAD.Nn)
    frame_nonce = xor(sframe_salt, frame_ctr)
    header = encode_sframe_header(S, CTR, KID)
    frame_aad = header + frame_metadata
    encrypted_frame = AEAD.Encrypt(sframe_key, frame_nonce, frame_aad, frame)
    return header + encrypted_frame

The encrypted payload is then passed to a generic RTP packetized to construct the RTP packets and encrypt it using SRTP keys for the HBH encryption to the media server.
Figure 2: Encryption flow
4.3.4. Decryption

The receiving clients buffer all packets that belong to the same frame using the frame beginning and ending marks in the generic RTP frame header extension, and once all packets are available, it passes it to SFrame for decryption. The KID field in the SFrame header is used to find the right key for the encrypted frame.

```python
def decrypt(frame_metadata, sframe):
    header, encrypted_frame = split_header(sframe)
    S, CTR, KID = parse_header(header)

    sframe_key, sframe_salt = key_store[KID]

    frame_ctr = encode_big_endian(CTR, AEAD.Nn)
    frame_nonce = xor(sframe_salt, frame_ctr)
    frame_aad = header + frame_metadata

    return AEAD.Decrypt(sframe_key, frame_nonce, frame_aad, encrypted_frame)
```

For frames that are failed to decrypt because there is key available for the KID in the SFrame header, the client MAY buffer the frame and retry decryption once a key with that KID is received.

4.3.5. Duplicate Frames

Unlike messaging application, in video calls, receiving a duplicate frame doesn’t necessarily mean the client is under a replay attack, there are other reasons that might cause this, for example the sender might just be sending them in case of packet loss. SFrame decryptors use the highest received frame counter to protect against this. It allows only older frame pithing a short interval to support out of order delivery.

4.4. Ciphersuites

Each SFrame session uses a single ciphersuite that specifies the following primitives:

- A hash function used for key derivation and hashing signature inputs
- An AEAD encryption algorithm [RFC5116] used for frame encryption, optionally with a truncated authentication tag
- [Optional] A signature algorithm

This document defines the following ciphersuites:
In the "AES_CM" suites, the length of the authentication tag is indicated by the last value: "_8" indicates an eight-byte tag and "_4" indicates a four-byte tag.

In a session that uses multiple media streams, different ciphersuites might be configured for different media streams. For example, in order to conserve bandwidth, a session might use a ciphersuite with 80-bit tags for video frames and another ciphersuite with 32-bit tags for audio frames.

4.4.1. AES-CM with SHA2

In order to allow very short tag sizes, we define a synthetic AEAD function using the authenticated counter mode of AES together with HMAC for authentication. We use an encrypt-then-MAC approach as in SRTP [RFC3711].

Before encryption or decryption, encryption and authentication subkeys are derived from the single AEAD key using HKDF. The subkeys are derived as follows, where "Nk" represents the key size for the AES block cipher in use and "Nh" represents the output size of the hash function:

```python
def derive_subkeys(sframe_key):
aead_secret = HKDF-Extract(sframe_key, 'SFrame10 AES CM AEAD')
enc_key = HKDF-Expand(aead_secret, 'enc', Nk)
auth_key = HKDF-Expand(aead_secret, 'auth', Nh)
return enc_key, auth_key
```

The AEAD encryption and decryption functions are then composed of individual calls to the CM encrypt function and HMAC. The resulting MAC value is truncated to a number of bytes "tag_len" fixed by the ciphersuite.

Table 1

<table>
<thead>
<tr>
<th>Value</th>
<th>Name</th>
<th>Nh</th>
<th>Nk</th>
<th>Nn</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>0x0001</td>
<td>AES_CM_128_HMAC_SHA256_8</td>
<td>32</td>
<td>16</td>
<td>12</td>
<td>RFC XXXX</td>
</tr>
<tr>
<td>0x0002</td>
<td>AES_CM_128_HMAC_SHA256_4</td>
<td>32</td>
<td>16</td>
<td>12</td>
<td>RFC XXXX</td>
</tr>
<tr>
<td>0x0003</td>
<td>AES_GCM_128_SHA256</td>
<td>32</td>
<td>16</td>
<td>12</td>
<td>RFC XXXX</td>
</tr>
<tr>
<td>0x0004</td>
<td>AES_GCM_256_SHA512</td>
<td>64</td>
<td>32</td>
<td>12</td>
<td>RFC XXXX</td>
</tr>
</tbody>
</table>
def compute_tag(auth_key, nonce, aad, ct):
    aad_len = encode_big_endian(len(aad), 8)
    ct_len = encode_big_endian(len(ct), 8)
    auth_data = aad_len + ct_len + nonce + aad + ct
    tag = HMAC(auth_key, auth_data)
    return truncate(tag, tag_len)

def AEAD.Encrypt(key, nonce, aad, pt):
    enc_key, auth_key = derive_subkeys(key)
    ct = AES-CM.Encrypt(enc_key, nonce, pt)
    tag = compute_tag(auth_key, nonce, aad, ct)
    return ct + tag

def AEAD.Decrypt(key, nonce, aad, ct):
    inner_ct, tag = split_ct(ct, tag_len)
    enc_key, auth_key = derive_subkeys(key)
    candidate_tag = compute_tag(auth_key, nonce, aad, inner_ct)
    if !constant_time_equal(tag, candidate_tag):
        raise Exception("Authentication Failure")
    return AES-CM.Decrypt(enc_key, nonce, inner_ct)

5. Key Management

SFrame must be integrated with an E2E key management framework to exchange and rotate the keys used for SFrame encryption and/or signing. The key management framework provides the following functions:

* Provisioning KID/"base\_key" mappings to participating clients

* (optional) Provisioning clients with a list of trusted signing keys

* Updating the above data as clients join or leave

It is up to the application to define a rotation schedule for keys. For example, one application might have an ephemeral group for every call and keep rotating key when end points joins or leave the call, while another application could have a persistent group that can be used for multiple calls and simply derives ephemeral symmetric keys for a specific call.
5.1. Sender Keys

If the participants in a call have a pre-existing E2E-secure channel, they can use it to distribute SFrame keys. Each client participating in a call generates a fresh encryption key and optionally a signing key pair. The client then uses the E2E-secure channel to send their encryption key and signing public key to the other participants.

In this scheme, it is assumed that receivers have a signal outside of SFrame for which client has sent a given frame, for example the RTP SSRC. SFrame KID values are then used to distinguish generations of the sender’s key. At the beginning of a call, each sender encrypts with KID=0. Thereafter, the sender can ratchet their key forward for forward secrecy:

\[
\text{sender_key}[i+1] = \text{HKDF-Expand}(\text{HKDF-Extract(sender_key[i], 'SFrame10 ratchet')}, '', \text{AEAD.Nk})
\]

The sender signals such an update by incrementing their KID value. A receiver who receives from a sender with a new KID computes the new key as above. The old key may be kept for some time to allow for out-of-order delivery, but should be deleted promptly.

If a new participant joins mid-call, they will need to receive from each sender (a) the current sender key for that sender, (b) the signing key for the sender, if used, and (c) the current KID value for the sender. Evicting a participant requires each sender to send a fresh sender key to all receivers.

5.2. MLS

The Messaging Layer Security (MLS) protocol provides group authenticated key exchange [I-D.ietf-mls-architecture], [I-D.ietf-mls-protocol]. In principle, it could be used to instantiate the sender key scheme above, but it can also be used more efficiently directly.

MLS creates a linear sequence of keys, each of which is shared among the members of a group at a given point in time. When a member joins or leaves the group, a new key is produced that is known only to the augmented or reduced group. Each step in the lifetime of the group is know as an "epoch", and each member of the group is assigned an "index" that is constant for the time they are in the group.
In SFrame, we derive per-sender "base\_key" values from the group secret for an epoch, and use the KID field to signal the epoch and sender index. First, we use the MLS exporter to compute a shared SFrame secret for the epoch.

\[
sframe\_epoch\_secret = \text{MLS-Exporter}("SFrame 10 MLS", ",", \text{AEAD.Nk})
\]

\[
sender\_base\_key[index] = \text{HKDF-Expand}(sframe\_epoch\_secret, 
\text{encode\_big\__endian(index, 4)}, \text{AEAD.Nk})
\]

For compactness, do not send the whole epoch number. Instead, we send only its low-order E bits. Note that E effectively defines a re-ordering window, since no more than \(2^E\) epoch can be active at a given time. Receivers MUST be prepared for the epoch counter to roll over, removing an old epoch when a new epoch with the same E lower bits is introduced. (Sender indices cannot be similarly compressed.)

\[
\text{KID} = (\text{sender\_index} \ll E) + (\text{epoch} \mod (1 \ll E))
\]

Once an SFrame stack has been provisioned with the "sframe\_epoch\_secret" for an epoch, it can compute the required KIDs and "sender\_base\_key" values on demand, as it needs to encrypt/decrypt for a given member.

```
|
Epoch 17 +----- index=33 --> KID = 0x211
  |       +-- index=51 --> KID = 0x331
|
Epoch 16 +----- index=2 --> KID = 0x20
|
Epoch 15 +----- index=3 --> KID = 0x3f
  |       +-- index=5 --> KID = 0x5f
|
Epoch 14 +----- index=3 --> KID = 0x3e
  |       +-- index=7 --> KID = 0x7e
  |       +-- index=20 --> KID = 0x14e
|
...```
MLS also provides an authenticated signing key pair for each participant. When SFrame uses signatures, these are the keys used to generate SFrame signatures.

6. Media Considerations

6.1. SFU

Selective Forwarding Units (SFUs) as described in https://tools.ietf.org/html/rfc7667#section-3.7 receives the RTP streams from each participant and selects which ones should be forwarded to each of the other participants. There are several approaches about how to do this stream selection but in general, in order to do so, the SFU needs to access metadata associated to each frame and modify the RTP information of the incoming packets when they are transmitted to the received participants.

This section describes how this normal SFU modes of operation interacts with the E2EE provided by SFrame

6.1.1. LastN and RTP stream reuse

The SFU may choose to send only a certain number of streams based on the voice activity of the participants. To reduce the number of SDP O/A required to establish a new RTP stream, the SFU may decide to reuse previously existing RTP sessions or even pre-allocate a predefined number of RTP streams and choose in each moment in time which participant media will be sending through it. This means that in the same RTP stream (defined by either SSRC or MID) may carry media from different streams of different participants. As different keys are used by each participant for encoding their media, the receiver will be able to verify which is the sender of the media coming within the RTP stream at any given point in time, preventing the SFU trying to impersonate any of the participants with another participant’s media. Note that in order to prevent impersonation by a malicious participant (not the SFU) usage of the signature is required. In case of video, the a new signature should be started each time a key frame is sent to allow the receiver to identify the source faster after a switch.

6.1.2. Simulcast

When using simulcast, the same input image will produce N different encoded frames (one per simulcast layer) which would be processed independently by the frame encryptor and assigned an unique counter for each.
6.1.3. SVC

In both temporal and spatial scalability, the SFU may choose to drop layers in order to match a certain bitrate or forward specific media sizes or frames per second. In order to support it, the sender MUST encode each spatial layer of a given picture in a different frame. That is, an RTP frame may contain more than one SFrame encrypted frame with an incrementing frame counter.

6.2. Video Key Frames

Forward and Post-Compromise Security requires that the e2ee keys are updated anytime a participant joins/leave the call.

The key exchange happens async and on a different path than the SFU signaling and media. So it may happen that when a new participant joins the call and the SFU side requests a key frame, the sender generates the e2ee encrypted frame with a key not known by the receiver, so it will be discarded. When the sender updates his sending key with the new key, it will send it in a non-key frame, so the receiver will be able to decrypt it, but not decode it.

Receiver will re-request an key frame then, but due to sender and sfu policies, that new key frame could take some time to be generated.

If the sender sends a key frame when the new e2ee key is in use, the time required for the new participant to display the video is minimized.

6.3. Partial Decoding

Some codes support partial decoding, where it can decrypt individual packets without waiting for the full frame to arrive, with SFrame this won’t be possible because the decoder will not access the packets until the entire frame is arrived and decrypted.

7. Overhead

The encryption overhead will vary between audio and video streams, because in audio each packet is considered a separate frame, so it will always have extra MAC and IV, however a video frame usually consists of multiple RTP packets. The number of bytes overhead per frame is calculated as the following 1 + FrameCounter length + 4 The constant 1 is the SFrame header byte and 4 bytes for the HBH authentication tag for both audio and video packets.
7.1. Audio

Using three different audio frame durations 20ms (50 packets/s) 40ms (25 packets/s) 100ms (10 packets/s) Up to 3 bytes frame counter (3.8 days of data for 20ms frame duration) and 4 bytes fixed MAC length.

<table>
<thead>
<tr>
<th>Counter len</th>
<th>Packets</th>
<th>Overhead</th>
<th>Overhead</th>
<th>Overhead</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>bps@20ms</td>
<td>bps@40ms</td>
<td>bps@100ms</td>
</tr>
<tr>
<td>1</td>
<td>0-255</td>
<td>2400</td>
<td>1200</td>
<td>480</td>
</tr>
<tr>
<td>2</td>
<td>255 - 65K</td>
<td>2800</td>
<td>1400</td>
<td>560</td>
</tr>
<tr>
<td>3</td>
<td>65K - 16M</td>
<td>3200</td>
<td>1600</td>
<td>640</td>
</tr>
</tbody>
</table>

Table 2

7.2. Video

The per-stream overhead bits per second as calculated for the following video encodings: 30fps@1000Kbps (4 packets per frame) 30fps@512Kbps (2 packets per frame) 15fps@200Kbps (2 packets per frame) 7.5fps@30Kbps (1 packet per frame) Overhead bps = (Counter length + 1 + 4) * 8 * fps

<table>
<thead>
<tr>
<th>Counter len</th>
<th>Frames</th>
<th>Overhead</th>
<th>Overhead</th>
<th>Overhead</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>bps@30fps</td>
<td>bps@15fps</td>
<td><a href="mailto:bps@7.5fps">bps@7.5fps</a></td>
</tr>
<tr>
<td>1</td>
<td>0-255</td>
<td>1440</td>
<td>1440</td>
<td>720</td>
</tr>
<tr>
<td>2</td>
<td>256 - 65K</td>
<td>1680</td>
<td>1680</td>
<td>840</td>
</tr>
<tr>
<td>3</td>
<td>65K - 16M</td>
<td>1920</td>
<td>1920</td>
<td>960</td>
</tr>
<tr>
<td>4</td>
<td>16M - 4B</td>
<td>2160</td>
<td>2160</td>
<td>1080</td>
</tr>
</tbody>
</table>

Table 3
7.3. SFrame vs PERC-lite

[RFC8723] has significant overhead over SFrame because the overhead is per packet, not per frame, and OHB (Original Header Block) which duplicates any RTP header/extension field modified by the SFU. [I-D.murillo-perc-lite] https://mailarchive.ietf.org/arch/msg/perc/SB0qMHWz6EsDtz3yIEX0HWp5IEY/ is slightly better because it doesn’t use the OHB anymore, however it still does per packet encryption using SRTP. Below the the overhead in [I-D.murillo-perc-lite] implemented by Cosmos Software which uses extra 11 bytes per packet to preserve the PT, SEQ_NUM, TIME_STAMP and SSRC fields in addition to the extra MAC tag per packet.

\[
\text{OverheadPerPacket} = 11 + \text{MAC length} \\
\text{Overhead bps} = \text{PacketPerSecond} \times \frac{\text{OverheadPerPacket}}{8}
\]

Similar to SFrame, we will assume the HBH authentication tag length will always be 4 bytes for audio and video even though it is not the case in this [I-D.murillo-perc-lite] implementation.

7.3.1. Audio

\begin{table}[h]
\centering
\begin{tabular}{|c|c|c|}
\hline
Overhead bps@20ms & Overhead bps@40ms & Overhead bps@100ms \\
6000 & 3000 & 1200 \\
\hline
\end{tabular}
\caption{Table 4}
\end{table}

7.3.2. Video

\begin{table}[h]
\centering
\begin{tabular}{|c|c|c|}
\hline
Overhead bps@30fps & Overhead bps@15fps & Overhead bps@7.5fps \\
(4 packets per frame) & (2 packets per frame) & (1 packet per frame) \\
14400 & 7200 & 3600 \\
\hline
\end{tabular}
\caption{Table 5}
\end{table}

For a conference with a single incoming audio stream (\( \geq 50 \text{ pps} \)) and 4 incoming video streams (\( \leq 200 \text{ Kbps} \)), the savings in overhead is \( 34800 - 9600 = \text{~25 Kbps, or ~3\%} \).
8. Security Considerations

8.1. No Per-Sender Authentication

SFrame does not provide per-sender authentication of media data. Any sender in a session can send media that will be associated with any other sender. This is because SFrame uses symmetric encryption to protect media data, so that any receiver also has the keys required to encrypt packets for the sender.

8.2. Key Management

Key exchange mechanism is out of scope of this document, however every client MUST change their keys when new clients joins or leaves the call for "Forward Secrecy" and "Post Compromise Security".

8.3. Authentication tag length

The cipher suites defined in this draft use short authentication tags for encryption, however it can easily support other ciphers with full authentication tag if the short ones are proved insecure.

9. IANA Considerations

This document makes no requests of IANA.

10. Test Vectors

This section provides a set of test vectors that implementations can use to verify that they correctly implement SFrame encryption and decryption. For each ciphersuite, we provide:

* [in] The "base_key" value (hex encoded)
* [out] The "secret", "key", and "salt" values derived from the "base_key" (hex encoded)
* A plaintext value that is encrypted in the following encryption cases
* A sequence of encryption cases, including:
  - [in] The "KID" and "CTR" values to be included in the header
  - [out] The resulting encoded header (hex encoded)
  - [out] The nonce computed from the "salt" and "CTR" values
- The ciphertext resulting from encrypting the plaintext with these parameters (hex encoded)

An implementation should reproduce the output values given the input values: * An implementation should be able to encrypt with the input values and the plaintext to produce the ciphertext. * An implementation must be able to decrypt with the input values and the ciphertext to generate the plaintext.

Line breaks and whitespace within values are inserted to conform to the width requirements of the RFC format. They should be removed before use. These test vectors are also available in JSON format at [TestVectors].

10.1. AES_CM_128_HMAC_SHA256_4

CipherSuite: 0x01
Base Key: 101112131415161718191a1b1c1d1e1f
Key: 343d3290f5c0b936415bea9a43c6f5a2
Salt: 42d662fbad5cd81eb3aad79a
Plaintext: 46726f6d20686561766e6c792068726d6f6e79202f2f205468697320756e6976657273616c206672616d6520656e74772d8195c8c9dae3878fd1cb
KID: 0x7
CTR: 0x0
Header: 1700
Nonce: 42d662fbad5cd81eb3aad79a
Ciphertext: 170065c67c6fb784631a7db1b589ff6b
2d75b78e28b0899e632fbbbee3b944747
a6382d75b6bd3788dc7b71b9295c7fb9
0b5098f7add14ef329

KID: 0x7
CTR: 0x1
Header: 1701
Nonce: 42d662fbad5cd81eb3aad79b
Ciphertext: 1701ec742e98d667be810f153ff0d4da
d7969f69b310aaa7c6b9cb91le83af09b
0f0a6d74772d8195c8c9dae3878fd1cb
10ed4176d12e2387a
10.2. AES_CM_128_HMAC_SHA256_8

Omara, et al. Expires 17 February 2022
CipherSuite: 0x02
Base Key: 202122232425262728292a2b2c2d2e2f
Key: 3fce747d505e46ec9b92d9f58ee7a5d4
Salt: 77fbf5f1d82c73f6d2b353c9
Plaintext: 46726f6d2068656172697665727361662075706c6174696f6e207374657373696f6e7320746974657320706172616420706c616e20280060696e6720496e697469636174652068656172696420312e3429
KID: 0x7
CTR: 0x0
Header: 1700
Nonce: 77fbf5f1d82c73f6d2b353c9
Ciphertext: 1700647513fcec71ab7fed1e904fd924 0343d77029c831f0d58fde0985a0f3e5 ba4020e87a7b9c870b5f87f628d2769 0cc1e571e4d391da5f6f428433
KID: 0x7
CTR: 0x1
Header: 1701
Nonce: 77fbf5f1d82c73f6d2b353c8
Ciphertext: 17019e1bdf713b0d4c02f3df50a72ea 773286e7da38f3872cc73f3e1b1448a ab5009b424e05495214f96d02e4e8f8d a975cc808f40f67cafed7c5fd
KID: 0x7
CTR: 0x2
Header: 1702
Nonce: 77fbf5f1d82c73f6d2b353cb
Ciphertext: 170220ad36fd9191453ace2d36a175ad 8a69cf16b8613d14b4f7ef30c68bc56 09e349df38155cc154d7dbfa079e3fa ae3c7883b448e75047ca6fe05b
KID: 0xf
CTR: 0xaa
Header: 190faa
Nonce: 77fbf5f1d82c73f6d2b35363
Ciphertext: 190faadab9b284a4b9e3a6b9cdcaee 4a58e141d3f0f52f240ef80a93d8b8d8 09ede01b05b2cace18a22fb39c03272a 481c5bbaa181d6b793458355b0f30
KID: 0x1ff
CTR: 0xaa
Header: 1a01ffaa
Nonce: 77fbf5f1d82c73f6d2b353d3
Ciphertext: ea4a8e141d3f0f52f240ef80a93dbb8
d809ede01b05b2acce18a22fb39c0327
24481c5baa181dad5ad0f89a1c6b58

KID: 0x1ff
CTR: 0xaaaa
Header: 2a01ffaaaa
Nonce: 77fbf5f1d82c73f6d2b3f963
Ciphertext: 5b722159205c4481665484de66985f15
5071655ca4e9d1c998781f8c7d439f8d
1eb6f6071cd80fd22f7e8846ba91036a

KID: 0xffffffff
CTR: 0xffffffff
Header: 7fffffffffffffffffffffffffffff
Nonce: 77fb5f1d8d38c092d4cacf36
Ciphertext: 8c7429d7ee83eec5e53808b8055b1f8
0b1df9d97877575fa1c7fa35b611968
ed6543020075959dcb4ca6f8f9e7f
936b640bba41cba62f6c

10.3. AES_GCM_128_SHA256

CipherSuite: 0x03
Base Key: 303132333435363738393a3b3c3d3e3f
Key: 2ea2e8163ff56c0613e6fa9f20a213da
Salt: a80478b3f6fba19983d540d5
Plaintext: 46726f6d2068656e736976657273616c206265
67616e

KID: 0x7
CTR: 0x0
Header: 1700
Nonce: a80478b3f6fba19983d540d5
Ciphertext: 17000e42655e47ed70dd7d15d69d759
bf459032ca15f5e8b2a91e7d348aa7c1
86d403f620801c495b1717a35097411a
a97cbb140561eb3b49ac3775926db74d
57b91e8e6c

KID: 0x7
CTR: 0x1
Header: 1701
Nonce: a80478b3f6fba19983d540d4
Ciphertext: 170103bbafa34ada8a6b9f2066bc34a1
             959d87384c9f4b1e234f6e58e938bde1
             43393910b1aeb55b48d91d5b0db3e467
             e3d0e02b843af4d1630c940b1948e72d
             d45396a43a

KID: 0x7
CTR: 0x2
Header: 1702
Nonce: a80478b3f6fba19983d540d7
Ciphertext: 170258d58adebd8bf6f3cc0c1fcacfcf34
             ba4d7a763b2683fe302a57f2f7f2a27
             4bf81b2236995fecn1203cadb146cd402
             elc52d5e6a10989dfe0f4116da1ee4c2
             fad0d21f8f

KID: 0xf
CTR: 0xaa
Header: 190faa
Nonce: a80478b3f6fba19983d5407f
Ciphertext: 190faad0b1743bf5248f90869c945636
             6d55724d16b0e0806875815565e90b1
             14f9ccdbd192422b33848a1ae13b2
             66a001b2f5bb727112772e0072e8679
             ca1850cf11d8

KID: 0x1ff
CTR: 0xaa
Header: 1a01ffaa
Nonce: a80478b3f6fba19983d5407f
Ciphertext: 1a01ffaad0b1743bf5248f90869c9456
             36d55724d16b0e0806875815565e90
             b114f9ccdbd192422b33848a1ae13b
             d266a001b2f5bbc9c63bd3973c19bd57
             127f565380ed4a
KID: 0x1ff
CTR: 0xaaaa
Header: 2a01ffaaaa
Nonce: a80478b3f6fba19983d5ea7f
Ciphertext: 2a01ffaaaa9de65e21e4f1ca2247b879
8174c6397356e682d2eaddabc0b3c101
8d2c13c3570f61c1beaab805f27b565e
1329a823a7a649b6

KID: 0xffffffffffffff
CTR: 0xffffffffffffff
Header: 7fffffffffffffffffffffffffffff
Nonce: a80478b3f6045e667c2abf2a
Ciphertext: 7fffffffffffffffffffffffffffff09
981bdcdad80e380b67f4cf6adbc946
839bedadd57578bfcd809dbcea53546
cc24660613d2761adea852155785011e
633534f4ecc3b8257c8d34321c27854a
1422

10.4. AES_GCM_256_SHA512

CipherSuite: 0x04
Base Key: 404142434445464748494a4b4c4d4e4f
505152535455565758595a5b5c5d5e5f
Key: 436774b0b5ae45633d96547f8f3cb06c
8e6628eff2e4255b5c4d77e721aa3355
Salt: 31ed26f90a072e6aee646298
Plaintext: 46726f6d20686561766c792061726d6f6e79202f2f207468657320756e
6976657273616c206672616d65206265
KID: 0x7
CTR: 0x0
Header: 1700
Nonce: 31ed26f90a072e6aee646298
Ciphertext: 1700f3e297c1e95207710bd31ccc4ba3
96fbee7b257440bde638ff0f3c891154
0136df61b26220249d6c432c245ae8d5
5ef45b4ccf32530a15aeeaf31a03838
e51bd45652
KID: 0x7
CTR: 0x1
Header: 1701
Nonce: 31ed26f90a072e6aee646299
Ciphertext: 170193268b0bf030071bf443bb6b447
  lbd9f1cc81bc9625f4697b0f36ff4665
  d15f152f02169448d8a967fb06359a87
  d2145398de0ce3fbe257b0992a3da153
  7590459f3c

KID: 0x7
CTR: 0x2
Header: 1702
Nonce: 31ed26f90a072e6aee64629a
Ciphertext: 1702649691ba27c401a41280fba4657
  c03fa7fe21c8f5c862e9094227c3ca3e
  c0d9468b1a2cb060ff0978f25a24e6b1
  06f5ea6e1053c1b8f5f0794d88a0e481
  8c081e18ea

KID: 0xf
CTR: 0xaa
Header: 170f0aa
Nonce: 31ed26f90a072e6aee646232
Ciphertext: 190f0aa2858c10b5dd231c1f26819490
  521678603a050448d563c503b1fd890d
  02ead01d754f074e3cb6f32da9b2f3859
  f380b4f47d4edd1e15f42f9a2d7ecfac
  99067e238321

KID: 0x1ff
CTR: 0xaaa
Header: 1a01ff0aa
Nonce: 31ed26f90a072e6aee646232
Ciphertext: 1a01ff0aa2858c10b5dd231c1f268194
  90521678603a050448d563c503b1fd89
  0d02ead01d754f074e3cb6f32da9b2f38
  59f380b4f47d4e3bf7040eb10ec25b81
  26b2ce7b1d9d31
KID: 0x1ff
CTR: 0xaaaa
Header: 2a01ffaaaa
Nonce: 31ed26f90a072e6ae64c832
Ciphertext: 2a01ffaaaad9bc6a258a07d210a814d5
d162ffcf4fbbabaelb82650590a97122b
d95fe36bd88b278812166d26e046ed0
a530b7ee232ee0f2

KID: 0xffffffffffffff
CTR: 0xffffffffffffff
Header: 7fffffffffffffffffffffffffffffff
Nonce: 31ed26f90af8d195119b9d67
Ciphertext: 7fffffffffffffffffffffffffffffffaf
480d4779ce0c02b5137ee6a61e02e6c04
ac999cb0c97319feceeb258d58df23bc
e14979e5c67a43177b34498062e72f9
39ca42ec84ffbc7b50eff923f515a2df
760c
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