Abstract

The Certification Authority Authorization (CAA) DNS Resource Record allows a DNS domain name holder to specify one or more Certification Authorities (CAs) authorized to issue certificates for that domain. CAA resource records allow a public Certification Authority to implement additional controls to reduce the risk of unintended certificate mis-issue.
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1. Definitions

1.1. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

1.2. Defined Terms

The following terms are used in this document:

Authorization Entry: An authorization assertion that grants or denies a specific set of permissions to a specific group of entities.

Canonical Domain Name: A Domain Name that is not an alias. See [RFC1035] and future successors for definition of CNAME alias records.

Canonical Domain Name Value: The value of a Canonical Domain Name. The value resulting from applying alias transformations to a Domain Name that is not canonical.

Certificate: An X.509 Certificate, as specified in [RFC5280].

Certificate Evaluator: A party other than a Relying Party that evaluates the trustworthiness of certificates issued by Certification Authorities.

Certification Authority (CA): An Issuer that issues Certificates in accordance with a specified Certificate Policy.

Certificate Policy (CP): Specifies the criteria that a Certification Authority undertakes to meet in its issue of certificates. See [RFC3647].

Certification Practices Statement (CPS): Specifies the means by which the criteria of the Certificate Policy are met. In most cases this will be the document against which the operations of the Certification Authority are audited. See [RFC3647].

Domain: The set of resources associated with a DNS Domain Name.

Domain Name: A DNS Domain name as specified in [RFC1035] and revisions.
Domain Name System (DNS): The Internet naming system specified in [RFC1035] and revisions.

DNS Security (DNSSEC): Extensions to the DNS that provide authentication services as specified in [RFC4033] and revisions.

Issuer: An entity that issues Certificates. See [RFC5280].

Extended Issuer Authorization Set: The most specific Issuer Authorization Set that is active for a domain. This is either the Issuer Authorization Set for the domain itself, or if that is empty, the Issuer Authorization Set for the corresponding Public Delegation Point.

Issuer Authorization Set: The set of Authorization Entries for a domain name that are flagged for use by Issuers. Analogous to an Access Control List but with no ordering specified.

Property: The tag-value portion of a CAA Resource Record.

Property Tag: The tag portion of a CAA Resource Record.

Property Value: The value portion of a CAA Resource Record.

Public Delegation Point: The Domain Name suffix under which DNS names are delegated by a public DNS registry such as a Top Level Directory.

Public Key Infrastructure X.509 (PKIX): Standards and specifications issued by the IETF that apply the [X.509] certificate standards specified by the ITU to Internet applications as specified in [RFC5280] and related documents.

Resource Record (RR): A set of attributes bound to a Domain Name as defined in [RFC1035].

Relying Party: A party that makes use of an application whose operation depends on use of a Certificate for making a security decision. See [RFC5280].

Relying Application: An application whose operation depends on use of a Certificate for making a security decision.

2. Introduction

The Certification Authority Authorization (CAA) DNS Resource Record allows a DNS domain name holder to specify the Certification
Authorities authorized to issue certificates for that domain. Publication of CAA resource records allow a public Certification Authority (CA) to implement additional controls to reduce the risk of unintended certificate mis-issue.

Like the TLSA record defined in DNS-Based Authentication of Named Entities (DANE) [DANE], CAA records are used as a part of a mechanism for checking PKIX certificate data. The distinction between the two specifications is that CAA records specify a authorization control to be performed by a certificate issuer before issue of a certificate and TLSA records specify a verification control to be performed by a Relying Party after the certificate is issued.

Conformance with a published CAA record is a necessary but not sufficient condition for issuance of a certificate. Before issuing a certificate, a PKIX CA is required to validate the request according to the policies set out in its Certificate Policy. In the case of a public CA that validates certificate requests as a third party, the certificate will be typically issued under a public trust anchor certificate embedded in one or more relevant Relying Applications.

Criteria for inclusion of embedded trust anchor certificates in applications are outside the scope of this document. Typically such criteria require the CA to publish a Certificate Practices Statement (CPS) that specifies how the requirements of the Certificate Policy (CP) are achieved. It is also common for a CA to engage an independent third party auditor to prepare an annual audit statement of its performance against its CPS.

A set of CAA records describes only current grants of authority to issue certificates for the corresponding DNS domain. Since a certificate is typically valid for at least a year, it is possible that a certificate that is not conformant with the CAA records currently published was conformant with the CAA records published at the time that the certificate was issued. Relying Applications MUST NOT use CAA records as part of certificate validation.

CAA Records MAY be used by Certificate Evaluators as a possible indicator of a security policy violation. Such use SHOULD take account of the possibility that published CAA records changed between the time a certificate was issued and the time at which the certificate was observed by the Certificate Evaluator.

2.1. The CAA RR type

A CAA RR consists of a flags byte and a tag-value pair referred to as a property. Multiple properties MAY be associated with the same
domain name by publishing multiple CAA RRs at that domain name. The following flag is defined:

Issuer Critical: If set, indicates that the corresponding property entry tag MUST be understood if the semantics of the CAA record are to be correctly interpreted by an issuer.

Issuers MUST NOT issue certificates for a domain if the Extended Issuer Authorization Set contains unknown property entry tags that have the Critical bit set.

The following property tags are defined:

issue <Issuer Domain Name> [; <tag=value> ]*: The issue property entry authorizes the holder of the domain name <Issuer Domain Name> or a party acting under the explicit authority of the holder of that domain name to issue certificates for the domain in which the property is published.

iodef <URL>: Specifies a URL to which an issuer MAY report certificate issue requests that are inconsistent with the issuer’s Certification Practices or Certificate Policy, or that a certificate evaluator may use to report observation of a possible policy violation. The IODEF format is used [RFC5070].

The following example informs CAs that certificates MUST NOT be issued except by the holder of the domain name 'ca.example.net' or an authorized agent thereof. Since the policy is published at the Public Delegation Point, the policy applies to all subordinate domains under example.com.

$ORIGIN example.com
.
 CAA 0 issue "ca.example.net"

If the domain name holder specifies one or more iodef properties, a certificate issuer MAY report invalid certificate requests to that address. In the following example the domain name holder specifies that reports MAY be made by means of email with the IODEF data as an attachment, a Web service [RFC6546] or both:

$ORIGIN example.com
.
 CAA 0 issue "ca.example.net"
.
 CAA 0 iodef "mailto:security@example.com"
.
 CAA 0 iodef "http://iodef.example.com/"

A certificate issuer MAY specify additional parameters that allow customers to specify additional parameters governing certificate issuance. This might be the Certificate Policy under which the
certificate is to be issued, the authentication process to be used might be specified or an account number specified by the CA to enable these parameters to be retrieved.

For example, the CA 'ca.example.net' has requested its customer 'example.com' to specify the CA’s account number '230123' in each of the customer’s CAA records.

$ORIGIN example.com
.
CAA 0 issue "ca.example.net; account=230123"

The syntax and semantics of such parameters is left to site policy and is outside the scope of this document.

Future versions of this specification MAY use the critical flag to introduce new semantics that MUST be understood for correct processing of the record, preventing conforming CAs that do not recognize the record from issuing certificates for the indicated domains.

In the following example, the property 'tbs' is flagged as critical. Neither the example.net CA, nor any other issuer is authorized to issue under either policy unless the processing rules for the 'tbs' property tag are understood.

$ORIGIN example.com
.
CAA 0 issue "ca.example.net; policy=ev"
.
CAA 128 tbs "Unknown"

Note that the above restrictions only apply to issue of certificates. Since the validity of an end entity certificate is typically a year or more, it is quite possible that the CAA records published at a domain will change between the time a certificate was issued and validation by a relying party.

3. Certification Authority Processing

Before issuing a certificate, a compliant CA MUST check for publication of a relevant CAA Resource Record(s). If such record(s) are published, the requested certificate MUST consistent with them if it is to be issued. If the certificate requested is not consistent with the relevant CAA RRs, the CA MUST NOT issue the certificate.

The Issuer Authorization Set for a domain name consists of the set of all CAA Authorization Entries declared for the canonical form of the specified domain.
The DNS defines the CNAME and DNAME mechanisms for specifying domain name aliases. The canonical name of a DNS name is the name that results from performing all DNS alias operations. An issuer MUST perform CNAME and DNAME processing as defined in the DNS specifications [RFC1035] to resolve CAA records.

The Extended Issuer Authorization Set for a domain name is determined as follows:

- If the Issuer Authorization Set of the domain is not empty, the Extended Issuer Authorization Set is the Issuer Authorization Set of the domain.
- If the immediately superior node in the DNS hierarchy is a Public Delegation Point, the Extended Issuer Authorization Set is empty.
- Otherwise the Extended Issuer Authorization Set is that of the immediately superior node in the DNS hierarchy.

For example, if the zone example.com has a CAA record defined for caa.example.com and no other domain in the zone, the Issuer Authorization Set is empty for all domains other than caa.example.com. The Extended Issuer Authorization Set is empty for example.com (because .com is a Public Delegation Point) and for x.example.com. The Extended Issuer set for x.caa.example.com, x.x.caa.example.com, etc. is the Issuer Authorization Set for caa.example.com.

If the Extended Issuer Authorization Set for a domain name is not empty, a Certification Authority MUST NOT issue a certificate unless the certificate conforms to at least one authorization entry in the Extended Issuer Authorization Set.

3.1. Use of DNS Security

Use of DNSSEC to authenticate CAA RRs is strongly RECOMMENDED but not required. An issuer MUST NOT issue certificates if doing so would conflict with the corresponding extended issuer authorization set, irrespective of whether the corresponding DNS records are signed.

Use of DNSSEC allows an issuer to acquire and archive a non-repudiable proof that they were authorized to issue certificates for the domain. Verification of such archives MAY be an audit requirement to verify CAA record processing compliance. Publication of such archives MAY be a transparency requirement to verify CAA record processing compliance.
3.2. Archive

A compliant issuer SHOULD maintain an archive of the DNS transactions used to verify CAA eligibility.

In particular an issuer SHOULD ensure that where DNSSEC data is available that the corresponding signature and NSEC/NSEC3 records are preserved so as to enable later compliance audits.

4. Mechanism

4.1. Syntax

A CAA RR contains a single property entry consisting of a tag value pair. Each tag represents a property of the CAA record. The value of a CAA property is that specified in the corresponding value field.

A domain name MAY have multiple CAA RRs associated with it and a given property MAY be specified more than once.

The CAA data field contains one property entry. A property entry consists of the following data fields:

```
+0-1-2-3-4-5-6-7-| 0-1-2-3-4-5-6-7- |
| Flags          | Tag Length = n |
+----------------+----------------+-----+
| Tag char 0     | Tag Char 1     | ...| Tag Char n-1  |
+----------------+----------------+-----+
| Value byte 0   | Value byte 1   | ...| Value byte m-1 |
+----------------+----------------+-----+
```

Where n is the length specified in the Tag length field and m is the remaining octets in the Value field (m = d - n - 2) where d is the length of the RDATA section.

The data fields are defined as follows:

Flags: One octet containing the following fields:

- Bit 0: Issuer Critical Flag  If the value is set (1), the critical flag is asserted and the property MUST be understood if the CAA record is to be correctly processed by a certificate issuer.
A Certification Authority MUST NOT issue certificates for any Domain that contains a CAA critical property for an unknown or unsupported property tag that for which the issuer critical flag is set.

Note that according to the conventions set out in RFC 1035 [RFC1035] Bit 0 is the Most Significant Bit and Bit 7 is the Least Significant Bit. Thus the Flags value 1 means that bit 7 is set while a value of 128 means that bit 0 is set according to this convention.

All other bit positions are reserved for future use.

To ensure compatibility with future extensions to CAA, DNS records compliant with this version of the CAA specification MUST clear (set to "0") all reserved flags bits. Applications that interpret CAA records MUST ignore the value of all reserved flag bits.

Tag Length: A single octet containing an unsigned integer specifying the tag length in octets. The tag length MUST be at least 1 and SHOULD be no more than 15.

Tag: The property identifier, a sequence of ASCII characters.

Tag values MAY contain ASCII characters 'a' through 'z', 'A' through 'Z' and the numbers 0 through 9. Tag values SHOULD NOT contain any other characters. Matching of tag values is case insensitive.

Tag values submitted for registration by IANA MUST NOT contain any characters other than the (lowercase) ASCII characters 'a' through 'z' and the numbers 0 through 9.

Value: A sequence of octets representing the property value.

Property values are encoded as binary values and MAY employ sub-formats.

The length of the value field is specified implicitly as the remaining length of the enclosing Resource Record data field.

4.1.1. Canonical Presentation Format

The canonical presentation format of the CAA record is as follows:

CAA <flags> <tag> <value>

Where:
Flags:  Is an unsigned integer between 0 and 255.

Tag:  Is a non-zero sequence of ASCII letter and numbers in lower case.

Value:  Is the US-ASCII text Encoding of the value field

4.2.  CAA issue Property

The issue property tag is used to request that certificate issuers perform CAA issue restriction processing for the domain and to grant authorization to specific certificate issuers.

The CAA issue property value has the following sub-syntax (specified in ABNF as per [RFC5234]).

Property = space [domain] * (space ";") parameter space

domain = label *("." label)
label = 1* (ALPHA / DIGIT / "-" )

space = *(SP / HTAB)

parameter = / space tag "=" value

tag = 1* (ALPHA / DIGIT)

value = *VCHAR | DQUOTE *(%x20-21 / %x23-7E) DQUOTE

A CAA record with an issue parameter tag that does not specify a domain name is a request that certificate issuers perform CAA issue restriction processing for the corresponding domain without granting authorization to any certificate issuer.

This form of issue restriction would be appropriate to specify that no certificates are to be issued for the domain in question.

For example, the following CAA record set requests that no certificates be issued for the domain 'nocerts.example.com' by any certificate issuer.

nocerts.example.com       CAA 0 issue ";"

A CAA record with an issue parameter tag that specifies a domain name is a request that certificate issuers perform CAA issue restriction processing for the corresponding domain and grants authorization to the certificate issuer specified by the domain name.
For example, the following CAA record set requests that no certificates be issued for the domain 'certs.example.com' by any certificate issuer other than the example.net certificate issuer.

certs.example.com CAA 0 issue "example.net"

CAA authorizations are additive. thus the result of specifying both the empty issuer and a specified issuer is the same as specifying just the specified issuer alone.

An issuer MAY choose to specify issuer-parameters that further constrain the issue of certificates by that issuer. For example specifying that certificates are to be subject to specific validation polices, billed to certain accounts or issued under specific trust anchors.

The syntax and semantics of issuer-parameters are determined by the issuer alone.

4.3. CAA iodef Property

The iodef property specifies a means of reporting certificate issue requests or cases of certificate issue for the corresponding domain, that violate the security policy of the issuer or the domain name holder.

The Incident Object Description Exchange Format (IODEF) [RFC5070] is used to present the incident report in machine readable form.

The iodef property takes a URL as its parameter. The URL scheme type determines the method used for reporting:

mailto: The IODEF incident report is reported as a MIME email attachment to an SMTP email that is submitted to the mail address specified. The mail message sent SHOULD contain a brief text message to alert the recipient to the nature of the attachment.

http or https: The IODEF report is submitted as a Web Service request to the HTTP address specified using the protocol specified in [RFC6546].

5. Security Considerations

CAA Records assert a security policy that the holder of a domain name wishes to be observed by certificate issuers. The effectiveness of CAA records as an access control mechanism is thus dependent on observance of CAA constraints by issuers.
The objective of the CAA record properties described in this document is to reduce the risk of certificate mis-issue rather than avoid reliance on a certificate that has been mis-issued. DANE [DANE] describes a mechanism for avoiding reliance on mis-issued certificates.

5.1. Non-Compliance by Certification Authority

CAA records offer CAs a cost-effective means of mitigating the risk of certificate mis-issue. The cost of implementing CAA checks is very small and the potential costs of a mis-issue event include the removal of an embedded trust anchor.

5.2. Mis-Issue by Authorized Certification Authority

Use of CAA records does not prevent mis-issue by an authorized Certification Authority, i.e., a CA that is authorized to issue certificates for the domain in question by CAA records.

Domain name holders SHOULD verify that the CAs they authorize to issue certificates for their domains employ appropriate controls to ensure that certificates are issued only to authorized parties within their organization.

Such controls are most appropriately determined by the domain name holder and the authorized CA(s) directly and are thus out of scope of this document.

5.3. Suppression or spoofing of CAA records

Suppression of the CAA record or insertion of a bogus CAA record could enable an attacker to obtain a certificate from a CA that was not authorized to issue for that domain name.

A CA MUST mitigate this risk by employing DNSSEC verification whenever possible and rejecting certificate requests in any case where it is not possible to verify the non-existence or contents of a relevant CAA record.

In cases where DNSSEC is not deployed in a corresponding domain, a CA SHOULD attempt to mitigate this risk by employing appropriate DNS security controls. For example all portions of the DNS lookup process SHOULD be performed against the authoritative name server. Data cached by third parties MUST NOT be relied on but MAY be used to support additional anti-spoofing or anti-suppression controls.
5.4. Denial of Service

Introduction of a malformed or malicious CAA RR could in theory enable a Denial of Service attack.

This specific threat is not considered to add significantly to the risk of running an insecure DNS service.

An attacker could, in principle, perform a Denial of Service attack against an issuer by requesting a certificate with a maliciously long DNS name. In practice, the DNS protocol imposes a maximum name length and CAA processing does not exacerbate the existing need to mitigate Denial of Service attacks to any meaningful degree.

5.5. Abuse of the Critical Flag

A Certification Authority could make use of the critical flag to trick customers into publishing records which prevent competing Certification Authorities from issuing certificates even though the customer intends to authorize multiple providers.

In practice, such an attack would be of minimal effect since any competent competitor that found itself unable to issue certificates due to lack of support for a property marked critical SHOULD investigate the cause and report the reason to the customer who will thus discover that they had been deceived.

6. IANA Considerations

6.1. Registration of the CAA Resource Record Type

[Note to IANA, the CAA resource record has already been assigned. On issue of this draft as an RFC, the record should be updated to reflect this document as the authoritative specification and this paragraph (but not the following ones deleted)]

IANA has assigned Resource Record Type 257 for the CAA Resource Record Type and added the line depicted below to the registry named Resource Record (RR) TYPES and QTYPEs as defined in BCP 42 [RFC6195] and located at http://www.iana.org/assignments/dns-parameters.

<table>
<thead>
<tr>
<th>RR Name</th>
<th>Value and meaning</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>CAA</td>
<td>257 Certification Authority Restriction</td>
<td>[RFC-THIS]</td>
</tr>
</tbody>
</table>
6.2. Certification Authority Authorization Properties

[Note to IANA, this is a new registry that needs to be created and this paragraph but not the following ones deleted.]

IANA has created the Certification Authority Authorization Properties registry with the following initial values:

<table>
<thead>
<tr>
<th>Tag</th>
<th>Meaning</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>issue</td>
<td>Authorization Entry by Domain</td>
<td>[RFC-THIS]</td>
</tr>
<tr>
<td>iodef</td>
<td>Report incident by means of IODEF format report</td>
<td>[RFC-THIS]</td>
</tr>
<tr>
<td>auth</td>
<td>Reserved</td>
<td></td>
</tr>
<tr>
<td>path</td>
<td>Reserved</td>
<td></td>
</tr>
<tr>
<td>policy</td>
<td>Reserved</td>
<td></td>
</tr>
</tbody>
</table>

Addition of tag identifiers requires a public specification and expert review as set out in [RFC6195]

6.3. Acknowledgements

The authors would like to thank the following people who contributed to the design and documentation of this work item: Chris Evans, Stephen Farrell, Jeff Hodges, Paul Hoffman, Stephen Kent, Adam Langley, Ben Laurie, Chris Palmer, Scott Schmit, Sean Turner and Ben Wilson.

7. References

7.1. Normative References


7.2. Informative References


Authors’ Addresses

Phillip Hallam-Baker
Comodo Group Inc.

Email: philliph@comodo.com

Rob Stradling
Comodo CA Ltd.

Email: rob.stradling@comodo.com
Abstract

This document profiles certificate enrollment for clients using Certificate Management over CMS (CMC) messages over a secure transport. This profile, called Enrollment over Secure Transport (EST), describes a simple yet functional certificate management protocol targeting simple Public Key Infrastructure clients that need to acquire client certificate(s) and associated Certification Authority (CA) certificate(s).
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1. Introduction

This document specifies a protocol for certificate Enrollment over Secure Transport (EST). EST is designed to be easily implemented by clients and servers using common "off the shelf" PKI, HTTP, and TLS components. An EST server providing certificate management functions is operated by (or on behalf of) a CA or RA. The goal is to provide a small set of functions for certificate enrollment that are simpler to implement and use than full CMP or CMC. While less functional than those protocols, EST satisfies basic needs by providing an easily implemented means for both autonomous devices as well as user-operated computers to request certificates.

The TLS [RFC4346] (or later) protocol is used with a limited set of features of the Certificate Management over CMS (CMC) [RFC5272] to provide the security for EST. CMC "simple" messages are used for certificate requests and responses. EST also allows the optional use of "full" CMC messages if needed, but compliant EST client and server implementations need not support full CMC messages. EST adopts the CMP model for CA certificate rollover, but does not incorporate its syntax or protocol. An EST server supports several means of authenticating a certificate requester, leveraging the layering of the protocols that make up EST. EST servers are extensible in that new requests may be defined which provide additional capabilities not specified in the base RFC. One non-CMC-based extension (requesting of CSR attributes) is defined in this document.

EST works by transporting CMC and other messages securely over an HTTPS transport in which HTTP headers and content types are used in conjunction with TLS security. TCP/IP sits under HTTPS; this document does not specify EST over DTLS or UDP. Figure 1 shows how the layers build upon each other.
EST Layering:

Protocols:

+---------------------------------------------------+
|                                                   |
| 4) EST messages for requests/responses            |
|                                                   |
| 3) HTTP for message carriage and signaling        |
|                                                   |
| 2) TLS for transport security                     |
|                                                   |
| 1) TCP/IP                                         |
+---------------------------------------------------+

Figure 1

[[EDNOTE: Comments such as this one, included within double brackets and initiated with an ‘EDNOTE’, are for editorial use and shall be removed as the document is polished.]]

1.1. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

2. Operational Scenario Overviews

This EST specification provides a profile of CMC using round-trip communication between the EST client and the EST server in which CMC "simple" messages are transmitted. The basic framework can be extended with additional capabilities that leverage the transport and security features supplied by EST.

The EST server is assumed to be configured with an identity certificate and appropriate policy regarding authenticated clients. An EST server likely communicates with a CA for signing but for simplicity we indicate that a’ certificate is signed’ as if by the EST server. The EST client is initially configured with only the HTTPS URI of the EST server.
This section illustrates several potential certificate enrollment and rekey scenarios supported by this profile. For clarity the EST client is assumed to perform "Obtaining CA Certificates" before performing other operations.

This section does not intend to place any limits or restrictions on the use of full CMC. Sections 2.1-2.3 very closely mirror the exact text of the Scenarios Appendix of [RFC6403] with such modifications as are appropriate for this profile. (Our thanks are extended to the authors of that document).

2.1. Obtaining CA Certificates

The EST client can request a copy of the current CA certificates.

Following the logic laid out in Section 3.3.1.1 the EST client authenticates and authorizes the EST server. Available options include verifying the EST server URI against the EST server certificate (similar to a common HTTPS exchange), or using a "pinned" copy of the CA certificate. As a fallback the EST client can accept manual authentication performed by the end user (in which case the certificates received are be "pinned" for authenticating future communications with the EST server).

Client authentication is not required for this exchange so it is trivially serviced by the EST server.

2.2. Initial Enrollment

The EST client can enroll with the CA server by submitting an enrollment request to the EST server. Following the logic laid out in Section 3.3.1.1 the EST client authenticates and authorizes the EST server.

Three scenarios for the EST server to authenticate the enrollment requests are:

1. Previously installed signature certificate (e.g., Manufacturer Installed Certificate or 3rd party issued certificate);
2. Username/password distributed out-of-band
3. RA authentication
2.2.1. Previously Installed Signature Certificate

If the EST client has a previously installed signature certificate issued by a trust anchor listed by the EST server during the TLS handshake it can be used to authenticate the request for a new certificate. The EST client responds to the TLS certificate request with the existing certificate as defined for TLS. The EST server will recognize the authorization of the previously installed certificate and issue an appropriate certificate to the EST client.

2.2.2. Username/Password Distributed Out-of-Band

If the EST client did not have a previously installed signature certificate, or if the EST server wishes additional authentication information, the ESP server requests the EST client submit a username/password using the HTTP authentication methods.

2.2.3. RA Authentication

In this scenario the EST client submits the certification request using either the /simpleEnroll or /fullCMC method. The EST server forwards the received request using either CMC or other methods out-of-scope of this document.

2.3. Re-Enrollment

The EST client can renew/rekey an existing client certificate by submitting a re-enrollment request to the EST server. As for initial enrollment the EST server authenticates the client using any combination of the existing client certificate and an HTTP username/password. Because the client specifically requests renew/rekey the EST server can adjust its policy accordingly.

There are two scenarios to support the renew/rekey of clients that are already enrolled. One addresses the renew/rekey of signature certificates and the other addresses the renew/rekey of key establishment certificates. Typically, organizational policy will require certificates to be currently valid to be renewed/rekeyed, and it may require initial enrollment to be repeated when renew/rekey is not possible.

2.3.1. Re-Enrollment of Signature Certificates

When a signature certificate is re-enrolled the existing certificate is used by the EST client for authentication. The EST server uses this information along with any supplemental HTTP authentication information and the certification request itself to determine the parameters of the certificate to issue in response. If there is no
current signature certificate available the EST server can fallback on the HTTP authentication method. The certification request message will include the same Subject/SubjectAltName as the current signature certificate.

2.3.2. Re-Enrollment of Key Establishment Certificates

When a key establishment certificate is re-enrolled an existing signature certificate is used by the EST client for authentication. The EST server uses this information along with any supplemental HTTP authentication information and the certification request itself to determine the parameters of the certificate to issue in response. If there is no current signature certificate available the EST server can fallback on the HTTP authentication method. The certification request message will include the same Subject/SubjectAltName as the current key establishment certificate.

2.4. Server Key Generation

The EST client can request a server generated certificate and keypair. The EST server authenticates the client using any existing client signature certificate and/or HTTP username/password.

2.5. Full CMC messages

Full CMC messages can be transported thus allowing access to functionality not provided by the simple CMC message. "Full" CMC messages are as defined in Sections 3.2 and 4.2 of [RFC5272]. Support for full CMC message transport is optional for EST clients and servers.

2.6. CSR Attributes Request

Prior to sending an enrollment request to an EST server, an EST client may request that the EST server send it a (set of) additional attribute(s) that the client is requested to supply in the subsequent enrollment (certificate signing) request.

3. Protocol Design and Layering

The following provides an expansion of Figure 1 describing how the layers are used. Each aspect is described in more detail in the sections below.
EST Layering:

Protocols and uses:

3) Message types:
   - CMC "Simple PKI" messages (incorporating proof-of-possession)
   - CA certificate retrieval
   - "Full" CMC messages (optional)
   - CSR attribute request (optional)

2) HTTP:
   - HTTP headers and URIs for control
     - Content-Type headers specify message type
     - Headers for control/error messages
     - URIs for selecting operations
     - Basic authentication if no TLS client cert

1) TLS for transport security
   - Authentication for EST server and optionally EST client
   - Indirectly provides proof-of-identity for EST
   - Communications integrity
   - "Channel binding" to link proof-of-identity with message based proof-of-possession. (optional)

Figure 2

Specifying HTTPS as the secure transport for PKI enrollment messages introduces two ‘layers’ for communication of authentication and control messages during the protocol exchange: TLS and HTTP.

The TLS layer provides message authentication and integrity during transport. The proof-of-identity is supplied by either the certificate exchange during the TLS handshake or within the HTTP layer headers. The message type along with control/error messages are included in the HTTP headers.

The TLS and HTTP layer provided proof-of-identity means the CMC [RFC5272] Section 3.1 note that "the Simple PKI Request MUST NOT be
used if a proof-of-identity needs to be included" is not applicable
and thus the "Simple PKI" message types are used.

The TLS layer certificate exchange provides a method for authorizing
client enrollment requests using existing certificates. Such
existing certificates may have been issued by the Certification
Authority (CA) (from which the client is requesting a certificate) or
they may have been issued under a distinct PKI (e.g., an IEEE 802.1AR
IDevID [IDevID] credential).

Proof-of-possession is a distinct issue from proof-of-identity and is
included in the "Simple PKI" message type as described in
Section 3.4. A method of linking proof-of-identiy and proof-of-
possession is described in Section 3.5.

This document also defines transport for the full CMC [RFC5272]
specification compliant with CMC Transport Protocols [RFC5273].

During the protocol operations various different certificates can be
used. The following table provides an informative overview. End
entities MAY have one or more certificates of each type as is
appropriate:
Certificates/Trust-anchors and their corresponding uses:

<table>
<thead>
<tr>
<th>End Entity</th>
<th>Issuer</th>
<th>Use</th>
</tr>
</thead>
<tbody>
<tr>
<td>EST server</td>
<td>The CA served by the EST server</td>
<td>To authenticate servers that have certs issued by the CA</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section: 3.3.1.1.</td>
</tr>
<tr>
<td>EST server</td>
<td>An unrelated CA e.g., a Web site CA</td>
<td>To authenticate servers that have certs issued by Web site CAs</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section: 3.3.1.1.</td>
</tr>
<tr>
<td>EST client Trust Anchor</td>
<td>Trust anchors for third party CAs e.g., a list of Web site CA root certs</td>
<td>EST clients can leverage a trust anchor database to authenticate EST servers using a configured URI</td>
</tr>
<tr>
<td>Database</td>
<td></td>
<td>Section: 3.3.1.1.</td>
</tr>
<tr>
<td>EST client</td>
<td>An unrelated CA e.g., a device manufacturer</td>
<td>To authenticate clients that have not yet enrolled</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section: 3.3.1.2</td>
</tr>
<tr>
<td>EST client</td>
<td>The CA served by the EST server</td>
<td>To authenticate clients that have already enrolled (for re-enroll or obtaining additional certs)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section: 3.3.1.2</td>
</tr>
<tr>
<td>EST client</td>
<td>The CA served by the EST server</td>
<td>Clients can obtain certs that can not be used for EST authentication (e.g., Key Encryption certs)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section: 4.4.1</td>
</tr>
</tbody>
</table>

Figure 3

3.1. Application Layer Design

An EST client SHOULD have its own client certificate suitable for TLS client authentication (e.g., the digitalSignature bit is set). The client certificate, if available, is used when authenticating to the EST server. This certificate MAY also be used by the client with other certificate consuming protocols. If a client does not have a certificate, then the client MUST have HTTP Basic or Digest authentication.
authentication credentials (see Section 3.2.3). HTTP authentication provides a bootstrap for clients that have not yet been issued an initial certificate. EST clients obtaining a certificates for other protocol purposes are RECOMMENDED to first obtain an appropriate digitalSignature certificate for use when authenticating to the EST server.

The client also SHOULD also have a CA certificate that will be used to authenticate the EST server.

An EST client MUST be capable of generating and parsing simple CMC messages (see Section 4.4). Generating and parsing full CMC messages is optional (see Section 4.5). The client MUST also be able to request CA certificates from the EST server and parse the returned "bag" of certificates (see Section 4.3). Requesting CSR attributes and parsing the returned list of attributes is optional (see Section 4.7).

3.2. HTTP Layer Design

HTTP is used to transport EST requests and responses. Specific URIs are provisioned for handling each type of request as described in Section 3.2.2. HTTP is also used for client authentication services when TLS client authentication is not available due to lack of a client certificate suitable for use by TLS, as detailed in Section 3.2.3. HTTP message types are used to convey EST requests and responses as specified in Figure 5.

3.2.1. HTTP headers for control

This document profiles the HTTP content-type header (as defined in [RFC2046], but see Figure 5 for specific values ) to indicate the message type for EST messages and to specify EST control messages. The HTTP Status value is used to communicate success or failure of control messages. Support for the HTTP username/password methods is profiled for when a client does not have a suitable client certificate.

CMC does not provide specific messages for certificate renewal and certificate rekey. This profile defines the renewal and rekey behavior of both the client and server. It does so by specifying the HTTP control mechanisms employed by the client and server without requiring a new CMC message type.

Various media types as indicated in the HTTP content-type header are used to transport EST messages. Valid media types are specified in Section 3.2.4.
3.2.2. HTTP URIs for control

This profile supports four operations indicated by specific URIs:

Operations and their corresponding URIs:

<table>
<thead>
<tr>
<th>Operation</th>
<th>Operation Path</th>
<th>Details</th>
</tr>
</thead>
<tbody>
<tr>
<td>Distribution of CA certificates</td>
<td>/CACerts</td>
<td>Section 4.3</td>
</tr>
<tr>
<td>Enrollment of new clients</td>
<td>/simpleEnroll</td>
<td>Section 4.4</td>
</tr>
<tr>
<td>Re-Enrollment of existing clients</td>
<td>/simpleReEnroll</td>
<td>Section 4.4.1</td>
</tr>
<tr>
<td>Full CMC (optional)</td>
<td>/fullCMC</td>
<td>Section 4.5</td>
</tr>
<tr>
<td>Server-side Key Generation (optional)</td>
<td>/serverKeyGen</td>
<td>Section 4.6</td>
</tr>
<tr>
<td>Request CSR attributes (optional)</td>
<td>/CSRAttrs</td>
<td>Section 4.7</td>
</tr>
</tbody>
</table>

Figure 4

An HTTP base path common for all of an EST server’s requests is defined in the form of a path-absolute ([RFC3986], section 3.3). The operation path (Figure 4 is appended to the base path to form the URI used with HTTP GET or POST to perform the desired EST operation.

An example:

With a base path of "/arbitrary/path" and an operation path of "/CACerts", the EST client would combine them to form an absolute path of "/arbitrary/path/CACerts". Thus, to retrieve the CA’s certificates, the EST client would use the following HTTP request:

GET /arbitrary/path/CACerts HTTP/1.1

Likewise, to request a new certificate enrollment in this example scheme, the EST client would use the following request:

POST /arbitrary/path/simpleEnroll HTTP/1.1

The mechanisms by which the EST server interacts with an HTTPS server...
to handle GET and POST operations at these URIs is outside the scope of this document. The use of distinct operation paths simplifies implementation for servers that do not perform client authentication when distributing "CACerts" responses.

EST clients are to be provided with the URL of the EST server and the base path. The means by which clients acquire the URL and base path are outside the scope of this document. Whether the URL and base path are provided securely determines the authorization scheme required to perform operations. (See Section 4.1.)

An EST server MAY provide additional, non-EST services on other URIs. An EST server MAY use multiple base paths in order to provide service for multiple CAs. Each CA would use a distinct base path, but operations are otherwise the same as specified for an EST server operating on behalf of only one CA.

3.2.3. HTTP-Based Client Authentication

An EST server MAY fallback to using HTTP-based client authentication if TLS client authentication (Section 3.3.1.2) is not possible.

Basic and Digest authentication MUST only be performed over TLS 1.1 [RFC4346] (or later). As specified in CMC: Transport Protocols [RFC5273] the server "MUST NOT assume client support for any type of HTTP authentication such as cookies, Basic authentication, or Digest authentication". Clients intended for deployments where password authentication is advantageous SHOULD support the Basic and Digest authentication mechanism. Servers MAY provide configuration mechanisms for administrators to enable Basic [RFC2616] and Digest [RFC2617] authentication methods.

Servers that support Basic and Digest authentication methods MAY reject requests using the HTTP defined WWW-Authenticate response-header ([RFC2616], Section 14.47). At that point the client SHOULD repeat the request, including the appropriate Authorization Request Header ([RFC2617], Section 3.2.2) if the client is capable of using the Basic or Digest authentication. If the client is not capable then the client MUST terminate the connection.

Clients MAY set the username to the empty string (""") if they wish to present a "one-time password" or "PIN" that is not associated with a username.

Support for HTTP-based client authentication has security ramifications as discussed in Section 6. The client MUST NOT respond to this request unless the client has authenticated the EST server.
This document uses existing media types for the messages as specified by Internet X.509 Public Key Infrastructure Operational Protocols: FTP and HTTP [RFC2585] and The application/pkcs10 Media Type [RFC5967] and CMC [RFC5272]. To support distribution of multiple application/pkcs7-mime’s for the CA certificate chain the [RFC2046] multipart/mixed media type is used.

The message type is specified in the HTTP Content-Type header. The use herein is consistent with [RFC5273], with clarifications made concerning transfer encoding.

For reference the messages and their corresponding MIME and media types are:

<table>
<thead>
<tr>
<th>Message type</th>
<th>Request type</th>
<th>Response type</th>
<th>Request section</th>
<th>Response section</th>
</tr>
</thead>
<tbody>
<tr>
<td>CA certificate request</td>
<td>N/A</td>
<td>application/pkcs7-mime</td>
<td>Section 4.3</td>
<td>Section 4.3.1</td>
</tr>
<tr>
<td></td>
<td></td>
<td>RFC 5751</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Cert enroll/renew</td>
<td>application/pkcs10</td>
<td>application/pkcs7-mime</td>
<td>Section 4.4/4.4.1</td>
<td>Section 4.4.2</td>
</tr>
<tr>
<td></td>
<td></td>
<td>RFC 5967, RFC 5751</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Full CMC</td>
<td>application/pkcs7-mime</td>
<td>application/pkcs7-mime</td>
<td>Section 4.5.1</td>
<td>Section 4.5.2</td>
</tr>
<tr>
<td></td>
<td></td>
<td>RFC 5751</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Server-side Key Generation</td>
<td>application/pkcs10</td>
<td>multipart/mixed (application/pkcs7-mime &amp; application/pkcs8)</td>
<td>Section 4.6.1</td>
<td>Section 4.6.2</td>
</tr>
<tr>
<td></td>
<td></td>
<td>RFC 5967, RFC 5751</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Request CSR attributes</td>
<td>N/A</td>
<td>application/csrattrs (Specified in this RFC)</td>
<td>Section 4.7.1</td>
<td>Section 4.7.2</td>
</tr>
<tr>
<td></td>
<td></td>
<td>RFC 5751</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
3.3. TLS Layer Design

TLS provides communications security for the layers above it. Specifically, the integrity and authentication services it provides are leveraged to supply proof-of-identity and to allow authorization decisions to be made. TLS client authentication is the preferred method for identifying EST clients. In lieu of that, HTTP authentication protected by TLS encryption is also acceptable. Additionally, TLS channel binding information may be optionally inserted into a certificate request in order to provide the EST server with assurance that the authenticated TLS client entity has possession of the private key for the certificate being requested.

HTTP 1.1 [RFC2616] and above support persistent connections. As given in Section 8.1 of that RFC persistent connections may be used to reduce network and processing load associated with multiple HTTP requests. EST does not require persistent HTTP connections and their use is out of scope of this specification.

3.3.1. TLS for transport security

HTTPS is defined in HTTP Over TLS [RFC2818] and is a specification of how HTTP messages are carried over TLS. HTTPS (e.g., HTTP over TLS) MUST be used. TLS ‘session resumption’ SHOULD be supported.

3.3.1.1. TLS-Based Server Authentication

The EST client MUST authenticate the EST server by validating the TLS server certificate the server presented during the TLS 1.1 [RFC4346] (or later) exchange-defined Server Certificate message or the client MUST independently validate the response contents. Validation is performed as given in [RFC5280] and [RFC6125].

There are multiple methods of validation depending on the current state of the client:

Method 1) If the client has a store of trust anchors, which may be in the form of certificates, for authenticating TLS connections the client MAY validate the TLS server certificate using the standard HTTPS logic of checking the server’s identity as presented in the server’s Certificate message against the URI provisioned for the EST server (see HTTP Over TLS [RFC2818], Section 3.1 "Server Identity" and [RFC6125]). This method makes it possible for clients with a store of trust anchors to securely obtain the CA certificate by leveraging the HTTPS security model. The EST server URI SHOULD be made available to the client in a secure fashion so that the client only obtains EST functions from a desired server.
Method 2) If the client already has one or more trust anchors associated with this EST server, the client MUST validate the EST server certificate using these trust anchors. The EST server URI MAY be made available to the client in an insecure fashion. The EST server certificate MUST contain the id-kp-cmcRA [CMC RFC5272bis] extended key usage extension.

Method 3) If the client does not yet have a trust anchor associated with this EST server then the client MAY provisionally accept the TLS connection, but the HTTP content data MUST be accepted manually as described in Section 4.3. HTTP authentication requests MUST NOT be responded to since the server is unauthenticated (only the content data is accepted manually).

Methods 1 and 2 are essentially validation as given in [RFC5280]. Method 1 is as described in [RFC6125], Section 6.6.1 "Match Found". Method 2 is described in [RFC6125] as "No Match Found, Pinned Certificate". Method 3 is described in [RFC6125], Section 6.6.4 as "Fallback" and describes the process of "pinning" the received certificate.

If one of these validation methods succeeds, the CA certificate(s) are stored and "pinned" for future use. If none of these validation methods succeeds the client MUST reject the EST server response and SHOULD log and/or inform the end user.

If Method 1 was used to authenticate the EST server then subsequent connections to the EST server also use Method 1. If Method 2 was used to authenticate the EST server then subsequent connections to the EST server also use Method 2. If Method 3 was used to manually authenticate the EST server then the EST client SHOULD "pin" the CA certificates received from a /CACerts (Section 4.3) operation and Method 2 is used for subsequent connections.

3.3.1.2. TLS-Based Client Authentication

Clients SHOULD support [RFC4346]-defined (or later) Certificate request (section 7.4.4). As required by [RFC4346], the client certificate needs to indicate support for digital signatures. The client SHOULD support this method in order to leverage /simpleReEnroll using client authentication by existing certificate. If a client does not support TLS client authentication, then it MUST support HTTP-based client authentication. (Section 3.2.3)

3.4. Proof-of-Possession

As defined in Section 2.1 of CMC [RFC5272], Proof-of-possession (POP) "refers to a value that can be used to prove that the private key
corresponding to the public key is in the possession and can be used by an end-entity."

The signed enrollment request provides a "Signature"-based proof-of-possession. The mechanism described in Section 3.5 strengthens this by optionally including "Direct"-based proof-of-possession by including TLS session specific information within the data covered by the enrollment request signature (thus linking the enrollment request to the authenticated end-point of the TLS connection).

3.5. Linking Identity and POP information

This specification provides an optional method of linking identity and proof-of-possession by including information specific to the current authenticated TLS session within the signed certification request. This proves to the server that the authenticated TLS client has possession of the private key associated with the certification request and that the client was able to sign the certification request after the TLS session was established. This is an alternative to the [RFC5272] Section 6.3-defined "Linking Identity and POP information" method available if full CMC messages are used.

The client generating the request SHOULD obtain the tls-unique value as defined in Channel Bindings for TLS [RFC5929] from the TLS subsystem. The tls-unique value is encoded as specified in Section 4 of Base64 [RFC4648] and the resulting string is placed in the certification request challenge-password field. If tls-unique information is not embedded within the certification request the challenge-password field MUST be empty.

The tls-unique specification includes a synchronization issue as described in Channel Bindings for TLS [RFC5929] section 3.1. This problem is avoided for EST implementations. If the tls-unique value is used it MUST be from the first TLS handshake. EST client and servers use their tls-unique implementation specific synchronization methods to obtain this first tls-unique value.

If identity linking is used then TLS renegotiation MUST use "secure_renegotiation" [RFC5746] (thus maintaining the binding). Mandating secure renegotiation secures this method of avoiding the synchronization issues encountered when using the most recent tls-unique value (which is defined as the the value from the most recent TLS handshake).

The EST server MUST verify the tls-unique information embedded within the certification request and MUST reject requests with invalid tls-unique information. The EST server MAY be configured to accept requests from authenticated clients that do not include the tls-
unique information.

The tls-unique value is encoded into the certification request by the client but back-end infrastructure elements that process the request after the EST server might not have access to the initial TLS session. Such infrastructure elements validate the source of the certification request to determine if POP checks have already been performed. For example if the EST client authentication results in an authenticated client identity of an EST server RA that is known to independently verify the proof-of-possession then the back-end infrastructure does not need to perform proof-of-possession checks a second time. If the EST server forwards a request to a back-end process it SHOULD communicate the authentication results. This communication might use the CMC "RA POP Witness Control" in a CMC Full PKI Request message or other mechanisms which are out-of-scope of this document.

[[EDNOTE: A specific error code (TBD) is returned indicating this additional linkage might be useful. This would be similar to the "WWW-Authenticate response-header" control message. Alternatively simply rejecting the request with an informative text message would work in many use cases.]]

4. Protocol Exchange Details

Before processing a request, an EST server determines if the client is authorized to receive the requested services. Likewise, the client must make a determination if it will accept services from the EST server. Those determinations are described in the next two sections. Assuming that both sides of the exchange are authorized, then the actual operations are as described in the sections following.

4.1. Server Authorization

The client MUST check the EST server authorization before accepting the server’s response. The presented certificate MUST be an end-entity certificate such as a CMC Registration Authority (RA) certificate.

There are multiple methods for checking authorization corresponding to the method of server authentication used (these authorization methods align with the authentication methods described in Section 3.3.1.1):
Method 1) If the client authenticated the EST server using the client’s TLS trust anchors store, then the client MUST have obtained the EST server’s URI in a secure fashion. The client MUST check the URI “against the server’s identity as presented in the server’s Certificate message” (Section 3.1 “Server Identity” [RFC2818] and [RFC6125]). The securely configured URI provides the authorization statement and the server’s authenticated identity confirms it is the authorized server.

Method 2) If the previous check fails or is not applicable, or if the EST server’s URI was made available to the client in an insecure fashion, then the EST server certificate MUST contain the id-kp-cmcRA [CMC RFC5272bis] extended key usage extension. The client MUST further verify the server’s authorization by checking that the [RFC5280]-defined certificate policy extension sequence contains the ‘RA Authorization’ policy OID. The RA Authorization policy OID is defined as: id-cmc [EDNOTE: TBD, perhaps 35]. The RA Authorization policy information MUST NOT contain any optional qualifiers.

Method 3) If fallback logic was invoked to accept the certificate manually, then that authentication implies authorization of the EST server.

4.2. Client Authorization

When the EST server receives a CMC Simple PKI Request or rekey/renew message, the decision to issue a certificates is always a matter of local policy. Thus the CA can use any data it wishes in making that determination. The EST protocol exchange provides the EST server access to the TLS client certificate in addition to any HTTP user authentication credentials to help in that determination. The communication channel between the TLS server implementation and the EST software implementation is out-of-scope of this document.

If the client authentication is incomplete (for example if the client certificate is self-signed or issued by an unknown PKI or if the client offered an unknown username/password during HTTP authentication) the server MUST extract the certificate request for manual authorization by the administrator.

4.3. Distribution of CA certificates

The EST Client MAY request trust anchor information of the CA (in the form of certificates) by sending an HTTPS GET message to the EST server with an operations path of "/CACerts". Clients SHOULD request an up-to-date response before stored information has expired in order to maintain continuity of trust.
The EST server SHOULD NOT require client authentication or authorization to reply to this request.

The client MUST authenticate the EST server as specified in Section 3.3.1 and check the server’s authorization as given in Section 4.1. If the TLS authentication and authorization is not successful then the client MAY continue the TLS handshake to completion and proceed with the /CACerts request. If the EST client continues with an unauthenticated connection the EST client MUST extract the CA certificate from the response (Section 4.3.1) and engage the end-user to authorize the CA certificate using out-of-band pre-configuration data such as a CA certificate "fingerprint" (e.g., a SHA-1, SHA-256, SHA-512, or MD5 hash on the whole CA certificate). In this case it is incumbent on the end user to properly verify the fingerprint or to provide valid out-of-band data necessary to verify the fingerprint.

4.3.1. Distribution of CA certificates response

The EST server MUST respond to the client HTTPS GET message with CA trust anchor information, in the form of certificates within the CMC Simple PKI Response. The response is conveyed within an HTTP response.

The EST server MUST include the current CA certificate in the response. The EST server MUST include any additional certificates the client would need to build a chain to the root certificate. For example if the EST server is configured to use a subordinate CA when signing new client requests then the appropriate subordinate CA certificates to chain to the root must be included in the response.

Additional certificates MAY be included. If support for the CMP root certificate update mechanism is provided by the CA then the server MUST include the three "Root CA Key Update" certificates OldWithOld, OldWithNew, and NewWithOld. These are defined in Section 4.4 of CMP [RFC4210].

The client can always find the current self-signed CA certificate by examining the certificates received. The NewWithNew certificate is self-signed and has the latest NotAfter date.

The NewWithNew certificate is the certificate that is extracted and authorized using out-of-band information as described in Section 4.3. When out-of-band validation occurs each of the other three certificates MUST be validated using normal [RFC5280] certificate path validation (using the NewWithNew certificate as the trust anchor) before they can be used to build certificate paths during peer certificate validation.
The response format is the CMC Simple PKI Response as defined in [RFC5272]. The HTTP content-type of "application/pkcs7-mime" MUST be specified. The CMC Simple PKI response is Base64 encoded and sandwiched between PEM headers:

```
-----BEGIN PKCS7-----
MIIBhDCB7gIBADBFMQswCQYDVQQGEwJBVTETMBEGA1UECBMKU29tZS1TdGF0ZTEh
Simplified example of Base64 encoding of CMC Simple PKI Response
ED8rf3UDF6HjloiV3jBnpetx4JjZH/BImD9HMqofVclyb1e4iZgMUyuIgwEjQwpD
8J4OhHvLhlo=
-----END PKCS7-----
```

4.4. Simple Enrollment of Clients

The EST client MAY request a certificate from the EST server by HTTPS POSTing using the operation path value of "/simpleEnroll".

When HTTPS POSTing to the 'SimpleEnroll' location the client MUST include a CMC Simple PKI Request as specified in CMC Section 3.1 (i.e., a PKCS#10 Certification Request). Consistent with [RFC6403] the certification request "signature MUST be generated using the private key corresponding to the public key in the CertificationRequestInfo, for both signature and key establishment certification requests". The signature provides proof-of-possession of the private key to the EST server.

The HTTP content-type of "application/pkcs10" MUST be specified. The format of the request is as specified in Section 6.4 of [RFC4945].

The server MUST check client authorization as specified in Section 4.2. The EST server MUST check the tls-unique value as described in Section 3.5 but depending on policy MAY accept a request without the encoded tls-unique value. The EST server applies whatever authorization or policy logic it chooses in determining if the certificate should be issued.

The optional client signature certificate MAY be an existing certificate issued by the CA the EST server is providing services for or it MAY be from any other PKI the EST server indicated as acceptable during the TLS handshake.

The client MAY request an additional certificate even when using an existing certificate in the TLS client authentication. For example the client can use an existing signature certificate to request a key encryption certificate.

The client MUST authenticate the EST server as specified in Section 3.3.1.1.
4.4.1. Simple Re-Enrollment of Clients

The EST client MAY request renew/rekey of its certificate from the EST server by HTTPS POSTing using the operation path value of "/simpleReEnroll".

The certificate request is the same format as for the "simpleEnroll" path extension with the same HTTP content-type.

The server MUST check client authorization as specified in Section 4.2. The EST server MUST check the tls-unique value as described in Section 3.5 but depending on policy MAY accept a request without the encoded tls-unique value. The server applies whatever authorization or policy logic it chooses in determining if the certificate should be renewed/rekeyed. The optional client signature certificate MAY be an existing certificate issued by the CA the EST server is providing services for or it MAY be from any other PKI the EST server indicated as acceptable during the TLS handshake. When attempting to renew or rekey the client SHOULD use an existing certificate for TLS client authentication (Section 3.3.1.2). The certificate being re-enrolled MAY be different than the certificate used for EST client authentication.

The EST server MUST handle enrollment requests submitted to the "simpleReEnroll" URI as a renewal or rekey request. (This explicit method of indicating a re-enroll request is an alternative to the /fullCMC method specified in Section 2 of [RFC5272] wherein the "renewal and rekey requests look the same as any certification request, except that the identity proof is supplied by existing certificates from a trusted CA").

The request Subject/SubjectAltName field(s) MUST contain the identity of the certificate being re-enrolled. The ChangeSubjectName attribute, as defined in [RFC6402] MAY be included in the certificate request. The EST server MUST verify that that authenticated client is authorized to perform the inferred re-enroll operation.

If the public key information in the certification request is the same as the currently issued certificate the EST server performs a renew operation. If the public key information is different than the currently issued certificate then the EST server performs a rekey operation. The specifics of these operations are out of scope of this profile.

The client MUST authenticate the EST server as specified in Section 3.3.1.1. The EST client is RECOMMENDED to have obtained the current CA certificates using Section 4.3 to ensure it can validate the EST server certificate.
4.4.2. Simple Enroll and Re-Enroll Response

If the enrollment is successful the server response MUST have an HTTP 200 response code with a content-type of "application/pkcs7-mime". The response data is a degenerate certs- only CMC Simple PKI Response containing only the certificate issued. The CMC Simple PKI response is Base64 encoded and sandwiched between PEM headers:

-----BEGIN PKCS7-----
MIIBhDCB7gIBADBFMQswCQYDVQQGEwJBVTETMBEGA1UECBMKU29tZS1TdGF0ZTEh
Simplified example of Base64 encoding of CMC Simple PKI Response
ED8rf3UDF6HjloiV3jBnpetx4JjZH/B1mD9HMqofVERyb1e4iZgMUvuIgwEjQwpD
8J4OhHvLhlo=
-----END PKCS7-----

When rejecting a request the server MUST specify either an HTTP 4xx/401 error, or an HTTP 5xx error. A CMC PKI Response with an HTTP content-type of "application/pkcs7-mime" MAY be included in the response data for any error response. If the content-type is not set the response data MUST be a plain text human-readable error message. A client MAY elect not to parse a CMC error response in favor of a generic error message.

If the server responds with an HTTP 202 this indicates that the request has been accepted for processing but that a response is not yet available. The server MUST include a Retry-After header as defined for HTTP 503 responses and MAY include informative human-readable content. The client MUST wait at least the specified 'retry-after' time before repeating the same request. The client repeats the initial enrollment request after the appropriate 'retry-after' interval has expired. The client SHOULD log or inform the end user of this event. The server is responsible for maintaining all state necessary to recognize and handle retry operations as the client is stateless in this regard (it simply sends the same request repeatedly until it receives a different response code).

All other return codes are handled as specified in HTTP.

If the EST client has not obtained the current CA certificates using Section 4.3 then it may not be able to validate the certificate received.

4.5. Full CMC

The EST client MAY request a certificate from the EST server by HTTPS POSTing using the operation path value of "/fullCMC".

The client MUST authenticate the server as specified in Server
Authentication (Section 3.3.1.1), if method 3 is used, then the Publish Trust Anchors control within the HTTP content must be accepted manually as noted in Section 4.3. While use of TLS is not optional within EST, since a full CMC message inherently provides security, a TLS NULL cipher suite may be used while making this request.

The server SHOULD authenticate the client as specified in Section 3.3.1. The server MAY depend on CMC client authentication methods instead.

4.5.1. Full CMC Request

When HTTPS POSTing to the "fullCMC" location the client MUST include a valid CMC message. The HTTP content-type MUST be set to "application/pkcs7-mime" as specified in [RFC5273].

4.5.2. Full CMC Response

The server responds with the client’s newly issued certificate or provides an error response.

If the enrollment is successful the server response MUST have an HTTP 200 response code with a content-type of "application/pkcs7-mime" as specified in [RFC5273]. The response data includes either the CMC Simple PKI Response or the CMC Full PKI Response.

When rejecting a request the server MAY specify either an HTTP 4xx/401 error or an HTTP 5xx error. A CMC response with content-type of "application/pkcs7-mime" MUST be included in the response data for any error response. The client MUST parse the CMC response to determine the current status.

All other return codes are handled as specified in Section 4.4.2 or HTTP [RFC2616].

The CMC PKI response is Base64 encoded and sandwiched between PEM headers:

-----BEGIN PKCS7-----
MIIBhDCB7gIBADBFMQswCQYDVQQGEwJBVTETMBEGA1UECBMKU29tZS1TdGF0ZTETMBEGA1UEAwwGC2F0aW9uMRQwEwYDVQQDDA9TaXJrb29kMB4XDTAwMDAwMDAwMDAwMzAwMzAwMDAwMFoXDTExMDAwMDAwMDAwMzAwMzAwMDAwMFowEDEwMTFweDAaMB0GCCsGAQUFBzAChzowgZKMXOTg5MjU1MzQ2MDk2NFoIBgNVHQ8BAf8EBSAMBAAG5zDQBGA1UdEwEB/wQFMA0GCSqGSIb3DQEBAQUAA4GAEAMuiQ16RDPi8Suuq/Fx5deV/gj90+3vJS9z03w59sWCPD8Kp7C/sBnElKh+jHxkF+F4nRk+4+WuKFRb5KkU1xvKsk9+OcJcWqTbKXw5S/QXrjam/6/4OQ6G/b6/Ue7dUk7Ch/TVj7f29jJ4Hc=
-----END PKCS7-----

Simplified example of Base64 encoding of CMC Full PKI Response
ED8rf3UDf6Hjlo1V3jBnpetx4JjZH/B1mD9HMqofV eryb1e4izgMUvulgwEjwpD8J40hHvLhlo=

-----END PKCS7-----
4.6. Server-side Key Generation

[[EDNOTE: This section is references
[draft-ietf-pkix-cmc-serverkeygeneration-00] which has not yet been
published.]]

The EST client MAY request a "private" key and associated certificate from the EST server by HTTPS POSTING using the operation path value of "/serverKeyGen".

The client MUST authenticate the server as specified in Section 3.3.1.1. The EST client is RECOMMENDED to have obtained the current CA certificates using Section 4.3 to ensure it can validate the EST server certificate.

The EST server MUST authenticate the client as specified in Section 3.3.1. The EST server applies whatever authorization or policy logic it chooses to determine if the "private" key and certificate should be distributed. The server SHOULD use TLS-Based Client Authentication for authorization purposes. The server SHOULD respond to repeated requests from the same client with the same "private" key and certificate but MAY respond with a renewed or rekeyed "private" key and certificate. Clients that wish multiple "private" keys and certificates MUST specify a keyUsage in the certificate request which the server will use to intuit the type of key to be generated.

Proper random number and key generation and storage is a server implementation responsibility. The keypair and certificate are transferred over the TLS session; the EST server MUST verify that the current ciphersuite is acceptable for securing the key data.

4.6.1. Server-side Key Generation Request

The certificate request is HTTPS POSTed and is the same format as for the "/simpleEnroll" path extension with the same content-type.

The public key values of the certificate request and the request signature MUST be ignored by the server.

4.6.2. Server-side Key Generation Response

If the request is successful the server response MUST have an HTTP 200 response code with a content-type of "multipart/mixed" consisting of two parts. The first part is the "private" key data and the second part is the certificate data.

The first submessage is an "application/pkcs8" consisting of the
Base64 encoded DER-encoded PrivateKeyInfo sandwiched between the PEM headers as described in [RFC5958]:

-----BEGIN PRIVATE KEY-----
MIIBhDCB7gIBADBFMQswCQYDVQQGEwJBVTETMBEGA1UECBMKU29tZS1TdGF0ZTEh
Simplified example of Base64 encoding of DER-encoded PrivateKeyInfo
ED8rf3UDF6hjloiV3jBnpetx4JJZH/B1mD9HZoqfVERyb1e4iZgMUvuIgwEjQwpD
8J40hHvLhlo=
-----END PRIVATE KEY-----

The second submessage is an "application/pkcs7-mime" and exactly matches the certificate response to /simpleEnroll. The server response MUST use the same SubjectPublicKeyInfo as requested or the request MUST be denied.

When rejecting a request the server MUST specify either an HTTP 4xx/401 error, or an HTTP 5xx error. If the content-type is not set the response data MUST be a plain text human-readable error message.

4.7. CSR Attributes

The CA MAY want to include client-provided attributes in certificates that it issues and some of these attributes may describe information that is not available to the CA. For this reason, the EST client MAY request a set of attributes from the EST server to include in its certification request.

4.7.1. CSR Attributes Request

The EST Client MAY request a list of CA-desired CSR attributes from the CA by sending an HTTPS GET message to the EST server with an operations path of "/CSRAttrs". Clients SHOULD request such a list if they have have no a priori knowledge of what attributes are desired by the CA in an enrollment request or when dictated by policy.

4.7.2. CSR Attributes Response

The server MUST reply to the client’s HTTPS GET message with a (set of) attribute(s). Responses to attribute request messages MUST be encoded as content type "application/csrattrs" and conveyed within an HTTP response.

The syntax for application/csrattrs body is as follows:

Csattrs ::= SEQUENCE SIZE (0..MAX) OF OBJECT IDENTIFIER { }

A robust application SHOULD output Distinguished Encoding Rules (DER)
Internet-Draft                     EST                         July 2012

([X.690]) but MAY use Basic Encoding Rules (BER) ([X.680]). Data produced by DER or BER is 8-bit. When the transport for the application/csrattrs is limited to 7-bit data, a suitable transfer encoding MUST be applied in MIME-compatible transports. The base64 encoding (section 4 of [RFC4648]) SHOULD be used with application/csrattrs, although any 7-bit transfer encoding may work.

Servers include zero or more object identifiers that they wish the client to include in their certification request. When the server encodes csrattrs as an empty SEQUENCE OF it means that the server has no attributes it wants in client certification requests.

For example, if a CA wishes to have a certification request contain the MAC address [RFC2397] of a device and the pseudonym [X.520] and friendly name [RFC2925] of the holder of the private analog to the public key in the certification request, it takes the following object identifiers:

- macAddress: 1.3.6.1.1.1.1.22
- pseudonym: 2.5.4.65
- friendlyName: 1.2.840.113549.1.9.20

and encodes them into an ASN.1 SEQUENCE to produce:

30 19 06 07 2b 06 01 01 01 01 16 06 03 55 04 41 06 09 2a 86 48 86 f7 0d 01 09 14

and then base64 encodes the resulting ASN.1 SEQUENCE to produce:

MBkGBysGAQEhBARYGALUEQQYJKoZIhvcNAQkU

The resulting response would look like this:

Content-Type: application/csrattrs; name=attributes
Content-Transfer-Encoding: base64
Content-Disposition: attachment; filename=attributes

MBkGBysGAQEhBARYGALUEQQYJKoZIhvcNAQkU

5. IANA Considerations

(This section is incomplete)

The following aspects should be registered with IANA Considerations:
The RA Authorization certificate policy extension OID as discussed in Section 4.1 requires registration with IANA.

[[EDNOTE: The URLs specified in Section 1 probably do not need to be registered with IANA.]]

IANA SHALL update the Application Media Types registry with the following filled-in template from [RFC4288].

The media subtype for Attributes in a CertificationRequest is application/csrattrs.

Type name: application

Subtype name: csrattrs

Required parameters: None

Optional parameters: None

Encoding considerations: binary;

Security Considerations:

Clients request a list of attributes that servers wish to be in certification requests. The request/response SHOULD be done in a TLS-protected tunnel.

Interoperability considerations: None

Published specification: This memo.

Applications which use this media type:

Enrollment over Secure Transport (EST)

Additional information:

Magic number(s): None

File extension: None

Macintosh File Type Code(s):

Person & email address to contact for further information:

Dan Harkins <dharkins@arubanetworks.com>
6. Security Considerations

(This section is incomplete)

"Badges? We ain’t got no badges. We don’t need no badges! I don’t have to show you any stinkin’ badges!" -- The Treasure of the Sierra Madre.

As described in CMC Section 6.7, "For keys that can be used as signature keys, signing the certification request with the private key serves as a POP on that key pair". The inclusion of tls-unique within the certification request links the the proof-of-possession to the TLS proof-of-identity.

As given in Section 3.3.1.2 clients use an existing certificate for TLS client authentication. If a certificate with appropriate key usage is not available the client MAY generate one. If a self-signed certificate with appropriate key usage is used the server SHOULD require HTTP-based client authentication according to server policy as described in Section 3.3.1.2 and Section 4.2. The server MAY fallback on manual authorization by the server administrator.

Clients authenticate EST servers by means of TLS authentication. If a client does not possess a root certificate suitable for validating an EST server certificate, it MAY rely upon other trusted root certificates it has (such as those found in its HTTPS store). The client then is able to retrieve additional root certificates as given in Section 4.3. Alternatively, a server certificate MAY be authenticated manually as specified in Section 3.3.1.1 #3.

As noted in Section 3.3.1.1 servers use an existing certificate for TLS server authentication. When the server certificate is issued by a mutually trusted PKI hierarchy, validation proceeds as specified in Section 4.1. In this situation the client has validated the server as being a valid responder for the URI configured but can not directly verify that the responder is authorized as an RA within the to-be-enrolled PKI hierarchy. A client may thus be enticed to expose username/password or certificate enrollment requests to an unauthorized server (if the server presents a valid HTTPS certificate
for an erroneous URL that the client has been tricked into using).
Proof-of-identity and Proof-of-possession checks by the CA prevent an
illegitimate RA from leveraging such misconfigured clients to act as
a man-in-the-middle during client authenticated operations but it is
possible for such illegitimate RAs to send the client doctored
messages or erroneous CA certificate lists. If the illegitimate RA
has successfully phished a username/password or PIN from the client
it might try to use these values to enroll its own keypair with the
real PKI hierarchy. EST servers identified with an externally issued
server certificate SHOULD require HTTPS-based client authentication
(Section 3.3.1.2). Similarly EST clients SHOULD use an existing
client certificate to identify themselves and otherwise prevent
"private data" (obviously including passwords but also including
private identity information) from being exposed during the
enrollment exchange a weak server authorization method is used.

Section 3.2.3 allows clients to optionally authenticate using HTTP-
based authentication in place of TLS-based authentication. HTTP-
based authentication MUST NOT take place unless performed over a TLS-
protected link.

The server-side key generation method allows keys to be transported
over the TLS connection to the client. The distribution of "private"
key material is inherently risky and servers are NOT RECOMMENDED to
support this operation by default. Clients are NOT RECOMMENDED to
request this service unless there is a compelling operational benefit
such as the use of [BGPsec RPKI].

Regarding the CSR attributes that the CA may list for inclusion in an
enrollment request, there are no real inherent security issues with
the content being conveyed but an adversary who is able to interpose
herself into the conversation could exclude attributes that a server
may want, include attributes that a server may not want, and render
meaningless other attributes that a server may want.

[['EDNOTE: need final reference for BGPsec RPKI]]

Support for Basic authentication as specified in HTTP [RFC2617]
allows the server access to the client's cleartext password. This
provides integration with legacy username/password databases but
requires exposing the plaintext password to the EST server. Use of a
PIN or one-time-password can help mitigate concerns but EST clients
are RECOMMENDED to use such credentials only once to obtain an
appropriate client certificate to be used during future interactions
with the EST server.

7. References
7.1. Normative References


7.2. Informative References


Appendix A. Server Discovery

(informative)

Clients can use DNS-SD or similar discovery algorithms to determine the EST server URI. In such cases it is expected that method 2 (Section 3.3.1.1) be used during server authentication because the first method is insecure if the discovery mechanism is insecure.

If the user interaction in the third method is acceptable it is expected that the user would also supply the URI instead of using a discovery protocol.

Appendix B. External TLS concentrator

(informative)

In some deployments it may be beneficial to use a TLS concentrator to offload the TLS processing from the server.

The TLS server should not reject the connection based on PKIX validation of the client certificate. Instead the client certificate is passed to the EST server layer for verification and authorization. This allows support of external TLS concentrators that might provide an independent TLS implementation.

The TLS concentrator does validate the TLS Section 7.4.8 'Certificate Verify'.

In such a deployment the TLS client authentication result must be
forwarded to the EST server layer. For example a TLS concentrator might insert the client certificate into the HTTP header (first removing any existing client certificates, possibly inserted by a nefarious client, from the HTTP headers) before forwarding the HTTP connection to the EST server.

The EST server MUST be specifically configured by the administrator to accept this mechanism.

Appendix C. CGI Server implementation

(informative)

In some deployments it may be beneficial to use a HTTPS server that runs the EST server as a CGI application.

The HTTPS server should not reject the connection based on PKIX validation of the client certificate. Instead the client certificate is passed to the EST server layer for verification and authorization. This allows support of external HTTPS servers that might provide an independent TLS implementation.

In such a deployment the TLS client authentication result must be forwarded to the EST server layer. For example an HTTPS server might insert the client certificate into the environment variables before forwarding the HTTP data to the EST server.

Appendix D. Operational Scenario Example Messages

(informative)

This section expands on the Operational Scenario Overviews by providing detailed examples of the messages at each TLS layer. Figures are informative sections of TLSv1

D.1. Obtaining CA Certificates

The following is an example of a valid /CACerts exchange.

During the initial TLS handshake the client can ignore the optional server generated "certificate request" and can instead proceed with the HTTP GET request:
GET /CACerts HTTP/1.1
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenSSL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*

In response the server provides the current CA certificate:
<= Recv header, 38 bytes (0x26)
Content-Type: application/pkcs7-mime
<= Info: no chunk, no close, no size. Assume close to signal end
<= Recv header, 2 bytes (0x2)
<= Recv data, 1111 bytes (0x457)

D.2. Previously Installed Signature Certificate

The following is an example of a valid /simpleEnroll exchange. During this exchange the EST client uses an existing certificate issued by a trusted 3rd party PKI to obtain an initial certificate from the EST server.

During the initial TLS handshake the server generated "certificate request" includes both the distinguished name of the CA the EST server provides services for ("estExampleCA") and it includes the distinguished name of a trusted 3rd party CA ("estEXTERNALCA").
Which decodes as:

Acceptable client certificate CA names
/CN=estEXTERNALCA
/CN=estExampleCA

The EST client provides a certificate issued by "estEXTERNALCA" in the certificate response and the TLS handshake proceeds to completion. The EST server accepts the EST client certificate for authentication and accepts the EST client’s POSTed certificate request:

POST /simpleEnroll HTTP/1.1
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenSSL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*
Content-Type: application/x-est-pkcs10
Content-Length: 952

=> Send data, 952 bytes (0x3b8)

-----BEGIN CERTIFICATE REQUEST-----MIICCAIBADAwHQYDVR0OBBYEwYX...

The EST server uses the trusted 3rd party CA issued certificate to perform additional authorization and issues a certificate to the client:
D.3. Username/Password Distributed Out-of-Band

The following is an example of a valid /simpleEnroll exchange. During this exchange the EST client uses an out-of-band distributed username/password to authenticate itself to the EST server.

During the intial TLS handshake the client can ignore the optional server generated "certificate request" and can instead proceed with the HTTP POST request:
POST /simpleEnroll HTTP/1.1
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenSSL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*
Content-Type: application/x-est-pkcs10
Content-Length: 952

=> Send data, 952 bytes (0x3b8)
-----BEGIN CERTIFICATE REQUEST-----
MIICChjCCAW4CAQAwQTElMCMGA1UEAxMccmmVxIGJ5IGNsaWVuGCpibIkzw1vIHN0.ZXAgMjEYMBYGA1UEBRMPEUE0l
dp2ZGldCCTTjoyMIIJANBgkqhkiG9w0BAQEFAAOCAQ8AMIIBCgKCAQEAz9lXz9Mowul0x0W5v1k7GK1sNy7mAgmkz/wZDImBDXez.QZCb81rO8iTD3tIOXH2xpkY3b
ugFjdtQTzCMANlyNWtr1sC5GjN/EM1JSCr0/zZM.ig835RXJTP878N/jNw7EsXsb
/zK5o2jKoRbZ4Hzm4NDpMcBjQdPxoPAqeR.+KTkv1+9mlvsvdKI5SmH4Sp
O2Wol1HpW5BCxdu5zleb6ACih7Zpd2cpHFZ6ZC0G1.Of/F/0BzkFqWsmUmomyJy
WCflCuX9grs1CNLLwx0gcMprdTxLxjc18r03ZmBCq0.qs5/mUK/tv9R2k8+WuP3a
kzTUIkeHtcp6FVF13D+TwIDAQABoAAwDQYJKoZIhvcN.AQFBoADgEBAJH7Etuy
B/oQgQeals08mDZ31fFq/yQgJNzxZpZJszVLGMASv9a.nZaWdfqFid+ZZ+gAQ
QkVcXjdbqY3pAf/EeWk+KnuAUjOIPKu3ZBPVbWbXu/Ie7.FleeK7TLkFEn6SxHRu
2/bPIeBYLRVfWNVVxd3WpQ+QxqQgQfjJbGATJM5kuHndYFGJ.xdf4r1GRPyOwG/Wf
QrKBB3tZpJ3Cy+cwOUAJPFOOTO+868Ufj9Wh+y0m182vlg80.FyEaAa/PMP13aEct
B1RZmpx4e7LwG1hbgE7/6K0nF99xdGd7YJPHBascWszx0D0.oPy+m44g0gOnh1j
OwpriTXXcnnSSutRLaw=-----END CERTIFICATE REQUEST-----.

== Info: upload completely sent off: 952 out of 952 bytes
== Info: HTTP 1.1 or later with persistent connection, pipelining supported

The EST server accepts this request but since a client certificate was not provided for authentication/authorization the EST server responds with the WWW-authenticate header:

<= Recv header, 27 bytes (0x1b)
HTTP/1.1 401 Unauthorized
<= Recv header, 75 bytes (0x4b)
WWW-Authenticate: Digest qop="auth", realm="estrealm", nonce="134127174"

The EST client repeats the request, this time including the requested Authorization header:
== Info: SSL connection using AES256-SHA
== Info: Server certificate:
== Info:  subject: CN=127.0.0.1
== Info:  start date: 2012-07-04 18:39:27 GMT
== Info:  expire date: 2013-07-04 18:39:27 GMT
== Info:  common name: 127.0.0.1 (matched)
== Info:  SSL certificate verify ok.
== Info: Server auth using Digest with user 'estuser'
=> Send header, 416 bytes (0x1a0)
POST /simpleEnroll HTTP/1.1
Authorization: Digest username="estuser", realm="estrealm", nonc="1341427174", uri="/simpleEnroll", cnonce="ODc0OTk2", nc=00000001, qop="auth", response="48a2b671ccbc6596d8ef039e134b7d5d"
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenSSL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*
Content-Type: application/x-est-pkcs10
Content-Length: 952

=> Send data, 952 bytes (0x3b8)
-----BEGIN CERTIFICATE REQUEST-----MIICchjCCAW4CAQAwQEElCMCGAUEAxMccmVx1G5tGNSawWVdcBpb14kzWlvHNO.XZAGMJYeMYBAEYCAUEBMMPUE1E0ldp2GdldCBTjoMIIBIjANBgkqhkiG9w0BAQEF.AAOCAQ8AMIIBCgKCAQEAz9lXz9Mowu0x0W5v17KilsNy7mAgmxz/wZDImBDXez.QZCb81rO8TD3tI0NH2xpyK3b
uqFjdQTzCmANLyNWtR1s5Gj9j/EMJScr0/ZM.ig835RXJTP878N/jNW7EzXxb
/zK50zKJoRbZ4OgZm4NDapMfMcB4jqBdPxoPAqeR.+KTkv1+9m1vsvdKis5Hm4Sp
O2W01hPw5BCdu5zleb6ACih7Zpd2cpHPz6ZHCOG1.Of+/F/0BzkFSqWsmUomyJy
WcflCuX9grs1CNIxw0gmcMprdtxLzjc18z03ZmBCgO.qq5/mUK/tv9R2k8+WuP3akrzTULkeHtc6PFv13d+TwIDAQABoAAdQYJKoZIhvcN.AQEFAQBBDAJH7eyy
B/oOqQeals08m3U3lfq7uYq+NxzzpZJ3sVLMGASv9a.pNzaWdfqFdis+ZZ+gAQ
QkVcXjdbqY3pAf/EEWk+KnuAU0lIFUKu3ZBPVbdBxu/Je7.FlekQ7LkFkNsHsXRu
2/zlPBYbLRVvWvNxd3WpQq+Xqoqf9xqj1JBAJTM5kuHndYFGj.Xdf4r1GRPyOowG/Xf
QrKB3tzbj5Cy+cwwUAPfPOO/8LRFujf9Wl+yoM182vlg8o.FyEeAaA/FMpl3aEcI
BiR2mYx4e7FlgHpb97/6fKnf9jxd4Gd7YYPHasbScsXd0Z.oPM+44g0Gnh1j
OWpRiXcnngSsuR1Llaw=-----END CERTIFICATE REQUEST-----.

The ESTserver uses the username/password to perform authentication/authorization and responds with the issued certificate:
D.4. Re-Enrollment

The following is an example of a valid /simpleReEnroll exchange. During this exchange the EST client authenticates itself using an existing certificate issued by the CA the EST server provides services for.

Initially this exchange is identical to enrollment using an externally issued certificate for client authentication since the server is not yet aware of the client’s intention. As in that example the EST server the generated "certificate request" includes both the distinguished name of the CA the EST server provides services for ("estExampleCA") and it includes the distinguished name of a trusted 3rd party CA ("estEXTERNALCA").
In text format this is:

Acceptable client certificate CA names
/CN=estEXTERNALCA
/CN=estExampleCA

The EST client provides a certificate issued by "estExampleCA" in the certificate response and the TLS handshake proceeds to completion. The EST server accepts the EST client certificate for authentication and accepts the EST client’s POSTed certificate request.

The rest of the protocol traffic is effectively identical to a normal enrollment.

D.5. Server Key Generation

The following is an example of a valid /serverKeyGen exchange. During this exchange the EST client authenticates itself using an existing certificate issued by the CA the EST server provides services for.

The initial TLS handshake is identical to the enrollment example handshake. The HTTP POSTed message is:
POST /serverKeyGen HTTP/1.1
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenS
SL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*
Content-Type: application/x-est-pkcs10
Content-Length: 968

=> Send data, 968 bytes (0x3c8)

-----BEGIN CERTIFICATE REQUEST-----
MIICkzCAQAwgSAMCAoCAQgAMIGAkwEAAoIBAQC0781l7tri0yii.Mb9ZZYch8ze
izXrjMFP/Rxoz2C9IW7U2THcrFGXZGQMe/zivce0m8/BMKkUc+DsSM.tzxnx41+9tI
svDkAe4FyznOuLD/awgj6kUcI3mxznb2r2WaRYAm5w41mDv3b1v.aMKUDSjHv
bq+z/GL1WlTRX3iW15CMHvY+1pJXPTJZ/GuWr/b/+Efqzww31LwGc34jDx.1gbx9vG0
mftiXIIeM4TXU28KBla1gJba1si0Ox3c2bEyaSPerdzggvXFHGGAhg1FU8.0QfK
nn66GPMtm1SGitxFxWouFqpsax5Mwn/i52TFeaF2PNTh0uzKt1iweJhk.g0mMIQ

After processing the request the EST server response is:
<= Recv header, 17 bytes (0x11)
HTTP/1.1 200 OK
<= Recv header, 16 bytes (0x10)
Status: 200 OK
<= Recv header, 67 bytes (0x43)
Content-Type: multipart/mixed ; boundary=estServerExampleBoundary
== Info: no chunk, no close, no size. Assume close to signal end

After processing the request the EST server response is:
<= Recv header, 17 bytes (0x11)
HTTP/1.1 200 OK
<= Recv header, 16 bytes (0x10)
Status: 200 OK
<= Recv header, 67 bytes (0x43)
Content-Type: multipart/mixed ; boundary=estServerExampleBoundary
== Info: no chunk, no close, no size. Assume close to signal end

This is the preamble. It is to be ignored, though it is a handy place for estServer to include an explanatory note, including contact or support information...-estServerExampleBoundary.Content-Type=application/pkcs8  ---BEGIN PRIVATE KEY-----

This is the epilogue. It is also to be ignored.

In text format this is:

HTTP/1.1 200 OK
Status: 200 OK
Content-Type: multipart/mixed ; boundary=estServerExampleBoundary

-----BEGIN PKCS7-----
MIIwEwYDVQQDEwxlc3RFeGFt.cGxlQ0EwHhcNMTIwNzA0MTgzOTM2WhcNMTMwNzIw
HhcNMTIwNzA0MTgzOTM2MDA4MB4wMDQwYjAmMRUwEwYDVQQDEwxlc3RFeGFt
-----END PKCS7-----
This is the preamble. It is to be ignored, though it is a handy place for estServer to include an explanatory note including contact or support information.

---estServerExampleBoundary

Content-Type: application/pkcs8

-----BEGIN PRIVATE KEY-----
MIIEvQIBADANBgkqhkiG9w0BAQEFAASCBKcwggSjAgEAAoIBAQCO78117tri0yi1Mib92Zyzch8zeizXrjMFP/Rxoz2C9IU2THcrP/GXQGQMe/zicvec0m8/57Mi4kUc+DsSMtxzn4l+9tIsVSDKaEYFhNyZOhld/zawgj6kUc13mxZnbz2rwYaRyAm5W41lMV3b1v
aMUKDJSJhVbQ+z/G1WlTRx3lWi5CMHYb+1pJXPTJzj/Gwr/b/+EfqwzzZlwcGj4Dx
Igbx9VG0mftIIxM4UX28KbbaLgbalsiu0x3C2bEyaS/PerdzqgyvXFHHGAghlFUSB
Dq1QEkinn66GPMtM1SNqitxFxWuFpqpsax5Mwn/i52rfEa2F2PNThOuzKti1weJhk
g0MiQITXAgMBAEACggEANirz8XNK/iXEhELxikO8H3o4a4YqYQdzf2kUNh83xput
Y/0scaVbLbu46WzysosfJyFyUC+FzJhBNCCOpjGbi/4NWyQegq9TA1kz+wDo+hol5bf0
ypFrEmikHh8R3fkvnK6l91d6w01ynqCvyq7VtGrSmjcy6Hckwkb7fEboUZG0lwt
x106X1hksAvN8+75odWzsnl7/b/L0IVCCLbXu3hodTH1H54maFbyGyRWD7uiKt
Q3h8dlwrpyV28Z2BBp0Ej4fGDrq88SKMKCDu3t9ibn/v1kEte+PZhuwW+d0Q
hkKSEw0YLCzkQ5mujsPq0UZvPBKLJACUnFAi+a4AQKBqGUD6VLHye2YoT/pjPAY
v0jNWP7oMzj4/eFmqE9m+2Aj/mQ/0qaMY95ftzG+EpKggyCG92DFevEmqH4Sg2+G
qFD93i1rYPS5cvBNEp8SmxLPUOvYniUmiCQZsLDN18B3buxAm2GJ219NENOC
jmP/Mc/IGa1LzLtQoaJls3zcOGqKBQD4B1ol3E3Bgj/gt/+/d1kLHwH8c7e3uylK
S/vxVsyQwioYt8MecmwvPVPFEn4jw53KN/YSvCPjttKGsPtlMin1KYGkgsevcl
Vb50FtA/jNAP3mdAgCzbn61FNhQe2dc0l5puZoG93HDwq7EqtSI9QJSMG3YC
QNC0ORptVwKBgQQhrCafaYWdhA11/+g2U9x6Yd56iF43rcBnV+2EQvCAqBI949c
w4A+H/80md1gt5unL6OMeqzxxkRR/SP7TkixHYHnpMqoLHqaQ2W45KTHek92D
wu8XRB9vB9j4Q0cDUN6j/Wpmm/KenXxN+Pka3ySvq4dzBmVbZJjdYcckqKBqFXS
zbZggywz1/P7aAdZK49m1Ihnye8Bb0OqKwbX/L17rZ1lWmef+nSF9Ju/y77B/S
UPd09vgGgs0onRk0LIRP25soU5IqGTQTVLvf8a1UmBvgl+KXS51lYiy5mZteWrcjEX
VM9ejXeN0157pvg/XC0K3k1zeyLh4T09/E8WjjAcGA1mqUV4n/lxIvFrymp
fpv0wekki1ER33iEbZVNYTlS7uxwz76p0ii4kqZDSeZeYm4+1w9jwMhtuoZpAg
CJYMo8b46nhlZrzbj55b5twOLV6GtRnkk/CfOxPNxZctSoQA86HHq7rRdhxsau/bY
EXc9t7hnhLJZfXzdxBgd+f4k=
-----END PRIVATE KEY-----

---estServerExampleBoundary

Content-Type: application/pkcs7-mime

-----BEGIN PKCS7-----
MIIDAYJKoZIhvcNAQcCoIIDLCCAYkCAQExADALBDAlBGkqhkiG9w0BBwGgmpM2IID
CzC2CAoFgAwIBAgIBhTBANBgkqhkiG9w0BAQUFADAXMRUwEwYDVQQIEw9c3RMgF
CGx1I0QWEwUhNhNtWzAO7mzOM2WHcNMTMwNzaA0MTg2OM2WfJams5aKwKAYYDVQQ
EYFzZXJ2XzZ0Zj1WlT1GteSBByS1ZmF5J1Glo1ZmF5OjQ5MDc3OTIwMDMwODgwI
DYBQAUAAAIBDwAwggcFADAgE0MDgwOjAwMB8GCSqGSIb3DQEBCwUAA4GBAJbBxV
IwH7SmF4p4aPcTtCDmL61ZGdWuKmM+Ry9Uc1cZQwz6d2hN8Z+KAD59Zu7uW
-----END PKCS7-----
This is the epilogue. It is also to be ignored.
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1. Introduction

This document specifies a protocol useful in determining the current status of a digital certificate without requiring CRLs. Additional mechanisms addressing PKIX operational requirements are specified in separate documents.

This specification obsoletes [RFC2560] and [RFC6277]. The primary reason for the publication of this document is to address ambiguities that have been found since the publication of RFC 2560. This document differs from RFC 2560 in only a few areas:

- Section 4.1.1 specifies the ASN.1 syntax for the nonce extension, which was missing in RFC 2560.
- Section 4.4.7 specifies a new extension that may be included in a request message to specify signature algorithms the client would prefer the server use to sign the response as specified in [RFC6277].
- Section 2.3 extends the use of the "unauthorized" error response, as specified in [RFC5019].
- Section 4.2.1 and 4.2.2.3 states that a response may include revocation status information for certificates that were not included in the request, as permitted in [RFC5019].
- Section 4.3 changes set of cryptographic algorithms that clients must support and the set of cryptographic algorithms that clients should support as specified in [RFC6277].
- Section 4.2.2.2 has been updated to clarify when a responder is considered an Authorized Responder.

An overview of the protocol is provided in section 2. Functional requirements are specified in section 4. Details of the protocol are in section 5. We cover security issues with the protocol in section 6. Appendix A defines OCSP over HTTP, appendix B accumulates ASN.1 syntactic elements and appendix C specifies the mime types for the messages.

1.1. The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document (in uppercase, as shown) are to be interpreted as described in [RFC2119].
2. Protocol Overview

In lieu of or as a supplement to checking against a periodic CRL, it may be necessary to obtain timely information regarding the revocation status of a certificate (cf. [RFC5280], Section 3.3). Examples include high-value funds transfer or large stock trades.

The Online Certificate Status Protocol (OCSP) enables applications to determine the (revocation) state of an identified certificate. OCSP may be used to satisfy some of the operational requirements of providing more timely revocation information than is possible with CRLs and may also be used to obtain additional status information. An OCSP client issues a status request to an OCSP responder and suspends acceptance of the certificate in question until the responder provides a response.

This protocol specifies the data that needs to be exchanged between an application checking the status of a certificate and the server providing that status.

2.1 Request

An OCSP request contains the following data:

-- protocol version
-- service request
-- target certificate identifier
-- optional extensions which MAY be processed by the OCSP Responder

Upon receipt of a request, an OCSP Responder determines if:

1. the message is well formed
2. the responder is configured to provide the requested service and
3. the request contains the information needed by the responder If any one of the prior conditions are not met, the OCSP responder produces an error message; otherwise, it returns a definitive response.

2.2 Response

OCSP responses can be of various types. An OCSP response consists of a response type and the bytes of the actual response. There is one basic type of OCSP response that MUST be supported by all OCSP servers and clients. The rest of this section pertains only to this basic response type.
All definitive response messages SHALL be digitally signed. The key used to sign the response MUST belong to one of the following:

-- the CA who issued the certificate in question
-- a Trusted Responder whose public key is trusted by the requester
-- a CA Designated Responder (Authorized Responder) who holds a specially marked certificate issued directly by the CA, indicating that the responder may issue OCSP responses for that CA

A definitive response message is composed of:

-- version of the response syntax
-- name of the responder
-- responses for each of the certificates in a request
-- optional extensions
-- signature algorithm OID
-- signature computed across hash of the response

The response for each of the certificates in a request consists of:

-- target certificate identifier
-- certificate status value
-- response validity interval
-- optional extensions

This specification defines the following definitive response indicators for use in the certificate status value:

-- good
-- revoked
-- unknown

The "good" state indicates a positive response to the status inquiry. At a minimum, this positive response indicates that the certificate is not revoked, but does not necessarily mean that the certificate was ever issued or that the time at which the response was produced is within the certificate's validity interval. Response extensions may be used to convey additional information on assertions made by the responder regarding the status of the certificate such as positive statement about issuance, validity, etc.

The "revoked" state indicates that the certificate has been revoked (either permanently or temporarily (on hold)).

The "unknown" state indicates that the responder doesn’t know about the certificate being requested.
2.3 Exception Cases

In case of errors, the OCSP Responder may return an error message. These messages are not signed. Errors can be of the following types:

-- malformedRequest
-- internalError
-- tryLater
-- sigRequired
-- unauthorized

A server produces the "malformedRequest" response if the request received does not conform to the OCSP syntax.

The response "internalError" indicates that the OCSP responder reached an inconsistent internal state. The query should be retried, potentially with another responder.

In the event that the OCSP responder is operational, but unable to return a status for the requested certificate, the "tryLater" response can be used to indicate that the service exists, but is temporarily unable to respond.

The response "sigRequired" is returned in cases where the server requires the client sign the request in order to construct a response.

The response "unauthorized" is returned in cases where the client is not authorized to make this query to this server or the server is not capable of responding authoritatively (cf. [RFC5019], Section 2.2.3).

2.4 Semantics of thisUpdate, nextUpdate and producedAt

Responses can contain three times in them - thisUpdate, nextUpdate and producedAt. The semantics of these fields are:

- thisUpdate: The time at which the status being indicated is known to be correct
- nextUpdate: The time at or before which newer information will be available about the status of the certificate
- producedAt: The time at which the OCSP responder signed this response.

If nextUpdate is not set, the responder is indicating that newer revocation information is available all the time.
2.5 Response Pre-production

OCSP responders MAY pre-produce signed responses specifying the status of certificates at a specified time. The time at which the status was known to be correct SHALL be reflected in the thisUpdate field of the response. The time at or before which newer information will be available is reflected in the nextUpdate field, while the time at which the response was produced will appear in the producedAt field of the response.

2.6 OCSP Signature Authority Delegation

The key that signs a certificate’s status information need not be the same key that signed the certificate. A certificate’s issuer explicitly delegates OCSP signing authority by issuing a certificate containing a unique value for extendedKeyUsage in the OCSP signer’s certificate. This certificate MUST be issued directly to the responder by the cognizant CA.

2.7 CA Key Compromise

If an OCSP responder knows that a particular CA’s private key has been compromised, it MAY return the revoked state for all certificates issued by that CA.

3. Functional Requirements

3.1 Certificate Content

In order to convey to OCSP clients a well-known point of information access, CAs SHALL provide the capability to include the AuthorityInfoAccess extension (defined in [RFC5280], section 4.2.2.1) in certificates that can be checked using OCSP. Alternatively, the accessLocation for the OCSP provider may be configured locally at the OCSP client.

CAs that support an OCSP service, either hosted locally or provided by an Authorized Responder, MUST provide for the inclusion of a value for a uniformResourceIdentifier (URI) accessLocation and the OID value id-ad-ocsp for the accessMethod in the AccessDescription SEQUENCE.

The value of the accessLocation field in the subject certificate defines the transport (e.g. HTTP) used to access the OCSP responder and may contain other transport dependent information (e.g. a URL).
3.2 Signed Response Acceptance Requirements

Prior to accepting a signed response as valid, OCSP clients SHALL confirm that:

1. The certificate identified in a received response corresponds to that which was identified in the corresponding request;
2. The signature on the response is valid;
3. The identity of the signer matches the intended recipient of the request.
4. The signer is currently authorized to sign the response.
5. The time at which the status being indicated is known to be correct (thisUpdate) is sufficiently recent.
6. When available, the time at or before which newer information will be available about the status of the certificate (nextUpdate) is greater than the current time.

4. Detailed Protocol

The ASN.1 syntax imports terms defined in [RFC5280]. For signature calculation, the data to be signed is encoded using the ASN.1 distinguished encoding rules (DER) [X.690].

ASN.1 EXPLICIT tagging is used as a default unless specified otherwise.

The terms imported from elsewhere are: Extensions, CertificateSerialNumber, SubjectPublicKeyInfo, Name, AlgorithmIdentifier, CRLReason

4.1 Requests

This section specifies the ASN.1 specification for a confirmation request. The actual formatting of the message could vary depending on the transport mechanism used (HTTP, SMTP, LDAP, etc.).

4.1.1 Request Syntax

```
OCSPRequest ::= SEQUENCE {
  tbsRequest          TBSRequest,
  optionalSignature   [0] EXPLICIT Signature OPTIONAL }

TBSRequest ::= SEQUENCE {
```
version [0] EXPLICIT Version DEFAULT v1,
requestorName [1] EXPLICIT GeneralName OPTIONAL,
requestList SEQUENCE OF Request,
requestExtensions [2] EXPLICIT Extensions OPTIONAL }

Signature ::= SEQUENCE {
  signatureAlgorithm AlgorithmIdentifier,
  signature BIT STRING,
  certs [0] EXPLICIT SEQUENCE OF Certificate OPTIONAL
}

Version ::= INTEGER { v1(0) }

Request ::= SEQUENCE {
  reqCert CertID,
  singleRequestExtensions [0] EXPLICIT Extensions OPTIONAL
}

CertID ::= SEQUENCE {
  hashAlgorithm AlgorithmIdentifier,
  issuerNameHash OCTET STRING, -- Hash of Issuer’s DN
  issuerKeyHash OCTET STRING, -- Hash of Issuers public key
  serialNumber CertificateSerialNumber
}

issuerNameHash is the hash of the Issuer’s distinguished name. The hash shall be calculated over the DER encoding of the issuer’s name field in the certificate being checked. issuerKeyHash is the hash of the Issuer’s public key. The hash shall be calculated over the value (excluding tag and length) of the subject public key field in the issuer’s certificate. The hash algorithm used for both these hashes, is identified in hashAlgorithm. serialNumber is the serial number of the certificate for which status is being requested.

4.1.2 Notes on the Request Syntax

The primary reason to use the hash of the CA’s public key in addition to the hash of the CA’s name, to identify the issuer, is that it is possible that two CAs may choose to use the same Name (uniqueness in the Name is a recommendation that cannot be enforced). Two CAs will never, however, have the same public key unless the CAs either explicitly decided to share their private key, or the key of one of the CAs was compromised.

Support for any specific extension is OPTIONAL. The critical flag SHOULD NOT be set for any of them. Section 4.4 suggests several useful extensions. Additional extensions MAY be defined in additional RFCs. Unrecognized extensions MUST be ignored (unless they have the critical flag set and are not understood).
The requestor MAY choose to sign the OCSP request. In that case, the signature is computed over the tbsRequest structure. If the request is signed, the requestor SHALL specify its name in the requestorName field. Also, for signed requests, the requestor MAY include certificates that help the OCSP responder verify the requestor’s signature in the certs field of Signature.

4.2 Response Syntax

This section specifies the ASN.1 specification for a confirmation response. The actual formatting of the message could vary depending on the transport mechanism used (HTTP, SMTP, LDAP, etc.).

4.2.1 ASN.1 Specification of the OCSP Response

An OCSP response at a minimum consists of a responseStatus field indicating the processing status of the prior request. If the value of responseStatus is one of the error conditions, responseBytes are not set.

```
OCSPResponse ::= SEQUENCE {
  responseStatus          OCSPResponseStatus,
  responseBytes          [0] EXPLICIT ResponseBytes OPTIONAL }

OCSPResponseStatus ::= ENUMERATED {
  successful            (0),  --Response has valid confirmations
  malformedRequest      (1),  --Illegal confirmation request
  internalError         (2),  --Internal error in issuer
  tryLater              (3),  --Try again later
                          --(4) is not used
  sigRequired           (5),  --Must sign the request
  unauthorized          (6)   --Request unauthorized
}
```

The value for responseBytes consists of an OBJECT IDENTIFIER and a response syntax identified by that OID encoded as an OCTET STRING.

```
ResponseBytes ::= SEQUENCE {
  responseType   OBJECT IDENTIFIER,
  response       OCTET STRING }
```

For a basic OCSP responder, responseType will be id-pkix-ocsp-basic.

```
id-pkix-ocsp OBJECT IDENTIFIER ::= { id-ad-ocsp }
id-pkix-ocsp-basic OBJECT IDENTIFIER ::= { id-pkix-ocsp 1 }
```
OCSP responders SHALL be capable of producing responses of the id-pkix-ocsp-basic response type. Correspondingly, OCSP clients SHALL be capable of receiving and processing responses of the id-pkix-ocsp-basic response type.

The value for response SHALL be the DER encoding of BasicOCSPResponse.

BasicOCSPResponse ::= SEQUENCE {
  tbsResponseData ResponseData,
  signatureAlgorithm AlgorithmIdentifier,
  signature          BIT STRING,
  certs              [0] EXPLICIT SEQUENCE OF Certificate OPTIONAL }

The value for signature SHALL be computed on the hash of the DER encoding ResponseData. The responder MAY include certificates in the certs field of BasicOCSPResponse that help the OCSP client verify the responder’s signature. If no certificates are included then certs SHOULD be absent.

ResponseData ::= SEQUENCE {
  version                [0] EXPLICIT Version DEFAULT v1,
  responderID            ResponderID,
  producedAt             GeneralizedTime,
  responses              SEQUENCE OF SingleResponse,
  responseExtensions     [1] EXPLICIT Extensions OPTIONAL }

ResponderID ::= CHOICE {
  byName      [1] Name,
  byKey       [2] KeyHash }

KeyHash ::= OCTET STRING -- SHA-1 hash of responder’s public key (excluding the tag and length fields)

SingleResponse ::= SEQUENCE {
  certID                  CertID,
  certStatus              CertStatus,
  thisUpdate              GeneralizedTime,
  nextUpdate              [0] EXPLICIT GeneralizedTime OPTIONAL,
  singleExtensions        [1] EXPLICIT Extensions OPTIONAL }

CertStatus ::= CHOICE {
  good        [0] IMPLICIT NULL,
  revoked     [1] IMPLICIT RevokedInfo,
  unknown     [2] IMPLICIT UnknownInfo }

RevokedInfo ::= SEQUENCE {
  revocationTime         GeneralizedTime,
revocationReason [0] EXPLICIT CRLReason OPTIONAL }

UnknownInfo := NULL
4.2.2 Notes on OCSP Responses

4.2.2.1 Time

The thisUpdate and nextUpdate fields define a recommended validity interval. This interval corresponds to the \{thisUpdate, nextUpdate\} interval in CRLs. Responses whose nextUpdate value is earlier than the local system time value SHOULD be considered unreliable. Responses whose thisUpdate time is later than the local system time SHOULD be considered unreliable. Responses where the nextUpdate value is not set are equivalent to a CRL with no time for nextUpdate (see Section 2.4).

The producedAt time is the time at which this response was signed.

4.2.2.2 Authorized Responders

TBD --------- UPDATE THIS SECTION  ---------------

The key that signs a certificate’s status information need not be the same key that signed the certificate. It is necessary however to ensure that the entity signing this information is authorized to do so. Therefore, a certificate’s issuer MUST either sign the OCSP responses itself or it MUST explicitly designate this authority to another entity. OCSP signing delegation SHALL be designated by the inclusion of id-kp-OCSPSigning in an extendedKeyUsage certificate extension included in the OCSP response signer’s certificate. This certificate MUST be issued directly by the CA that issued the certificate in question.

The CA SHOULD use the same issuing key to issue a delegation certificate as was used to sign the certificate being checked for revocation. Systems relying on OCSP responses MUST recognize a delegation certificate as being issued by the CA that issued the certificate in question if the delegation certificate and the certificate being checked for revocation was signed by the same key. Systems relying on OCSP responses MAY recognize a delegation certificate as being issued by the CA that issued the certificate in question if the delegation certificate and the certificate being checked for revocation was issued by the same CA using different issuing keys.

id-kp-OCSPSigning OBJECT IDENTIFIER ::= {id-kp 9}

Systems or applications that rely on OCSP responses MUST be capable of detecting and enforcing use of the id-ad-ocspSigning value as described above. They MAY provide a means of locally configuring one
or more OCSP signing authorities, and specifying the set of CAs for which each signing authority is trusted. They MUST reject the response if the certificate required to validate the signature on the response fails to meet at least one of the following criteria:

1. Matches a local configuration of OCSP signing authority for the certificate in question; or

2. Is the certificate of the CA that issued the certificate in question; or

3. Includes a value of id-ad-ocspSigning in an ExtendedKeyUsage extension and is issued by the CA that issued the certificate in question as stated above."

Additional acceptance or rejection criteria may apply to either the response itself or to the certificate used to validate the signature on the response.

4.2.2.2.1 Revocation Checking of an Authorized Responder

Since an Authorized OCSP responder provides status information for one or more CAs, OCSP clients need to know how to check that an authorized responder’s certificate has not been revoked. CAs may choose to deal with this problem in one of three ways:

- A CA may specify that an OCSP client can trust a responder for the lifetime of the responder’s certificate. The CA does so by including the extension id-pkix-ocsp-nocheck. This SHOULD be a non-critical extension. The value of the extension should be NULL. CAs issuing such a certificate should realize that a compromise of the responder’s key is as serious as the compromise of a CA key used to sign CRLs, at least for the validity period of this certificate. CAs may choose to issue this type of certificate with a very short lifetime and renew it frequently.

  id-pkix-ocsp-nocheck OBJECT IDENTIFIER ::= { id-pkix-ocsp 5 }

- A CA may specify how the responder’s certificate be checked for revocation. This can be done using CRL Distribution Points if the check should be done using CRLs or CRL Distribution Points, or Authority Information Access if the check should be done in some other way. Details for specifying either of these two mechanisms are available in [RFC5280].

- A CA may choose not to specify any method of revocation checking for the responder’s certificate, in which case, it would be up to the OCSP client’s local security policy to decide whether that
certificate should be checked for revocation or not.

4.2.2.3 Basic Response

The basic response type contains:

- the version of the response syntax, which MUST be v1 (value is 0) for this version of the basic response syntax;
- either the name of the responder or a hash of the responder’s public key;
- the time at which the response was generated;
- responses for each of the certificates in a request;
- optional extensions;
- a signature computed across a hash of the response; and
- the signature algorithm OID.

The responder MAY include certificates in the certs field of BasicOCSPResponse that help the OCSP client verify the responder’s signature.

The response for each of the certificates in a request consists of:

- an identifier of the certificate for which revocation status information is being provided (i.e., the target certificate);
- the revocation status of the certificate (good, revoked, or unknown);
- the validity interval of the response; and
- optional extensions.

The response MUST include a SingleResponse for each certificate in the request and SHOULD NOT include any additional SingleResponse elements. OCSP responders that pre-generate status responses MAY return responses that include additional SingleResponse elements if necessary to improve response pre-generation performance or cache efficiency. [Editor’s note: From Section 2.2.1 of RFC 5019.]

4.3 Mandatory and Optional Cryptographic Algorithms
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Clients that request OCSP services SHALL be capable of processing responses signed using RSA with SHA-1 (identified by sha1WithRSAEncryption OID specified in [RFC3279]) and RSA with SHA-256 (identified by sha256WithRSAEncryption OID specified in [RFC4055]). Clients SHOULD also be capable of processing responses signed using DSA keys (identified by the id-dsa-with-sha1 OID specified in [RFC3279]). Clients MAY support other algorithms.

4.4 Extensions

This section defines some standard extensions, based on the extension model employed in X.509 version 3 certificates see [RFC5280]. Support for all extensions is optional for both clients and responders. For each extension, the definition indicates its syntax, processing performed by the OCSP Responder, and any extensions which are included in the corresponding response.

4.4.1 Nonce

The nonce cryptographically binds a request and a response to prevent replay attacks. The nonce is included as one of the requestExtensions in requests, while in responses it would be included as one of the responseExtensions. In both the request and the response, the nonce will be identified by the object identifier id-pkix-ocsp-nonce, while the extnValue is the value of the nonce.

id-pkix-ocsp
OBJECT IDENTIFIER ::= { id-ad-ocsp }
id-pkix-ocsp-nonce
OBJECT IDENTIFIER ::= { id-pkix-ocsp 2 }

Nonce ::= OCTET STRING

4.4.2 CRL References

It may be desirable for the OCSP responder to indicate the CRL on which a revoked or onHold certificate is found. This can be useful where OCSP is used between repositories, and also as an auditing mechanism. The CRL may be specified by a URL (the URL at which the CRL is available), a number (CRL number) or a time (the time at which the relevant CRL was created). These extensions will be specified as singleExtensions. The identifier for this extension will be id-pkix-ocsp-crl, while the value will be CrlID.

id-pkix-ocsp-crl
OBJECT IDENTIFIER ::= { id-pkix-ocsp 3 }

CrlID ::= SEQUENCE {
crlUrl [0] EXPLICIT IA5String OPTIONAL,
crlNum [1] EXPLICIT INTEGER OPTIONAL,
For the choice crlUrl, the IA5String will specify the URL at which the CRL is available. For crlNum, the INTEGER will specify the value of the CRL number extension of the relevant CRL. For crlTime, the GeneralizedTime will indicate the time at which the relevant CRL was issued.

### 4.4.3 Acceptable Response Types

An OCSP client MAY wish to specify the kinds of response types it understands. To do so, it SHOULD use an extension with the OID id-pkix-ocsp-response, and the value AcceptableResponses. This extension is included as one of the requestExtensions in requests. The OIDs included in AcceptableResponses are the OIDs of the various response types this client can accept (e.g., id-pkix-ocsp-basic).

```plaintext
id-pkix-ocsp-response OBJECT IDENTIFIER ::= { id-pkix-ocsp 4 }
AcceptableResponses ::= SEQUENCE OF OBJECT IDENTIFIER
```

As noted in section 4.2.1, OCSP responders SHALL be capable of responding with responses of the id-pkix-ocsp-basic response type. Correspondingly, OCSP clients SHALL be capable of receiving and processing responses of the id-pkix-ocsp-basic response type.

### 4.4.4 Archive Cutoff

An OCSP responder MAY choose to retain revocation information beyond a certificate’s expiration. The date obtained by subtracting this retention interval value from the producedAt time in a response is defined as the certificate’s "archive cutoff" date.

OCSP-enabled applications would use an OCSP archive cutoff date to contribute to a proof that a digital signature was (or was not) reliable on the date it was produced even if the certificate needed to validate the signature has long since expired.

OCSP servers that provide support for such historical reference SHOULD include an archive cutoff date extension in responses. If included, this value SHALL be provided as an OCSP singleExtensions extension identified by id-pkix-ocsp-archive-cutoff and of syntax GeneralizedTime.

```plaintext
id-pkix-ocsp-archive-cutoff OBJECT IDENTIFIER ::= { id-pkix-ocsp 6 }
ArchiveCutoff ::= GeneralizedTime
```

To illustrate, if a server is operated with a 7-year retention
interval policy and status was produced at time t1 then the value for ArchiveCutoff in the response would be (t1 - 7 years).

4.4.5 CRL Entry Extensions

All the extensions specified as CRL Entry Extensions - in Section 5.3 of [RFC5280] - are also supported as singleExtensions.

4.4.6 Service Locator

An OCSP server may be operated in a mode whereby the server receives a request and routes it to the OCSP server which is known to be authoritative for the identified certificate. The serviceLocator request extension is defined for this purpose. This extension is included as one of the singleRequestExtensions in requests.

id-pkix-ocsp-service-locator OBJECT IDENTIFIER ::= { id-pkix-ocsp 7 }

ServiceLocator ::= SEQUENCE {
  issuer    Name,
  locator   AuthorityInfoAccessSyntax OPTIONAL }

Values for these fields are obtained from the corresponding fields in the subject certificate.

4.4.7 Preferred Signature Algorithms

Since algorithms other than the mandatory to implement algorithms are Allowed, and since a client currently has no mechanism to indicate it’s algorithm preferences, there is always a risk that a server choosing a non-mandatory algorithm, will generate a response that the client may not support.

While an OCSP responder may apply rules for algorithm selection, e.g., using the signature algorithm employed by the CA for signing CRLs and certificates, such rules may fail in common situations:

- The algorithm used to sign the CRLs and certificates may not be consistent with key pair being used by the OCSP responder to sign responses.

- A request for an unknown certificate provides no basis for a responder to select from among multiple algorithm options.

The last criterion cannot be resolved through the information available from in-band signaling using the RFC 2560 [RFC2560] protocol, without modifying the protocol.
In addition, an OCSP responder may wish to employ different signature algorithms than the one used by the CA to sign certificates and CRLs for several reasons:

- The responder may employ an algorithm for certificate status response that is less computationally demanding than for signing the certificate itself.
- An implementation may wish to guard against the possibility of a compromise resulting from a signature algorithm compromise by employing two separate signature algorithms.

This section describes:

- An extension that allows a client to indicate the set of preferred signature algorithms.
- Rules for signature algorithm selection that maximizes the probability of successful operation in the case that no supported preferred algorithm(s) are specified.

4.4.7.1 Extension Syntax

A client MAY declare a preferred set of algorithms in a request by including a preferred signature algorithms extension in requestExtensions of the OCSPRequest.

```
id-pkix-ocsp-pref-sig-algs OBJECT IDENTIFIER ::= { id-pkix-ocsp 8 }

PreferredSignatureAlgorithms ::= SEQUENCE OF PreferredSignatureAlgorithm

PreferredSignatureAlgorithm ::= SEQUENCE {
    sigIdentifier        AlgorithmIdentifier,
    pubKeyAlgIdentifier  SMIMECapability OPTIONAL
}
```

The syntax of AlgorithmIdentifier is defined in section 4.1.1.2 of RFC 5280 [RFC5280] The syntax of SMIMECapability is defined in RFC 5751 [RFC5751]

sigIdentifier specifies the signature algorithm the client prefers, e.g. algorithm=ecdsa-with-sha256. Parameters are absent for most common signature algorithms.
pubKeyAlgIdentifier specifies the subject public key algorithm identifier the client prefers in the server’s certificate used to validate the OCSP response. e.g. algorithm=id-ecPublicKey and parameters=secp256r1.

pubKeyAlgIdentifier is OPTIONAL and provides means to specify parameters necessary to distinguish among different usages of a particular algorithm, e.g. it may be used by the client to specify what curve it supports for a given elliptic curve algorithm.

The client MUST support each of the specified preferred signature algorithms and the client MUST specify the algorithms in the order of preference, from the most preferred to the least preferred.

Section 4.4.7.1 of this document describes how a server selects an algorithm for signing OCSP responses to the requesting client.

4.4.7.2  Responder Signature Algorithm Selection

RFC 2560 [RFC2560] did not specify a mechanism for deciding the signature algorithm to be used in an OCSP response. This does not provide a sufficient degree of certainty as to the algorithm selected to facilitate interoperability.

4.4.7.2.1  Dynamic Response

A responder MAY maximize the potential for ensuring interoperability by selecting a supported signature algorithm using the following order of precedence, as long as the selected algorithm meets all security requirements of the OCSP responder, where the first method has the highest precedence:

1. Select an algorithm specified as a preferred signing algorithm in the client request

2. Select the signing algorithm used to sign a certificate revocation list (CRL) issued by the certificate issuer providing status information for the certificate specified by CertID

3. Select the signing algorithm used to sign the OCSP Request

4. Select a signature algorithm that has been advertised as being the default signature algorithm for the signing service using an out of band mechanism

5. Select a mandatory or recommended signing algorithm specified for the version of the OCSP protocol in use
A responder SHOULD always apply the lowest numbered selection mechanism that results in the selection of a known and supported algorithm that meets the responder’s criteria for cryptographic algorithm strength.

4.4.7.2.2 Static Response

For purposes of efficiency, an OCSP responder is permitted to generate static responses in advance of a request. The case may not permit the responder to make use of the client request data during the response generation, however the responder SHOULD still use the client request data during the selection of the pre-generated response to be returned. Responders MAY use the historical client requests as part of the input to the decisions of what different algorithms should be used to sign the pre-generated responses.
5. Security Considerations

For this service to be effective, certificate-using systems must connect to the certificate status service provider. In the event such a connection cannot be obtained, certificate-using systems could implement CRL processing logic as a fall-back position.

A denial of service vulnerability is evident with respect to a flood of queries. The production of a cryptographic signature significantly affects response generation cycle time, thereby exacerbating the situation. Unsigned error responses open up the protocol to another denial of service attack, where the attacker sends false error responses.

The use of precomputed responses allows replay attacks in which an old (good) response is replayed prior to its expiration date but after the certificate has been revoked. Deployments of OCSP should carefully evaluate the benefit of precomputed responses against the probability of a replay attack and the costs associated with its successful execution.

Requests do not contain the responder they are directed to. This allows an attacker to replay a request to any number of OCSP responders.

The reliance of HTTP caching in some deployment scenarios may result in unexpected results if intermediate servers are incorrectly configured or are known to possess cache management faults. Implementors are advised to take the reliability of HTTP cache mechanisms into account when deploying OCSP over HTTP.

5.1 Preferred Signature Algorithms

The mechanism used to choose the response signing algorithm MUST be considered to be sufficiently secure against cryptanalytic attack for the intended application.

In most applications it is sufficient for the signing algorithm to be at least as secure as the signing algorithm used to sign the original certificate whose status is being queried. This criteria may not hold in long term archival applications however in which the status of a certificate is being queried for a date in the distant past, long after the signing algorithm has ceased being considered trustworthy.

5.1.1 Use of insecure algorithms

It is not always possible for a responder to generate a response that
the client is expected to understand and that meets contemporary standards for cryptographic security. In such cases an OCSP responder operator MUST balance the risk of employing a compromised security solution and the cost of mandating an upgrade, including the risk that the alternative chosen by end users will offer even less security or no security.

In archival applications it is quite possible that an OCSP responder might be asked to report the validity of a certificate on a date in the distant past. Such a certificate might employ a signing method that is no longer considered acceptably secure. In such circumstances the responder MUST NOT generate a signature using a signing mechanism that is not considered acceptably secure.

A client MUST accept any signing algorithm in a response that it specified as a preferred signing algorithm in the request. It follows therefore that a client MUST NOT specify as a preferred signing algorithm any algorithm that is either not supported or not considered acceptably secure.

5.1.2 Man in the Middle Downgrade Attack

The mechanism to support client indication of preferred signature algorithms is not protected against a man in the middle downgrade attack. This constraint is not considered to be a significant security concern since the OCSP responder MUST NOT sign OCSP Responses using weak algorithms even if requested by the client. In addition, the client can reject OCSP responses that do not meet its own criteria for acceptable cryptographic security no matter what mechanism is used to determine the signing algorithm of the response.

5.1.3 Denial of Service Attack

Algorithm agility mechanisms defined in this document introduces a slightly increased attack surface for Denial-of-Service attacks where the client request is altered to require algorithms that are not supported by the server. Denial-of-Service considerations from RFC 4732 [RFC4732] are relevant for this document.
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Appendix A.

A.1 OCSP over HTTP

This section describes the formatting that will be done to the request and response to support HTTP.

A.1.1 Request

HTTP based OCSP requests can use either the GET or the POST method to submit their requests. To enable HTTP caching, small requests (that after encoding are less than 255 bytes), MAY be submitted using GET. If HTTP caching is not important, or the request is greater than 255 bytes, the request SHOULD be submitted using POST. Where privacy is a requirement, OCSP transactions exchanged using HTTP MAY be protected using either TLS/SSL or some other lower layer protocol.

An OCSP request using the GET method is constructed as follows:

GET {url}/(url-encoding of base-64 encoding of the DER encoding of the OCSPRequest)

where {url} may be derived from the value of AuthorityInfoAccess or other local configuration of the OCSP client.

An OCSP request using the POST method is constructed as follows: The Content-Type header has the value "application/ocsp-request" while the body of the message is the binary value of the DER encoding of the OCSPRequest.

A.1.2 Response

An HTTP-based OCSP response is composed of the appropriate HTTP headers, followed by the binary value of the DER encoding of the OCSPResponse. The Content-Type header has the value "application/ocsp-response". The Content-Length header SHOULD specify the length of the response. Other HTTP headers MAY be present and MAY be ignored if not understood by the requestor.
Appendix B. ASN.1 Modules

This appendix includes the ASN.1 modules for OCSP. Appendix C.1 includes an ASN.1 module that conforms to the 1998 version of ASN.1 for all syntax elements of OCSP other than the preferred signature algorithms extension. An alternative to this module that conforms to the 2002 version of ASN.1 may be found in Section 4 of [RFC5912]. Appendix C.2 includes two ASN.1 modules for the preferred signature algorithms extension, one that conforms to the 1998 version of ASN.1 and one that conforms to the 2002 version of ASN.1.

B.1. OCSP in ASN.1

OCSP {iso(1) identified-organization(3) dod(6) internet(1) security(5) mechanisms(5) pkix(7) id-mod(0) id-mod-ocsp(14)}

DEFINITIONS EXPLICIT TAGS ::= BEGIN

IMPORTS

-- PKIX Certificate Extensions
AuthorityInfoAccessSyntax, CRLReason, GeneralName
FROM PKIX1Implicit88 { iso(1) identified-organization(3) dod(6) internet(1) security(5) mechanisms(5) pkix(7) id-mod(0) id-pkix1-implicit(19) }

Name, CertificateSerialNumber, Extensions, id-kp, id-ad-ocsp, Certificate, AlgorithmIdentifier
FROM PKIX1Explicit88 { iso(1) identified-organization(3) dod(6) internet(1) security(5) mechanisms(5) pkix(7) id-mod(0) id-pkix1-explicit(18) };

OCSPRequest ::= SEQUENCE {
tbsRequest TBSRequest,
onOptionalSignature [0] EXPLICIT Signature OPTIONAL }

TBSRequest ::= SEQUENCE {
version [0] EXPLICIT Version DEFAULT v1,
requestorName [1] EXPLICIT GeneralName OPTIONAL,
requestList SEQUENCE OF Request,
requestExtensions [2] EXPLICIT Extensions OPTIONAL }

Signature ::= SEQUENCE {
signatureAlgorithm AlgorithmIdentifier,
signature BIT STRING,
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certs [0] EXPLICIT SEQUENCE OF Certificate OPTIONAL }

Version ::= INTEGER { v1(0) }

Request ::= SEQUENCE {
  reqCert CertID,
  singleRequestExtensions [0] EXPLICIT Extensions OPTIONAL }

CertID ::= SEQUENCE {
  hashAlgorithm AlgorithmIdentifier,
  issuerNameHash OCTET STRING, -- Hash of Issuer's DN
  issuerKeyHash OCTET STRING, -- Hash of Issuer's public key
  serialNumber CertificateSerialNumber }

OCSPResponse ::= SEQUENCE {
  responseStatus OCSPResponseStatus,
  responseBytes [0] EXPLICIT ResponseBytes OPTIONAL }

OCSPResponseStatus ::= ENUMERATED {
  successful (0), -- Response has valid confirmations
  malformedRequest (1), -- Illegal confirmation request
  internalError (2), -- Internal error in issuer
  tryLater (3), -- Try again later
  sigRequired (5), -- Must sign the request
  unauthorized (6) -- Request unauthorized
}

ResponseBytes ::= SEQUENCE {
  responseType OBJECT IDENTIFIER,
  response OCTET STRING }

BasicOCSPResponse ::= SEQUENCE {
  tbsResponseData ResponseData,
  signatureAlgorithm AlgorithmIdentifier,
  signature BIT STRING,
  certs [0] EXPLICIT SEQUENCE OF Certificate OPTIONAL }

ResponseData ::= SEQUENCE {
  version [0] EXPLICIT Version DEFAULT v1,
  responderID ResponderID,
  producedAt GeneralizedTime,
  responses SEQUENCE OF SingleResponse,
  responseExtensions [1] EXPLICIT Extensions OPTIONAL }

ResponderID ::= CHOICE {
  byName [1] Name,
  byKey [2] KeyHash }
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KeyHash ::= OCTET STRING --SHA-1 hash of responder’s public key
-- (i.e., the SHA-1 hash of the value of the
-- BIT STRING subjectPublicKey [excluding
-- the tag, length, and number of unused
-- bits] in the responder’s certificate)

SingleResponse ::= SEQUENCE {
certID                  CertID,
certStatus              CertStatus,
thisUpdate              GeneralizedTime,
nextUpdate          [0] EXPLICIT GeneralizedTime OPTIONAL,
singleExtensions    [1] EXPLICIT Extensions OPTIONAL }

CertStatus ::= CHOICE {
good                [0] IMPLICIT NULL,
revoked             [1] IMPLICIT RevokedInfo,
unknown             [2] IMPLICIT UnknownInfo }

RevokedInfo ::= SEQUENCE {
revocationTime          GeneralizedTime,
revocationReason    [0] EXPLICIT CRLReason OPTIONAL }

UnknownInfo ::= NULL

ArchiveCutoff ::= GeneralizedTime

AcceptableResponses ::= SEQUENCE OF OBJECT IDENTIFIER

ServiceLocator ::= SEQUENCE {
  issuer                  Name,
  locator                 AuthorityInfoAccessSyntax }

-- Object Identifiers

id-kp-OCSPSigning OBJECT IDENTIFIER ::= { id-kp 9 }
id-pkix-ocsp OBJECT IDENTIFIER ::= { id-ad-ocsp }
id-pkix-ocsp-basic OBJECT IDENTIFIER ::= { id-pkix-ocsp 1 }
id-pkix-ocsp-nonce OBJECT IDENTIFIER ::= { id-pkix-ocsp 2 }
id-pkix-ocsp-crl OBJECT IDENTIFIER ::= { id-pkix-ocsp 3 }
id-pkix-ocsp-response OBJECT IDENTIFIER ::= { id-pkix-ocsp 4 }
id-pkix-ocsp-nocheck OBJECT IDENTIFIER ::= { id-pkix-ocsp 5 }
id-pkix-ocsp-archive-cutoff OBJECT IDENTIFIER ::= { id-pkix-ocsp 6 }
id-pkix-ocsp-service-locator OBJECT IDENTIFIER ::= { id-pkix-ocsp 7 }
B.2. Preferred Signature Algorithms ASN.1

B.2.1. ASN.1 Module

OCSP-AGILITY-2009 { iso(1) identified-organization(3) dod(6)
internet(1) security(5) mechanisms(5) pkix(7) id-mod(0)
id-mod-ocsp-agility-2009-93(66) }
DEFINITIONS EXPLICIT TAGS ::= BEGIN
EXPORTS ALL;   -- export all items from this module
IMPORTS
id-pkix-ocsp
FROM OCSP-2009 -- From [RFC5912]
{ iso(1) identified-organization(3) dod(6) internet(1) security(5)
mechanisms(5) pkix(7) id-mod(0) id-mod-ocsp-02(48) }
AlgorithmIdentifier{}, SIGNATURE-ALGORITHM, PUBLIC-KEY
FROM AlgorithmInformation-2009 -- From [RFC5912]
{ iso(1) identified-organization(3) dod(6) internet(1)
security(5) mechanisms(5) pkix(7) id-mod(0)
id-mod-algorithmInformation-02(58) }
EXTENSION
FROM PKIX-CommonTypes-2009 -- From [RFC5912]
{ iso(1) identified-organization(3) dod(6) internet(1) security(5)
mechanisms(5) pkix(7) id-mod(0) id-mod-pkixCommon-02(57)};
-- Add re-preferred-signature-algorithms to the set of extensions
-- for TBSRequest.requestExtensions
re-preferred-signature-algorithms EXTENSION ::= {
SYNTAX PreferredSignatureAlgorithms
IDENTIFIED BY id-pkix-ocsp-pref-sig-algs 
}
id-pkix-ocsp-pref-sig-algs OBJECT IDENTIFIER ::= { id-pkix-ocsp 8 }
PreferredSignatureAlgorithms ::= SEQUENCE OF PreferredSignatureAlgorithm
PreferredSignatureAlgorithm ::= SEQUENCE {
sigIdentifier AlgorithmIdentifier{SIGNATURE-ALGORITHM, {...}),
certIdentifier AlgorithmIdentifier{PUBLIC-KEY, {...}) OPTIONAL
}
END
B.2.2. 1988 ASN.1 Module

OCSP-AGILITY-88 { iso(1) identified-organization(3) dod(6) internet(1)
   security(5) mechanisms(5) pkix(7) id-mod(0)
   id-mod-ocsp-agility-2009-88(67) }

DEFINITIONS EXPLICIT TAGS ::= BEGIN

-- EXPORTS ALL;
IMPORTS

   id-pkix-ocsp
   FROM OCSP { iso(1) identified-organization(3) dod(6) internet(1)
       security(5) mechanisms(5) pkix(7) id-mod(0) id-mod-ocsp(14) }

   AlgorithmIdentifier
   FROM PKIX1Explicit88 { iso(1) identified-organization(3) dod(6)
       internet(1) security(5) mechanisms(5) pkix(7) id-mod(0)
       id-pkix1-explicit(18) }

   id-pkix-ocsp-pref-sig-algs OBJECT IDENTIFIER ::= { id-pkix-ocsp 8 }

   PreferredSignatureAlgorithms ::= SEQUENCE OF PreferredSignatureAlgorithm

   PreferredSignatureAlgorithm ::= SEQUENCE {
       sigIdentifier   AlgorithmIdentifier,
       certIdentifier  AlgorithmIdentifier OPTIONAL }

END

Appendix C. MIME registrations

C.1 application/ocsp-request

To: ietf-types@iana.org Subject: Registration of MIME media type application/ocsp-request

MIME media type name: application

MIME subtype name: ocsp-request

Required parameters: None

Optional parameters: None

Stefan Santesson Expires January 29, 2013 [Page 32]
Encoding considerations: binary

Security considerations: Carries a request for information. This request may optionally be cryptographically signed.

Interoperability considerations: None

Published specification: IETF PKIX Working Group Draft on Online Certificate Status Protocol - OCSP

Applications which use this media type: OCSP clients

Additional information:

- Magic number(s): None
- File extension(s): .ORQ
- Macintosh File Type Code(s): none

Person & email address to contact for further information:
Ambarish Malpani <ambarish@valicert.com>

Intended usage: COMMON

Author/Change controller:
Ambarish Malpani <ambarish@valicert.com>

C.2 application/ocsp-response

To: ietf-types@iana.org
Subject: Registration of MIME media type application/ocsp-response

MIME media type name: application

MIME subtype name: ocsp-response

Required parameters: None

Optional parameters: None
Encoding considerations: binary

Security considerations: Carries a cryptographically signed response

Interoperability considerations: None

Published specification: IETF PKIX Working Group Draft on Online Certificate Status Protocol - OCSP
Applications which use this media type: OCSP servers

Additional information:

Magic number(s): None
File extension(s): .ORS
Macintosh File Type Code(s): none

Person & email address to contact for further information:
Ambarish Malpani <ambarish@valicert.com>

Intended usage: COMMON

Author/Change controller:
Ambarish Malpani <ambarish@valicert.com>
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1.  Introduction

This document updates the Internet X.509 Public Key Infrastructure Certificate and Certificate Revocation List (CRL) Profile [RFC5280].

This document makes a recommendation that self-signed certificates used to convey trust anchor data be marked as CA certificates, which is not always current practice.

The acceptable and unacceptable encodings for the explicitText field of the user notice policy qualifier are updated to bring them in line with existing practice.

The use of self-signed certificates as trust anchors in Section 6.2 is clarified. While it is optional to use additional information in these certificates in the path validation process, [RFC5937] is noted...
as providing guidance in that regard.

The Section 7.3 rules for ASCII encoding of Internationalized Domain Names (IDN) as Distinguished Names are aligned with the rules in Section 7.2 which govern IDN encoding as GeneralNames.

In light of some observed attacks, the Security Considerations now give added depth to the consequences of CA key compromise. This section additionally notes that collision resistance is not a required property of one-way hash functions when used to generate key identifiers.

1.1. Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119 [RFC2119].

2. Update to RFC 5280, Section 3.2: Certification Paths and Trust

Add the following paragraph to the end of RFC 5280, Section 3.2:

In some cases, a self-signed certificate that does not contain a BasicConstraints extension (and thus is implicitly an EE certificate) is used to convey a public key. Such a certificate (i.e., a self-signed certificate not marked as a CA certificate) is not compatible with the path validation rules described in Section 6, or the definitions in the paragraph above. This document RECOMMENDS that self-signed certificates used to convey trust anchor data be marked (see Section 4.2.1.9) as CA certificates, but acknowledges that this convention is often not adopted in practice. Other uses of self-signed EE certificates are outside the scope of this specification.

3. Update to RFC 5280, Section 4.2.1.4: Certificate Policies

RFC 5280, Section 4.2.1.4, the tenth paragraph says:

An explicitText field includes the textual statement directly in the certificate. The explicitText field is a string with a maximum size of 200 characters. Conforming CAs SHOULD use the UTF8String encoding for explicitText, but MAY use IA5String. Conforming CAs MUST NOT encode explicitText as VisibleString or BMPString. The explicitText string SHOULD NOT include any control characters (e.g., U+0000 to U+001F and U+007F to U+009F). When the UTF8String encoding is used, all character sequences SHOULD be normalized according to Unicode normalization form C (NFC) [NFC].

This paragraph is replaced with:
An explicitText field includes the textual statement directly in the certificate. The explicitText field is a string with a maximum size of 200 characters. Conforming CAs SHOULD use the UTF8String encoding for explicitText, but MAY use VisibleString or BMPString. Conforming CAs MUST NOT encode explicitText as IA5String. The explicitText string SHOULD NOT include any control characters (e.g., U+0000 to U+001F and U+007F to U+009F). When the UTF8String or BMPString encoding is used, all character sequences SHOULD be normalized according to Unicode normalization form C (NFC) [NFC].

4. Update to RFC 5280, Section 6.2: Using the Path Validation Algorithm

RFC 5280, Section 6.2, the third paragraph says:

Where a CA distributes self-signed certificates to specify trust anchor information, certificate extensions can be used to specify recommended inputs to path validation. For example, a policy constraints extension could be included in the self-signed certificate to indicate that paths beginning with this trust anchor should be trusted only for the specified policies. Similarly, a name constraints extension could be included to indicate that paths beginning with this trust anchor should be trusted only for the specified name spaces. The path validation algorithm presented in Section 6.1 does not assume that trust anchor information is provided in self-signed certificates and does not specify processing rules for additional information included in such certificates. Implementations that use self-signed certificates to specify trust anchor information are free to process or ignore such information.

This paragraph is replaced with:

Where a CA distributes self-signed certificates to specify trust anchor information, certificate extensions can be used to specify recommended inputs to path validation. For example, a policy constraints extension could be included in the self-signed certificate to indicate that paths beginning with this trust anchor should be trusted only for the specified policies. Similarly, a name constraints extension could be included to indicate that paths beginning with this trust anchor should be trusted only for the specified name spaces. The path validation algorithm presented in Section 6.1 does not assume that trust anchor information is provided in self-signed certificates and does not specify processing rules for additional information included in such certificates. However, [RFC5937] provides an example of how additional information included in self-signed certificates may be used to initialize the path validation inputs. Implementations that use self-signed certificates to specify trust anchor information are free to make
use of any additional information that is included in the certificates, or to ignore such information.
5. Update to RFC 5280, Section 7.3: Internationalized Domain Names in Distinguished Names

RFC 5280, Section 7.3, the first paragraph says:

Domain Names may also be represented as distinguished names using domain components in the subject field, the issuer field, the subjectAltName extension, or the issuerAltName extension. As with the dNSName in the GeneralName type, the value of this attribute is defined as an IA5String. Each domainComponent attribute represents a single label. To represent a label from an IDN in the distinguished name, the implementation MUST perform the "ToASCII" label conversion specified in Section 4.1 of RFC 3490. The label SHALL be considered a "stored string". That is, the AllowUnassigned flag SHALL NOT be set.

This paragraph is replaced with:

Domain Names may also be represented as distinguished names using domain components in the subject field, the issuer field, the subjectAltName extension, or the issuerAltName extension. As with the dNSName in the GeneralName type, the value of this attribute is defined as an IA5String. Each domainComponent attribute represents a single label. To represent a label from an IDN in the distinguished name, the implementation MUST perform the "ToASCII" label conversion specified in Section 4.1 of RFC 3490 with the UseSTD3ASCIIIRules flag set. The label SHALL be considered a "stored string". That is, the AllowUnassigned flag SHALL NOT be set. The conversion process is the same as is performed in step 4 in Section 7.2.
6. Security Considerations

This document modifies the Security Considerations section of RFC 5280 as follows. The fifth paragraph of the Security Considerations section of RFC 5280 says:

The protection afforded private keys is a critical security factor. On a small scale, failure of users to protect their private keys will permit an attacker to masquerade as them or decrypt their personal information. On a larger scale, compromise of a CA’s private signing key may have a catastrophic effect. If an attacker obtains the private key unnoticed, the attacker may issue bogus certificates and CRLs. Existence of bogus certificates and CRLs will undermine confidence in the system. If such a compromise is detected, all certificates issued to the compromised CA MUST be revoked, preventing services between its users and users of other CAs. Rebuilding after such a compromise will be problematic, so CAs are advised to implement a combination of strong technical measures (e.g., tamper-resistant cryptographic modules) and appropriate management procedures (e.g., separation of duties) to avoid such an incident.

This paragraph is replaced with:

The protection afforded private keys is a critical security factor. On a small scale, failure of users to protect their private keys will permit an attacker to masquerade as them or decrypt their personal information. On a larger scale, compromise of a CA’s private signing key may have a catastrophic effect.

If an attacker obtains the private key of a CA unnoticed, the attacker may issue bogus certificates and CRLs. Even if an attacker is unable to obtain a copy of a CA’s private key, the attacker may be able to issue bogus certificates and CRLs by making unauthorized use of the CA’s workstation or of an RA’s workstation. Such an attack may be the result of an attacker obtaining unauthorized access to the workstation, either locally or remotely, or may be the result of inappropriate activity by an insider. Existence of bogus certificates and CRLs will undermine confidence in the system. Among many other possible attacks, the attacker may issue bogus certificates that have the same subject names as legitimate certificates in order impersonate legitimate certificate subjects. This could include bogus CA certificates in which the subject names in the bogus certificates match the names under which legitimate CAs issue certificates and CRLs. This would allow the attacker to issue bogus certificates and CRLs that have the same issuer names, and possibly the same serial numbers, as certificates and CRLs issued by legitimate CAs.
The following text is added to the end of the Security Considerations section of 5280:

One-way hash functions are commonly used to generate key identifier values (AKI and SKI), e.g., as described in Sections 4.1.1 and 4.1.2. However, none of the security properties of such functions are required for this context.

7. IANA Considerations

This document has no actions for IANA.

8. References

8.1. Normative References


8.2. Informative References
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1. Introduction

Several security-related standards used on the Internet define data formats that are normally encoded using Distinguished Encoding Rules (DER) [CCITT.X690.2002], which is a binary data format. This document is about text encodings of some of these formats:

1. Internet X.509 Public Key Infrastructure Certificate and Certificate Revocation List (CRL) Profile [RFC5280], for both Certificates and Certificate Revocation Lists (CRLs).
2. PKCS #10: Certification Request Syntax [RFC2986].
3. PKCS #7: Cryptographic Message Syntax [RFC2315].
5. PKCS #8: Private-Key Information Syntax [RFC5208] and One Asymmetric Key (in Asymmetric Key Package [RFC5958]).

A disadvantage of a binary data format is that it cannot be interchanged in textual transports, such as e-mail or text documents. One advantage with text encodings is that they are easy to modify using common text editors; for example, a user may concatenate several certificates to form a certificate chain with copy-and-paste operations.

The tradition within the RFC series can be traced back to PEM [RFC1421], based on a proposal by M. Rose in Message Encapsulation [RFC0934]. Originally called "PEM encapsulation mechanism", "encapsulated PEM message", or (arguably) "PEM printable encoding", today the format is sometimes referred to as "PEM encoding". Variations include OpenPGP ASCII Armor and OpenSSH Key File Format. For reasons that basically boil down to non-coordination (or gross inattention), many PKIX and CMS libraries implement a text encoding that is similar to--but not identical with--PEM encoding. This Internet-Draft calls this format "PKIX text encoding", articulates the de-facto rules that most implementations operate by, and provides recommendations that will promote interoperability going forward. Peter Gutmann’s X.509 Style Guide [X509SG] contains a section "base64 Encoding" that describes the formats and contains suggestions similar to what is in this document.

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119 [RFC2119].
2. General Considerations

PKIX text encoding begins with a line starting with "-----BEGIN" and ends with a line starting with "-----END". Between these lines, or "encapsulation boundaries", are base64 [RFC4648]-encoded data. Data before the "-----BEGIN" and after the "-----END" encapsulation boundaries are permitted and MUST NOT cause parsers to malfunction. Furthermore, parsers MUST ignore whitespace and other non-alphabetic characters [DP1] and MUST handle different newline conventions.

The type of data encoded is labeled depending on the type label in the "-----BEGIN" line (pre-encapsulation boundary). For example, the line may be "-----BEGIN CERTIFICATE-----" to indicate that the content is a PKIX certificate (see further below). Generators MUST put the same label on the "-----END" line (post-encapsulation boundary) as the corresponding "-----BEGIN" line. Parsers MAY disregard the label on the "-----END" line instead of signaling an error if there is a label mismatch.

The label type implies that the encoded data follows the specified syntax. Parsers MUST handle non-conforming data gracefully. However, not all parsers or generators prior to this Internet-Draft behave consistently. A conforming parser MAY interpret the contents as another label type, but ought to be aware of the security implications discussed in the Security Considerations section.

Unlike PEM encoding, OpenPGP ASCII armor, and OpenSSH key file format, PKIX text encoding does NOT define or permit attributes to be encoded alongside the PKIX or CMS data. Whitespace MAY appear between the pre-encapsulation boundary and the base64, but generators SHOULD NOT emit such whitespace.

Files MAY contain multiple instances of the text encoded representation. This is used, for example, when a file contains several certificates. Whether the instances are ordered or unordered depends on the context.

Generators MUST wrap the base64 encoded lines so that each line consists of exactly 64 characters except for the final line which will encode as much data is left (within the 64 character line boundary). Parsers MAY handle other line sizes. These requirements are consistent with PEM [RFC1421].

3. ABNF

The ABNF of the PKIX text encoding is:
pkixmsg ::= preeb *eolWSP base64text posteb

preeb ::= "-----BEGIN " label "-----" eol
posteb ::= "-----END " label "-----" eol

base64char ::= ALPHA / DIGIT / "+" / "/"
base64pad ::= "+="
base64line ::= 1*base64char eol

base64finl ::= *base64char *2base64pad eol ; implies that:
; ...AB= <CRLF> = <CRLF> ; is invalid. not sure
; if this is a good idea

base64text ::= *base64line base64finl
; we could also use <encbinbody> from RFC 1421,
; which requires 16 groups of 4 chars, which means 64 chars
; exactly per line, except the final line

labelchar ::= %x21-2C / %x2E-%7E ; any printable character,
; except hyphen

label ::= labelchar *(labelchar / labelchar "-" / SP) labelchar
eol ::= CRLF / CR / LF
eolWSP ::= WSP / CR / LF ; compare with LWSP

Figure 1: ABNF

4. Text Encoding of PKIX Certificates
4.1. Encoding

PKIX certificates are encoded using the "CERTIFICATE" label. The encoded data MUST be a DER encoded ASN.1 "Certificate" structure as described in section 4 of [RFC5280].
Figure 2: Certificate Example

Historically the label "X509 CERTIFICATE" and also, less common, "X.509 CERTIFICATE" have been used. Generators conforming to this document MUST generate "CERTIFICATE" labels and MUST NOT generate "X509 CERTIFICATE" or "X.509 CERTIFICATE" labels. Parsers are NOT RECOMMENDED to treat "X509 CERTIFICATE" or "X.509 CERTIFICATE" as equivalent to "CERTIFICATE", but a valid exception may be for backwards compatibility (potentially together with a warning).

4.2. Explanatory Text

Many tools are known to emit explanatory text before the BEGIN and after the END labels for PKIX certificates, more than any other type. If emitted, such text SHOULD be related to the certificate, such as providing a textual representation of key data elements in the certificate.

Subject: CN=Atlantis
Issuer: CN=Atlantis
Validity: from 7/9/2012 3:10:38 AM UTC to 7/9/2013 3:10:37 AM UTC

4.3. File Extension

Although text encodings of PKIX structures can occur anywhere, many tools are known to offer an option to encode PKIX structures in this text encoding. To promote interoperability and to separate DER encodings from text encodings, This Internet-Draft RECOMMENDS that the extension ".crt" be used for this text encoding. Implementations should be aware that in spite of this recommendation, many tools still default to encode certificates in this text encoding with the extension ".cer".

5. Text Encoding of PKIX CRLs

PKIX CRLs are encoded using the "X509 CRL" label. The encoded data MUST be a DER encoded ASN.1 "CertificateList" structure as described in Section 5 of [RFC5280].

-----BEGIN X509 CRL-----
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
-----END X509 CRL-----

5. Text Encoding of PKCS #10 Certification Request Syntax

PKCS #10 Certification Requests are encoded using the "CERTIFICATE
REQUEST" label. The encoded data MUST be a DER encoded ASN.1 "CertificationRequest" structure as described in [RFC2986].

-----BEGIN CERTIFICATE REQUEST-----
MIIBWDCCAQcCAQAwTjELMAkGA1UEBhMCVjElMIDOAgIGh0bWwvb3JnYWNoaW9uLmF1bW50
ByqGSM49AgEBSBAAHmYgZzBOMBAG
-----END CERTIFICATE REQUEST-----

Figure 5: PKCS #10 Example

The label "NEW CERTIFICATE REQUEST" is also in wide use. Generators conforming to this document MUST generate "CERTIFICATE REQUEST" labels. Parsers MAY treat "NEW CERTIFICATE REQUEST" as equivalent to "CERTIFICATE REQUEST".

7. Text Encoding of PKCS #7 Cryptographic Message Syntax

PKCS #7 Cryptographic Message Syntax structures are encoded using the "PKCS7" label. The encoded data MUST be a DER encoded ASN.1 "ContentInfo" structure as described in [RFC2315].

-----BEGIN PKCS7-----
MIHjBgsqhkiG9w0BCRAAf6CB0zCB0AIBADPHo18CAQQCgYWJKoZIhvcNAQUMMA4E
-----END PKCS7-----

Figure 6: PKCS #7 Example

The label "CERTIFICATE CHAIN" has been in use to denote a degenerative PKCS #7 structure that contains only a list of certificates. Several modern tools do not support this label. Generators MUST NOT generate the "CERTIFICATE CHAIN" label. Parsers are NOT RECOMMENDED to treat "CERTIFICATE CHAIN" as equivalent to "PKCS7".

PKCS #7 is an old standard that has long been superseded by CMS. Implementations SHOULD NOT generate PKCS #7 when CMS is an alternative.
8. Text Encoding of Cryptographic Message Syntax

Cryptographic Message Syntax structures are encoded using the "CMS" label. The encoded data MUST[mustshould2] be a DER encoded ASN.1 "ContentInfo" structure as described in [RFC5652].

-----BEGIN CMS-----
MIGDBgskhkiG9wOBCRABCaBOMHICAgQAwggYJKoZIhvcN AQCBoFEET3icc87PK0nN9ENq5xItVioSa0oO5/SIsczMs1ZikgsKk4tsQON1nUM dvt050Xij5LPLEtViMwVLwSE0sKlFIVHAq5k3MBkkBAJv0Fx0=
-----END CMS-----

Figure 7: CMS Example

CMS is the IETF successor to PKCS #7. Section 1.1.1 of RFC 5652 describes the changes since PKCS #7 v1.5. Implementations SHOULD generate CMS when it is an alternative, promoting interoperability and forwards-compatibility.

9. Text Encoding of PKCS #8 Private Key Info, and One Asymmetric Key

The PrivateKeyInfo structure of PKCS #8 Private Key Information Syntax, renamed to OneAsymmetricKey in [RFC5958], is encoded using the "PRIVATE KEY" label. The encoded data SHOULD be a DER encoded ASN.1 "PrivateKeyInfo" structure as described in PKCS #8, or the "OneAsymmetricKey" structure as described in [RFC5958]. The two are semantically identical, and can be distinguished by version number.

-----BEGIN PRIVATE KEY-----
MIGEAgEAMBAGByqGSM49AgEGBSuBBAAKBG0wawIBAQQgVcB/UNFxalR9zDYaJQIf jcojUDiQuGmSrzFEEzZFT/92hRANCAAsc7UJtgnF/abqWM60T3XNJ3eBv5wz97dwK H0M6xM27+53wmsN/eYldtjgBd3DBmHtP1llCk/FICXyaA8z9LkJ
-----END PRIVATE KEY-----

Figure 8: PKCS #8 PrivateKeyInfo Example

10. Text Encoding of PKCS #8 Encrypted Private Key Info

The EncryptedPrivateKeyInfo structure of PKCS #8 Private Key Information Syntax, called the same in [RFC5958], is encoded using the "ENCRYPTED PRIVATE KEY" label. The encoded data SHOULD be a DER encoded ASN.1 "EncryptedPrivateKeyInfo" structure as described in PKCS #8 and [RFC5958].
11. Text Encoding of Attribute Certificates

Attribute certificates are encoded using the "ATTRIBUTE CERTIFICATE" label. The encoded data MUST be a DER encoded ASN.1 "AttributeCertificate" structure as described in [RFC5755].

-----BEGIN ATTRIBUTE CERTIFICATE-----
MIICKzCCAZQCAQEwgZegg2QwgYmgkYwgYMxCzAJBgNVBAYTAlVTMREwDwYDVQQI
DAhOZXcgWW9yazEUMBIGA1UEBwwLU3RvbnkgQnJvb2sgc3N0YWxsZXJAbW
awMuc3VveXNlImVkdQlQw0gaSI5QiiWVNJ3IpfLnEiEsW
QC7k0NNzUGhV9y9GdwgMbw==
-----END ATTRIBUTE CERTIFICATE-----

Figure 10: Attribute Certificate Example

12. Non-Conforming Examples

[DPncfex] This section contains examples for the non-recommended label variants described earlier in this document. As discussed earlier, supporting these are not required and sometimes discouraged. Still, they can be useful for interoperability testing and for easy reference.
-----BEGIN X509 CERTIFICATE-----
MIICLDCCAdKgAwIBAgIBDADkBiBADhBggghkjoPDFQAjiB9MQswCQVYDVQQGEwJGRTEPMA0G
A1UEchMGR251VExTMSUwIwYDVQQLEExvHbnVUTM9yYzcdMIG2d3ByQGdCMBQHA1UEA
wIwYDVQQLEExvHbnVUTM9yYzcdMIG2d3ByQGdCMBQHA1UEA
-----END X509 CERTIFICATE-----

Figure 11: Non-standard 'X509' Certificate Example

-----BEGIN X.509 CERTIFICATE-----
MIICLDCCAdKgAwIBAgIBDADkBiBADhBggghkjoPDFQAjiB9MQswCQVYDVQQGEwJGRTEPMA0G
A1UEchMGR251VExTMSUwIwYDVQQLEExvHbnVUTM9yYzcdMIG2d3ByQGdCMBQHA1UEA
wIwYDVQQLEExvHbnVUTM9yYzcdMIG2d3ByQGdCMBQHA1UEA
-----END X.509 CERTIFICATE-----

Figure 12: Non-standard 'X.509' Certificate Example

-----BEGIN NEW CERTIFICATE REQUEST-----
MIIBWDCCAQcCAQAwTjELMAkGA1UEBhMCU0UxJzAlBgNVBAoTHlNpbW9uIEpvc2Nm
-----END NEW CERTIFICATE REQUEST-----

Figure 13: Non-standard 'NEW' PKCS #10 Example

-----BEGIN X.509 CERTIFICATE-----
MIICLDCCAdKgAwIBAgIBDADkBiBADhBggghkjoPDFQAjiB9MQswCQVYDVQQGEwJGRTEPMA0G
A1UEchMGR251VExTMSUwIwYDVQQLEExvHbnVUTM9yYzcdMIG2d3ByQGdCMBQHA1UEA
wIwYDVQQLEExvHbnVUTM9yYzcdMIG2d3ByQGdCMBQHA1UEA
-----END X.509 CERTIFICATE-----

Figure 14: Non-standard 'X.509' Certificate Example

-----BEGIN NEW CERTIFICATE REQUEST-----
MIIBWDCCAQcCAQAwTjELMAkGA1UEBhMCU0UxJzAlBgNVBAoTHlNpbW9uIEpvc2Nm
-----END NEW CERTIFICATE REQUEST-----

Figure 15: Non-standard 'NEW' PKCS #10 Example
13. Security Considerations

Data in this format often originates from untrusted sources, thus parsers must be prepared to handle unexpected data without causing security vulnerabilities.

Ambiguities are introduced by having more than one canonical encoding of the same data. The first ambiguity is introduced by permitting the text encoded representation instead of the binary DER encoding, but further ambiguities arise when multiple labels are treated as similar. Variations of whitespace and non-base64 alphabetic characters can create further ambiguities. Implementations that rely on canonical representation or the ability to fingerprint a particular data format need to understand that this Internet-Draft does not define canonical encodings. If canonical encodings are desired, the encoded structure must be decoded and processed into a canonical form (namely, DER encoding). Data encoding ambiguities also create opportunities for side channels.

14. IANA Considerations

This document implies no IANA Considerations.

15. Acknowledgements

Peter Gutmann suggested to document labels for Attribute Certificates and PKCS #7 messages, and to add examples for the non-standard variants.

16. References
16.1. Normative References


16.2. Informative References


Editorial Comments

[DP1] S.L.: Non-alphabetic characters is too broad. Characters such as "+", "/", and ";=" are valid base64; characters such as "-" and "_" are alternate base64 characters but are not used in this specification. In any event, any non-whitespace characters will cause existing implementations to fail.

[DPncfex] S.L.: The utility of this section is questionable. We can shorten up the RFC by removing this section.


Authors’ Addresses

Simon Josefsson
SJD AB
Johan Olof Wallins Vaeg 13
Solna 171 64
SE

Email: simon@josefsson.org
URI: http://josefsson.org/

Sean Leonard
Penango, Inc.
1215 K Street
17th Floor
Sacramento, CA 95814
USA

Email: dev+ietf@seantek.com
URI: http://www.penango.com/
A Uniform Resource Name (URN) Namespace for Certificates
draft-seantek-certspec-00

Abstract

Digital certificates are used in many systems and protocols to identify and authenticate parties. This document describes a Uniform Resource Name (URN) namespace that identifies certificates. These URNs can be used when certificates need to be identified by value or reference. Applications can also use this specification in non-URI contexts.

Status of this Memo

This Internet-Draft is submitted in full conformance with the provisions of BCP 78 and BCP 79.

Internet-Drafts are working documents of the Internet Engineering Task Force (IETF). Note that other groups may also distribute working documents as Internet-Drafts. The list of current Internet-Drafts is at http://datatracker.ietf.org/drafts/current/.

Internet-Drafts are draft documents valid for a maximum of six months and may be updated, replaced, or obsoleted by other documents at any time. It is inappropriate to use Internet-Drafts as reference material or to cite them other than as "work in progress."

This Internet-Draft will expire on January 9, 2013.

Copyright Notice

Copyright (c) 2012 IETF Trust and the persons identified as the document authors. All rights reserved.

This document is subject to BCP 78 and the IETF Trust’s Legal Provisions Relating to IETF Documents (http://trustee.ietf.org/license-info) in effect on the date of publication of this document. Please review these documents carefully, as they describe your rights and restrictions with respect to this document. Code Components extracted from this document must include Simplified BSD License text as described in Section 4.e of the Trust Legal Provisions and are provided without warranty as
1. Introduction

Digital certificates are used in many systems and protocols to identify and authenticate parties. Security considerations frequently require that the certificate must be identified with certainty, because selecting the wrong certificate will lead to validation errors (resulting in denial of service) or improper credential selection (resulting in unwanted disclosure or substitution attacks). The goal of this namespace is to provide a uniform syntax for identifying certificates with precision in Uniform Resource Identifiers (URIs), specifically Uniform Resource Names (URNs).

Using this syntax, any protocol or system that refers to a certificate in a textual format can unambiguously identify that certificate by value or reference. Implementers that parse these URNs can resolve them into actual certificates. Examples:

urn:cert:SHA-1:b1f090a8e2d70353107454f9618347b18b32bf1
urn:cert:issuersn:CN=Atlantis;2A

1.1. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119.

2. Motivation and Purpose

Although certificates have diverse applications, there has been traditionally no way to refer to a certificate uniformly and unambiguously by reference in text. Certificates that identify long public keys (e.g., 2048-bit RSA keys) and that contain required and recommended PKIX extensions can easily exceed many kilobytes in length, which are impractical for certain applications to store by value.

The purpose of this specification is to provide a uniform textual format for identifying individual certificates. When a resolver resolves a certificate specification, the resolver’s output is either a single certificate or nothing. This specification is not designed or intended to provide a search tool or query language to match multiple certificates. Identifying a specific certificate by reference or value allows diverse applications to have a common
syntax. For example, applications can store certspecs as local or shared preferences, so that users can edit them without resorting to application-specific storage formats. When conveyed in protocol, a certspec can identify a specific certificate to a client or server using text-based formats such as YAML, XML, JSON, and others.

3. certspec Syntax

The Namespace Specific String (NSS) portion of a certspec has the following ABNF specification:

NSS = spec-type "::" spec-value ( '?' certattrs)
spec-type = scheme
certattrs = <URN chars>
hexOctet = hexDigit hexDigit
hexDigit =
   "0" / "1" / "2" / "3" / "4" / "5" / "6" / "7" / "8" / "9" /
   "a" / "b" / "c" / "d" / "e" / "f" /
   "A" / "B" / "C" / "D" / "E" / "F"

3.1. spec-type and spec-value

The spec-type identifies the certificate specification type. The acceptable characters for spec-type are the same as an URI scheme name Section 3.1 of [RFC3986]. spec-types are compared case-insensitively. The spec-value identifies the certificate specification value. The acceptable characters for spec-value depend on the spec-type.

3.2. certattrs

A certspec can include attributes that are associated with the identified certificate. These attributes do NOT affect certificate identification; the syntax is intended primarily to convey certificate metadata such as attributes found in PKCS #9, PKCS #11, PKCS #12, and particular implementations of cryptographic libraries. The characters of certattrs can be any valid URN character from [RFC2141] (effectively, any URI character from [RFC3986] except "[" and "]"). This Internet-Draft does not further define certattrs.

4. Certificate Specifications

A certificate specification (certspec) unambiguously identifies a single certificate. A certificate has exactly one canonical certspec per applicable definition (irrespective of case changes or other differences that do not affect lexical equivalence). This Internet-
Draft provides four cryptographic hash-based specs, two value-based specs, and two data-based specs.

4.1. Cryptographic Hash-Based Specifications

A cryptographic hash of a certificate uniquely identifies that certificate. Such a hash may also be called a "certificate fingerprint". In all certspecs in this specification *or* derived from this specification, the hash is computed over the octets of the DER encoding of the certificate, namely, the Certificate type of Section 4.1 of [RFC5280]. The DER encoding includes tag and length octets, so the first octet is always 30h (the tag for SEQUENCE), and the second octet is never 80h (the octet for indefinite length).

In certspecs in this specification, the spec-value is the hexadecimal encoding of the hash value octets. For example, a 256-bit SHA-256 hash is represented by exactly 32 hex octets, or 64 hex characters. The following ABNF defines proper spec-values:

```
spec-value-sha-1   = 20hexOctet
spec-value-sha-256 = 32hexOctet
spec-value-SHA-384 = 48hexOctet
spec-value-SHA-512 = 64hexOctet
```

Lexical equivalence of two certspecs that have the same spec-type SHALL be determined by converting the hexadecimal spec-values to octets and comparing exact equivalence of the octets. A strict implementation would reject values that contain non-hex digits, such as spaces, tabs, or hyphens. However, a lenient implementation MAY ignore non-hex characters. In any event, lexical equivalence is determined by converting the hex to octets, and then comparing the octets. If there are too few or too many hex characters, a conforming implementation MUST reject the certspec.

Conforming implementations to this Internet-Draft MUST recognize these hash-based certspecs, unless security considerations dictate otherwise. Acceptable reasons for refusing to process a certspec include a) the local policy prohibits use of the hash, or b) the hash has known cryptographic weaknesses, such as a preimage attacks, which weaken the cryptographic uniqueness guarantees of the hash.

4.1.1. SHA-1

The spec-type is "SHA-1". The hash is computed using SHA-1 [SHS].
4.1.2. SHA-256

The spec-type is "SHA-256". The hash is computed using SHA-256 [SHS].

4.1.3. SHA-384

The spec-type is "SHA-384". The hash is computed using SHA-384 [SHS].

4.1.4. SHA-512

The spec-type is "SHA-512". The hash is computed using SHA-512 [SHS].

4.1.5. [Discussion]

[[DP1: Hashes could be grouped into the spec-type "fp", such as: urn:cert:fp:HASHNAME:HASHVALUE. In such a case, a registry, such as one maintained by IANA, could be used to establish valid HASHNAMEs. In the formulation above, three characters ("fp:")) are omitted, and the ability to use "arbitrary" hashes is curtailed. A new hash can be used, but must be procured through the IETF consensus process, which is a higher barrier for establishing new hashes than a registry entry, but offer less oversight. It is believed that omitting "fp:" fosters interoperability because it is better to identify certificates by a small number of widely-recognized, standard algorithms, especially if human consumption or production are foreseen. --S.L.]]

4.2. Value-Based Specifications

A certificate may be identified reflexively, by its constituent octets. For small-to-medium certificates, identifying the certificate by embedding it in the certspec will be computationally efficient and resistant to denial-of-service attacks (by being always available).

The octets of a certificate are the octets of the DER encoding of the certificate, namely, the Certificate type of Section 4.1 of RFC 5280.

Lexical equivalence of two certspecs that are value-based SHALL be determined by converting the spec-value to certificate octets, and comparing the octets for strict equivalence. Accordingly, it is possible for a base64 and a hex certspec to be lexically equivalent to each other.

A conforming implementation MUST implement base64 and hex specs.
4.2.1. base64

The spec-type is "base64". The spec-value is the base64 encoding (Section 4 of [RFC4648]) of the certificate octets. Like the data: URL [RFC2397], the characters '+' and '/' refer to values 62 and 63, respectively. Additionally, if the length of certificate octets is not a multiple of 3, it is expected that one or two trailing equal signs '=' will be present.

'+', '/', and '=' have no reserved meaning in this spec-type. While the URN syntax rules [RFC2141] state that '/' should not be used in unencoded form, in this specification, '/' MAY be present in unencoded form in the base64 spec-type. In any case, a conforming implementation MUST be able to process "%"-encoded characters.

While a strict implementation would reject non-base64 characters, a lenient implementation MAY ignore non-base64 characters, such as CR, LF, whitespace, or the absence of trailing '='. As a result, two certspecs that have the same base64-encoded data but different stray non-base64 characters MAY be judged lexically equivalent. Similarly, [RFC2141] requires that non-reserved characters (in this case, alphanumerics) must not be "%"-encoded, but a lenient implementation MAY decode these "%"-encoded characters anyway. This specification neither recommends nor discourages such leniency, but implementors should weigh the benefits and risks as discussed further in the Security Considerations section.

4.2.2. hex

The spec-type is "hex". The spec-value is the hexadecimal encoding (Section 8 of [RFC4648]) of the certificate octets. Whether an implementation should process "%"-encoded characters or non-hex characters is subject to the same considerations as the equivalent characters in the base64 spec.

4.3. Data-Based Specifications

A certificate may be identified by data contained within it. The following specs reflect the traditional reliance of PKIX [RFC5280] and CMS [RFC5652] on a certificate's issuer name and serial number, or a certificate's subject key identifier. These specs provide textual representations for these identifiers.

4.3.1. issuersn: Issuer Name and Serial Number

The spec-type is "issuersn". The spec-value is given by the following ABNF:
spec-value-issuersn = dn SEMI serialNumber
serialNumber = 1*hexOctet

<dn> is defined in [RFC4516], which is based on <distinguishedName> from [RFC4514] with the addition of "%"-encoding. <SEMI> is defined in [RFC4512]. RFC 4514 no longer separates relative distinguished names (RDNs) by semicolons, as required by its predecessor, RFC 2253. Accordingly, ';' is used to separate the issuer’s DN from the subject’s serial number. If ';' is present in the dn, it MUST be preceded by a backslash '\', which MUST be "%"-encoded.

Care should be taken in escaping and "%"-encoding the relevant characters. In particular, "?" is permitted in a distinguishedName, but is RESERVED by this specification and [RFC2141]. Any question marks in distinguished names MUST be "%"-encoded when placed in the spec-value.

<serialNumber> is the hexadecimal encoding of the certificate’s serial number, with the exact same (DER encoded) contents octets of a CertificateSerialNumber ::= INTEGER as specified in Section 4.1 of [RFC5280]. If the serial number hex octets are malformed, the certspec is invalid.

A conforming implementation SHOULD implement this issuersn spec. If the implementation implements it, the implementation MUST process serial numbers up to the same length as required by Section 4.1.2.2 of [RFC5280] (20 octets), and MUST process distinguished name strings as required by [RFC4514], including the table of minimum AttributeType name strings that MUST be recognized.

Lexical equivalence of two issuersn certspecs SHALL be determined by comparing the integer values of the serialNumbers for exact equivalence, and comparing the distinguished names for a match. Distinguished names match if they satisfy the name matching requirements of [RFC5280]. An implementation MAY use attribute matching rules that are more restrictive or comprehensive than [RFC5280], provided that the applied rules do not contradict the LDAP definitions of the attributes.

4.3.2. ski: Subject Key Identifier

The spec-type is "ski". The spec-value is given by the following ABNF:

    spec-value-ski = keyIdentifier
    keyIdentifier = 1*hexOctet

    <keyIdentifier> is the hexadecimal encoding of the certificate’s
subject key identifier, which is recorded in the certificate’s Subject Key Identifier extension (Section 4.2.1.2 of [RFC5280]). A certificate that lacks a subject key identifier cannot be identified using this spec.

Lexical equivalence of two ski certspecs SHALL be determined by converting the hexadecimal spec-values to octets and comparing the exact equivalence of the octets.

A conforming implementation MAY implement this ski spec.

5. Registration Template

Namespace ID:
   cert

Registration Information:
   Version: 1
   Date: 2012-07-08

Declared registrant of the namespace:
   IETF

Declaration of syntactic structures:
   The structure of the Namespace Specific String is provided above.

Relevant ancillary documentation:
   Certificates are defined by [RFC5280] and [X.509].

Identifier uniqueness considerations:
   The spec type is assigned by IANA through the IETF consensus process, so this process guarantees uniqueness of these identifiers. The uniqueness of the spec value depends on the spec type. For specs that identify cryptographic hashes, the cryptographic hash algorithm itself guarantees uniqueness. For specs that identify certificates by value, the inclusion of the certificate in the URN itself guarantees uniqueness. For specs that identify certificates by certificate data, the resolver’s database of certificates and implementation of certification path validation Section 6 of [RFC5280] ensure uniqueness.

Identifier persistence considerations:
   A certificate is a permanent digital artifact, irrespective of its origin. As the assignment process records mathematical or existential facts about the certificate, such as one of its
cryptographic hashes, the binding between the URN and the certificate resource is permanent. Changing even one bit of the certificate will alter its URN, will make the certificate unusable, or both.

Process of identifiers assignment:
Generating a certspec (cert URN) does not require that a registration authority be contacted.

Process for identifier resolution:
This Internet Draft does not specify a resolution service for certspecs. However, resolving certificate references to actual certificates is a common practice with a wide number of offline and online implementations.

Rules for Lexical Equivalence:
Certspecs (cert URNs) are lexically equivalent if they both have the same spec type (compared case-insensitively) and the same space value, and therefore impliedly point to the same certificate. Comparison of spec values depends on the rules of the spec. Although extensions may be appended to a certspec, these extensions are guaranteed not to affect lexical equivalence.

Certspecs are semantically equivalent if they both resolve to the same certificate.

Conformance with URN Syntax:
The character '?' is reserved for future extensions to this specification. The URN of this namespace conforms to URN Syntax [RFC2141] and Uniform Resource Identifier (URI): Generic Syntax [RFC3986].

Validation mechanism:
Each spec defines the validation mechanism for its respective value. It may be appreciated that validation of the URN is a completely different process from the Certification Path Validation Algorithm (Section 6 of [RFC5280]), which determines whether the *certificate* is valid.

Scope:
Global.

6. Use of certspec outside URN

certspec is useful wherever a system may need to refer to a
To use certspec outside of a URI (URN) context, the prefix "urn:cert:" MAY be omitted. All other lexical rules remain in effect, including "%"-encoding. Care should be taken to process '?' in particular, since '?' separates the certspec from appended attributes. A conforming implementation of raw certspecs MUST permit the prefix "urn:cert:" in addition to the raw certspec, which starts with the spec-type. This specification guarantees that the the cert-type "urn" is RESERVED and will never be used. However, implementors must take note that a raw certspec is not a valid URI, because cert-types are not registered URI schemes and do not have the same semantics as a URI.

7. IANA Considerations

This document requests the assignment of formal URN namespace ID "cert".

This document requests the creation of a registry to record specs. New specs shall be ratified by the IETF consensus process.

8. Best Practices

When producing a hash-based certspec, the producer has a wide choice of hashes. Nevertheless, this Internet-Draft RECOMMENDS that SHA-1 or SHA-256 be used to foster the greatest interoperability and human recognition, provided that the Security Considerations are heeded.

9. Security Considerations

Digital certificates are important building blocks for authentication, integrity, authorization, and (occasionally) confidentiality services. Accordingly, identifying digital certificates incorrectly can have significant security ramifications.

When using specs that are cryptographic hashes (fingerprints) for lookups and comparisons, the cryptographic hash algorithm MUST be
implemented properly and SHOULD have no known attack vectors. The registration of a particular algorithm spec in this namespace does NOT mean that it is acceptable or safe for every usage, even though this Internet-Draft requires that a conforming implementation MUST implement certain specs.

When using by-value specs, the implementation MUST be prepared to process URNs of arbitrary length. As of this writing, useful certificates rarely exceed 10KB, and most implementations are concerned with keeping certificate sizes down rather than up (for example, to fit in a single TCP packet). However, a pathological or malicious certificate could easily exceed these metrics. If an URN resolver cannot process a URN’s full length, it MUST reject the certspec.

When using specs that depend on certificate data, the implementation MUST be prepared to deal with multiple found certificates that contain the same certificate data, but are not the same certificate. In such a case, the implementation MUST segregate these certificates so that it only resolves the URN to certificates that it considers valid or trustworthy (as discussed further below). If, despite this segregation, multiple valid or trustworthy certificates match the certspec, the certspec MUST be rejected, because a certspec is meant to identify exactly one certificate (not a family of certificates).

Apart from the mechanics of certspecs (cert URNs), certificates should not be used unless they have passed the Certification Path Validation Algorithm (Section 6 of [RFC5280]), or another algorithm that provides some guarantee of validity. For example, if a certificate database contains a set of certificates that it considers inherently trustworthy, then the inclusion of a certificate in that set makes it trustworthy, regardless of the results of the Certification Path Validation Algorithm. Such a database is frequently used for "Root CA" lists.
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