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Abstract

This document profiles certificate enrollment for clients using Certificate Management over CMS (CMC) messages over a secure transport. This profile, called Enrollment over Secure Transport (EST), describes a simple yet functional certificate management protocol targeting Public Key Infrastructure (PKI) clients that need to acquire client certificates and associated Certification Authority (CA) certificate(s). It also supports client-generated public/private key pairs as well as key pairs generated by the CA.
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1. Introduction

This document profiles certificate enrollment for clients using Certificate Management over CMS (CMC) [RFC5272] messages over a secure transport. Enrollment over Secure Transport (EST) describes the use of Transport Layer Security (TLS) 1.1 [RFC4346] (or a later version) and Hypertext Transfer Protocol (HTTP) 1.1 [RFC2616] (or a later version) to provide an authenticated and authorized channel for Simple PKI (Public Key Infrastructure) Requests and Responses [RFC5272].

Architecturally, the EST service is located between a CA and a client device. It performs several functions traditionally allocated to the RA (Registration Authority) role in a PKI. The nature of communication between an EST server and a CA is not described in this document.

EST adopts the Certificate Management Protocol (CMP) [RFC4210] model for CA certificate rollover, but does not use the CMP message syntax or protocol. EST servers are extensible in that new functions may be defined to provide additional capabilities not specified in CMC [RFC5272], and this document defines two such extensions, one for requesting Certificate Signing Request attributes, and another for requesting server-generated keys.

EST specifies how to transfer messages securely via HTTP over TLS (HTTPS) [RFC2818], where the HTTP headers and content types are used in conjunction with TLS. HTTPS operates over TCP; this document does not specify EST over Datagram Transport Layer Security/User Datagram Protocol (DTLS/UDP). Figure 1 shows how the layers build upon each other.
EST Layering:

Protocols:

+-----------------------------+---------------------------------------------+
| EST request/response messages                                      |
+-----------------------------+---------------------------------------------+
| HTTP for message transfer and signaling                            |
+-----------------------------+---------------------------------------------+
| TLS for transport security                                         |
+-----------------------------+---------------------------------------------+
| TCP for transport                                                   |
+-----------------------------+---------------------------------------------+

Figure 1

[[EDNOTE: Comments such as this one, included within double brackets and initiated with an ‘EDNOTE’, are for editorial use and shall be removed as the document is polished.]]

1.1. Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

It is assumed that the reader is familiar with the terms and concepts described in Public Key Cryptography Standard (PKCS) #10 [RFC2314], HTTPS [RFC2818], CMP [RFC4210], CMC [RFC5272][RFC5273][RFC5274], and TLS [RFC4346].

In addition to the terms defined in the terminology section of CMC [RFC5272] the following terms are defined for clarity:

EST CA: For certificate issuing services, the EST CA is reached through the EST Server; the CA could be logically "behind" the EST Server or embedded within it.
Third-Party Trust Anchor (TA): Any Trust Anchor that is not authoritative for the PKI hierarchy the EST server is providing services for.

Explicit Trust Anchor: Any Trust Anchor that is explicitly configured on the client for use during EST TLS authentication. For example a TA that is manually configured on the EST client or bootstrapped as described in Section 4.1.1. (See more details in Section 3.6 and Section 7).

Implicit Trust Anchor: Any third-party Trust Anchor that is available on the client for use during TLS authentication but is not specifically indicated for use during EST TLS authentication. For example TAs commonly used by web browsers to authenticate web servers. The authorization model for these TAs is different from the authorization model for Explicit Trust Anchors. (See more details in Section 3.6.1, Section 3.6.2 and Section 7).

Certificate-less TLS: Use of a TLS cipher suite in which neither the client nor server use a certificate to authenticate. The credential used for authentication is a word, phrase, code or key that is shared between the client and server. The credential must be uniquely shared between the client and server in order to provide authentication of an individual client.

2. Operational Scenario Overviews

This section provides an informative overview of the operational scenarios to better introduce the reader to the protocol discussion. This section does not include RFC 2119 key words.

Both the EST clients and server are configured with information that provides the basis for bidirectional authentication and for authorization. The specific initialization data depends on the methods available in the client device and server, but can include shared secrets, network service names and locations (e.g., a Uniform Resource Identifier (URI) [RFC3986]), trust anchor information (e.g., a CA certificate or a hash of a TA’s certificate), and enrollment keys and certificates. Depending on an enterprise’s acquisition and network management practices, some initialization may be performed by the vendor prior to delivery of client hardware and software. In that case, the client device vendor may provide data, such as trust anchors, to the enterprise via a secure procedure. The distribution of this initial information is out of scope.

Distribution of trust anchors and other certificates can be effected via the EST server. However, nothing can be inferred about the
Sections 2.1-2.3 very closely mirror the text of the Scenarios Appendix of [RFC6403] with such modifications as are appropriate for this profile. Sections 2.1-2.6, below, enumerate the set of EST functions (see Figure 5) and provide an informative overview of EST’s capabilities.

The general client/server interaction proceeds as follows: The client device initiates a TLS-secured HTTP session with an EST server. A specific EST service is requested based on a portion of the URI used for the session. The client device and server authenticate each other. The client verifies that the server is authorized to serve this client. The server verifies that the client is authorized to make use of this server and the request that the client has made. The server acts upon the client request.

2.1. Obtaining CA Certificates

The EST client can request a copy of the current EST CA certificates from the EST server. The EST client is assumed to perform this operation before performing other operations.

Throughout this document we assume the EST CA has a certificate that is used by the client to verify signed objects issued by the CA, e.g., certificates and certificate revocation lists (CRLs), and that a separate end-entity (EE) certificate is used when EST protocol communication requires additional encryption. This operation is used to obtain the EST CA certificate(s).

The EST client authenticates and verifies the authorization scope of the EST server when requesting the current CA certificate(s). As detailed in Section 3.3.1 and Section 3.3.3, available options include:

- Verifying the EST server’s HTTPS URI against the EST server’s certificate using Implicit TAs (similar to a common HTTPS exchange). This allows the EST server and client to leverage existing TAs that might be known to the EST client.

- The client can leverage a previously distributed trust anchor specific to the EST server. This allows the EST client to use an existing, potentially older, CA certificate to request a current CA certificate.

- For bootstrapping, the EST client can rely upon manual authentication performed by the end user as detailed in
Client authentication is not required for this exchange, so it is trivially supported by the EST server.

2.2. Initial Enrollment

After authenticating an EST server and verifying that it is authorized to provide services to the client, an EST client can acquire a certificate for itself by submitting an enrollment request to that server.

The EST server authenticates and authorizes the EST client as specified in Section 3.3.2, Section 3.3.3 and Section 3.7. The methods described in the normative text that are discussed in this overview include:

- TLS with a previously issued client certificate (e.g., an existing certificate issued by the EST CA);
- TLS with a previously installed certificate (e.g., manufacturer installed certificate or a certificate issued by some other party);
- Certificate-less TLS (e.g., with a shared credential distributed out-of-band);
- HTTP-based with a username/password distributed out-of-band.

2.2.1. Certificate TLS authentication

If the EST client has a previously installed certificate issued by a third party CA, this certificate can be used to authenticate the client’s request for a certificate from the EST server (if that CA is recognized by the EST server). An EST client responds to the EST server’s TLS certificate request message with the existing certificate already held by the client. The EST server will verify the client’s existing certificate and authorize the client’s request as described in Section 3.3.2.

2.2.2. Certificate-less TLS authentication

The EST client and EST server can be mutually authenticated using a certificate-less TLS cipher suite (see Section 3.3.3).
2.2.3. HTTP-based client authentication

The EST server can optionally also request that the EST client submit a username/password using the HTTP Basic or Digest Authentication methods (see Section 3.2.3). This approach is desirable if the EST client cannot be authenticated during the TLS handshake (see Section 3.3.2) or the EST server policy requires additional authentication information. See Section 3.2.3.

2.3. Client Certificate Re-issuance

An EST client can renew/rekey its existing client certificate by submitting a re-enrollment request to an EST server.

When the current EST client certificate can be used for TLS client authentication (Section 3.3.2) the client presents this certificate to the EST server for client authentication. When the to be re-issued EST client certificate cannot be used for TLS client authentication, any of the authentication methods used for initial enrollment can be used.

For example if the client has an alternative certificate issued by the EST CA that can be used for TLS client authentication, then it can be used.

The certificate request message includes the same Subject and SubjectAltName as the current certificate. Name changes are requested as specified in Section 4.2.2.

2.4. Server Key Generation

The EST client can request a server-generated certificate and key pair (see Section 4.4).

2.5. Full PKI Request messages

Full PKI Request [RFC5272] messages can be transported via EST using the Full CMC Request function. This affords access to functions not provided by the Simple Enrollment functions. Full PKI Request messages are defined in Sections 3.2 and 4.2 of [RFC5272]. See Section 4.3 for a discussion of how EST provides a transport for these messages.

2.6. Certificate Signing Request (CSR) Attributes Request

Prior to sending an enrollment request to an EST server, an EST client can query the EST server for a set of additional attribute(s) that the client is requested to use in a subsequent enrollment
request.

These attributes can provide additional descriptive information that the EST server cannot access itself, such as the MAC address of an interface. Alternatively, these attributes can indicate the kind of enrollment request, such as a specific elliptic curve or a specific hash function that the client is expected to use when generating the CSR.

3. Protocol Design and Layering

Figure 2 provides an expansion of Figure 1 describing how the layers are used. Each aspect is described in more detail in the sections that follow.
EST Layering:

Protocols and uses:

<table>
<thead>
<tr>
<th>Message types:</th>
</tr>
</thead>
<tbody>
<tr>
<td>- &quot;Simple PKI&quot; messages (incorporating proof-of-possession)</td>
</tr>
<tr>
<td>- CA certificate retrieval</td>
</tr>
<tr>
<td>- &quot;Full PKI&quot; messages (OPTIONAL)</td>
</tr>
<tr>
<td>- CSR attribute request (OPTIONAL)</td>
</tr>
<tr>
<td>- Server-generated key request (OPTIONAL)</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>HTTP:</th>
</tr>
</thead>
<tbody>
<tr>
<td>- HTTP headers and URIs for control</td>
</tr>
<tr>
<td>- Content-Type headers specify message type</td>
</tr>
<tr>
<td>- Headers for control/error messages</td>
</tr>
<tr>
<td>- URIs for selecting functions</td>
</tr>
<tr>
<td>- Basic or Digest authentication (OPTIONAL)</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>TLS for transport security</th>
</tr>
</thead>
<tbody>
<tr>
<td>- Authentication of the EST server</td>
</tr>
<tr>
<td>- Authentication of the EST client (OPTIONAL)</td>
</tr>
<tr>
<td>- Provides communications integrity and confidentiality</td>
</tr>
<tr>
<td>- Channel Binding [RFC5929] to link proof-of-identity with message-based proof-of-possession. (OPTIONAL)</td>
</tr>
</tbody>
</table>

---

Figure 2

Specifying HTTPS as the secure transport for enrollment messages introduces two 'layers' to communicate authentication and control messages: TLS and HTTP.

The TLS layer provides integrity and confidentiality during transport. The proof-of-identity is supplied by TLS handshake authentication and optionally also by the HTTP layer headers. The message type and control/error messages are included in the HTTP headers.

CMC [RFC5272] Section 3.1 notes that "the Simple PKI Request MUST NOT
be used if a proof-of-identity needs to be included". Since the TLS and HTTP layers provide proof-of-identity for EST clients and servers the Simple PKI message types are used.

The TLS layer certificate exchange provides a method for authorizing client enrollment requests using existing certificates. Such certificates may have been issued by the CA (from which the client is requesting a certificate) or they may have been issued under a distinct PKI (e.g., an IEEE 802.1AR IDevID [IDevID] credential).

Proof-of-possession (PoP) is a distinct issue from proof-of-identity and is included in the Simple PKI message type as described in Section 3.4. A method of linking proof-of-identity and proof-of-possession is described in Section 3.5.

This document also defines transport for CMC [RFC5272] that complies with CMC Transport Protocols [RFC5273].

During protocol exchanges different certificates can be used. The following table provides an informative overview. Endentities MAY have one or more certificates of each type listed in Figure 3 and use one or more Trust Anchor databases of each type listed in Figure 4.
Certificate and their corresponding uses:

<table>
<thead>
<tr>
<th>Certificate</th>
<th>Issuer</th>
<th>Use and section references</th>
</tr>
</thead>
<tbody>
<tr>
<td>EST server certificate</td>
<td>The CA served by the EST server</td>
<td>Presented by the EST server during the TLS handshake</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section 3.3.1</td>
</tr>
<tr>
<td>EST server certificate</td>
<td>A CA authenticatable by a third-party TA e.g., a web server CA</td>
<td>Presented by the EST server during the TLS handshake</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section 3.3.1, and Security Considerations</td>
</tr>
<tr>
<td>EST client certificate</td>
<td>A CA authenticatable by a third-party TA e.g., a device manufacturer</td>
<td>Presented by the EST client to the EST server by clients that have not yet enrolled</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section 3.3.2</td>
</tr>
<tr>
<td>EST client certificate</td>
<td>The CA served by the EST server</td>
<td>Presented by the EST client to PKI End Entities. Including to the EST server during future EST operations</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section 3.3.2</td>
</tr>
<tr>
<td>EST client certificate</td>
<td>The CA served by the EST server</td>
<td>Presented by the EST client to PKI End Entities. Clients can obtain certs that cannot be used for EST client authentication</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Section 4.2.1</td>
</tr>
</tbody>
</table>

Figure 3
## Trust Anchor databases and their corresponding uses:

<table>
<thead>
<tr>
<th>TA database</th>
<th>Use and section references</th>
</tr>
</thead>
<tbody>
<tr>
<td>EST server</td>
<td>EST servers use this TA database to authenticate certificates issued by the EST CA, including EST client certificates during enroll/re-enroll operations</td>
</tr>
<tr>
<td>EST CA</td>
<td></td>
</tr>
<tr>
<td>TA database</td>
<td>Section 3.3.2</td>
</tr>
<tr>
<td>EST server</td>
<td>EST servers use this TA database to authenticate certificates issued by third-party TAs. e.g., EST client certificates issued by a device manufacturer</td>
</tr>
<tr>
<td>Third-Party</td>
<td></td>
</tr>
<tr>
<td>TA database</td>
<td>Section 3.3.2</td>
</tr>
<tr>
<td>EST client</td>
<td>EST clients use this TA database to authenticate certificates issued by the EST CA, including EST server certificates.</td>
</tr>
<tr>
<td>Explicit</td>
<td></td>
</tr>
<tr>
<td>TA database</td>
<td>Section 3.1, Section 3.3.1, Section 3.6.1 and Section 4.1.1</td>
</tr>
<tr>
<td>Implicit</td>
<td>EST clients use this trust anchor database to authenticate an EST server that uses an externally issued certificate.</td>
</tr>
<tr>
<td>TA database</td>
<td>Section 3.1, Section 3.1, Section 3.6.2 and Security Considerations</td>
</tr>
</tbody>
</table>

### 3.1. Application Layer

The EST client MUST be capable of generating and parsing Simple PKI messages (see Section 4.2). Generating and parsing Full PKI messages is OPTIONAL (see Section 4.3). The client MUST also be able to request CA certificates from the EST server and parse the returned "bag" of certificates (see Section 4.1). Requesting CSR attributes and parsing the returned list of attributes is OPTIONAL (see Section 4.5).

Details of the EST client application configuration are out of scope.
of the protocol discussion but are necessary for understanding the prerequisites of initiating protocol operations. The EST client is RECOMMENDED to be configured with TA databases for Section 3.3.1 or with a secret key for Section 3.3.3. Implementations conforming to this standard MUST provide the ability to designate Explicit TAs. For human usability reasons a "fingerprint" of an Explicit TA database entry can be configured for bootstrapping as discussed in Section 4.1.1. Configuration of an Implicit TA database, perhaps by its inclusion within the EST client distribution or available from the operating system, provides flexibility along with the caveats detailed in Section 7. Implementations conforming to this standard MUST provide the ability to disable use of any Implicit TA database.

The EST client is configured with sufficient information to form the EST server URI. This can be the full operation path segment (e.g. https://www.example.com/.well-known/est/ or https://www.example.com/.well-known/est/arbitraryLabel1) or the EST client can be configured with a tuple composed of the authority portion of the URI along with the OPTIONAL label (e.g. "www.example.com:80", "arbitraryLabel1") or just the authority portion of the URI.

3.2. HTTP Layer

HTTP is used to transfer EST messages. URIs are defined for handling each media type (i.e., message type) as described in Section 3.2.2. HTTP is also used for client authentication services when TLS client authentication is not available, due to lack of a client certificate suitable for use by TLS (see Section Section 3.2.3). HTTP authentication can also be used in addition to TLS client authentication if the EST server wishes additional authentication information, as noted in Section 2.2.3. Registered media types are used to convey EST messages as specified in Figure 6.

HTTP 1.1 [RFC2616] and above support persistent connections. As described in Section 8.1 of that RFC, persistent connections may be used to reduce network and processing load associated with multiple HTTP requests. EST does not require or preclude persistent HTTP connections and their use is out of scope of this specification.

3.2.1. HTTP headers for control

This document profiles the HTTP content-type header (as defined in [RFC2046], but see Figure 6 for specific values) to indicate the media type for EST messages and to specify control messages for EST. The HTTP Status value is used to communicate success or failure of an EST function. HTTP authentication is used by a client when requested by the server.
The media types indicated in the HTTP content-type header indicates which EST message is being transferred. Media types used by EST are specified in Section 3.2.4.

### 3.2.2. HTTP URIs for control

The EST server MUST use the [RFC5785] defined path-prefix of "/.well-known/" and the registered name of "est". Thus a valid EST server URI path begins with "https://www.example.com/.well-known/est". Each EST operation is indicated by a path-suffix that indicates the intended operation:

<table>
<thead>
<tr>
<th>Operation</th>
<th>Operation Path</th>
<th>Details</th>
</tr>
</thead>
<tbody>
<tr>
<td>Distribution of CA certificates (MUST)</td>
<td>/CACerts</td>
<td>Section 4.1</td>
</tr>
<tr>
<td>Enrollment of new clients (MUST)</td>
<td>/simpleEnroll</td>
<td>Section 4.2.</td>
</tr>
<tr>
<td>Re-Enrollment of existing clients (MUST)</td>
<td>/simpleReEnroll</td>
<td>Section 4.2.2</td>
</tr>
<tr>
<td>Full CMC (OPTIONAL)</td>
<td>/fullCMC</td>
<td>Section 4.3</td>
</tr>
<tr>
<td>Server-side Key Generation (OPTIONAL)</td>
<td>/serverKeyGen</td>
<td>Section 4.4</td>
</tr>
<tr>
<td>Request CSR attributes (OPTIONAL)</td>
<td>/CSRAttrs</td>
<td>Section 4.5</td>
</tr>
</tbody>
</table>

The operation path (Figure 5) is appended to the path-prefix to form the URI used with HTTP GET or POST to perform the desired EST operation. An example valid URI absolute path for the "/CACerts" operation is "/.well-known/est/CACerts". To retrieve the CA’s certificates, the EST client would use the following HTTP request:

GET /.well-known/est/CACerts HTTP/1.1

Likewise, to request a new certificate in this example scheme, the EST client would use the following request:

POST /.well-known/est/simpleEnroll HTTP/1.1
The use of distinct operation paths simplifies implementation for servers that do not perform client authentication when distributing /CACerts responses.

An EST server MAY provide service for multiple CAs as indicated by an OPTIONAL additional path segment between the registered application name and the operation path. To avoid conflict the CA label MUST NOT be the same as any defined operation path segment. The EST server MUST provide services when the additional path segment is not included. The following are three example valid URIs:

1. https://www.example.com/.well-known/est/CACerts

In this specification the distinction between enroll and renew/rekey is explicitly indicated by the HTTP URI. When requesting /fullCMC operations CMC uses the same messages for certificate renewal and certificate rekey.

An EST server MAY provide additional services using other URIs.

3.2.3. HTTP-Based Client Authentication

The EST server MAY request HTTP-based client authentication. This request can be in addition to successful TLS client authentication (Section 3.3.2) if EST server policy requires additional authentication. (For example the EST server may require that an EST client "knows" a password in addition to "having" an existing client certificate). Or HTTP-based client authentication can be an EST server policy specified fallback in situations where the EST client did not successfully complete the TLS client authentication. (This might arise if the EST client is enrolling for the first time or if the certificates available to an EST client cannot be used for TLS client authentication).

HTTP Basic and Digest authentication MUST only be performed over TLS 1.1 [RFC4346] or later versions. As specified in CMC: Transport Protocols [RFC5273] the server "MUST NOT assume client support for any type of HTTP authentication such as cookies, Basic authentication, or Digest authentication". Clients SHOULD support the Basic and Digest authentication mechanism.

Servers that wish to use Basic and Digest authentication reject the HTTP request using the HTTP defined WWW-Authenticate response-header ([RFC2616], Section 14.47). The client is expected to retry the
request, including the appropriate Authorization Request Header ([RFC2617], Section 3.2.2), if the client is capable of using the Basic or Digest authentication. If the client is not capable of retrying the request or it is not capable of Basic or Digest authentication, then the client MUST terminate the connection.

A client MAY set the username to the empty string ("") if it is presenting a password that is not associated with a username.

Support for HTTP-based client authentication has security ramifications as discussed in Section 7. The client MUST NOT respond to the server’s HTTP authentication request unless the client has authenticated the EST server (as per Section 3.6).

3.2.4. Message types

This document uses existing media types for the messages as specified by [RFC2585], [RFC5967], and CMC [RFC5272]. To support distribution of multiple certificates for a CA certificate path, the [RFC2046] multipart/mixed media type is used.

For consistency with [RFC5273], each distinct EST message type uses an HTTP Content-Type header with a specific media type.

The EST messages and their corresponding media types are:
### Figure 6

#### 3.3. TLS Layer

TLS provides authentication, which in turn enables authorization decisions. The EST server and EST client are responsible for ensuring that an acceptable cipher suite is negotiated and that bidirectional authentication has been performed. Alternately, certificate-less TLS authentication, where neither the client nor server present a certificate, is also an acceptable method for EST mutual authentication.

HTTPS [RFC2818] specifies how HTTP messages are carried over TLS. HTTPS MUST be used. TLS 1.1 (RFC4346) (or a later version) MUST be used TLS session resumption [RFC5077] SHOULD be supported.

TLS channel binding information MAY be inserted into a certificate request as detailed in Section 3.5 in order to provide the EST server...
with assurance that the authenticated TLS client has access to the private key for the certificate being requested.

3.3.1. TLSC-Based Server Authentication

The EST server MUST be authenticated during the TLS handshake unless the client is requesting Bootstrap Distribution of CA certificates (Section 4.1.1) or Full CMC (Section 4.3).

The EST client authenticates the EST server as defined for the cipher suite negotiated. The following text provides details assuming a certificate-based cipher suite, such as the TLS 1.1 [RFC4346] mandatory cipher suite (TLS_RSA_WITH_3DES_EDE_CBC_SHA). As an alternative to authentication using a certificate, an EST client MAY support certificate-less TLS authentication (Section 3.3.3).

Certificate validation MUST be performed as per [RFC5280]. The EST server certificate MUST conform to the [RFC5280] certificate profile.

The client validates the TLS server certificate using the EST client Explicit and, if enabled, Implicit TA database(s). The client MUST maintain a distinction between the use of Explicit and Implicit TA databases during authentication in order to support proper authorization. The EST client MUST perform authorization checks as specified in Section 3.6.

If certificate validation fails, the client MAY follow the procedure outlined in Section 4.1.1 for bootstrap distribution of CA certificates.

3.3.2. TLSC-Based Client Authentication

TLS client authentication is the RECOMMENDED method for identifying EST clients. HTTP-Based Client Authentication (Section 3.2.3) MAY be used.

The EST server authenticates the EST client as defined for the cipher suite negotiated. The following text provides details assuming a certificate-based cipher suite such as the TLS 1.1 [RFC4346] mandatory cipher suite (TLS_RSA_WITH_3DES_EDE_CBC_SHA). The EST server MUST support certificate-based client authentication. As an alternative or as an addition to authentication using a certificate, an EST server MAY support certificate-less TLS authentication (Section 3.3.3).

Generally, the client will use an existing certificate for renew or rekey operations. If the certificate to be renewed or rekeyed is appropriate for the negotiated cipher suite, then the client MUST use
it for the TLS handshake, otherwise the client SHOULD use an alternate certificate that is suitable for the cipher suite and contains the same subject identity information. When requesting an enroll operation the client MAY use a third-party issued client certificate to authenticate itself. The EST server MUST perform authorization checks as specified in Section 3.7.

If a client does not support TLS client authentication, then it MUST support HTTP-based client authentication (Section 3.2.3) or certificate-less TLS authentication (Section 3.3.3).

3.3.3. Certificate-less TLS Mutual Authentication

Certificate-less TLS cipher suites provide a way to perform mutual authentication in situations where neither the client nor server have certificates, do not desire to use certificates, or do not have the trust anchors necessary to verify a certificate. The client and server MAY negotiate a certificate-less cipher suite for mutual authentication.

When using certificate-less mutual authentication in TLS for enrollment, the cipher suite MUST be based on a protocol that is resistant to dictionary attack and MUST be based on a zero knowledge protocol. TLS-SRP ciphersuites listed in section 2.7 of [RFC5054] are suitable for this purpose. Section 7 lists the characteristics of a ciphersuite that are suitable for use in certificate-less mutual authentication for enrollment.

Successful authentication using a certificate-less cipher suite proves knowledge of a pre-shared secret which implicitly authorizes a peer in the exchange.

3.4. Proof-of-Possession

As defined in Section 2.1 of CMC [RFC5272], Proof-of-possession (POP) "refers to a value that can be used to prove that the private key corresponding to the public key is in the possession and can be used by an end-entity."

The signed enrollment request provides a signature-based proof-of-possession. The mechanism described in Section 3.5 strengthens this by optionally including "Direct"-based proof-of-possession [RFC5272] by including TLS session-specific information within the data covered by the enrollment request signature (thus linking the enrollment request to the authenticated end-point of the TLS connection).
3.5. Linking Identity and PoP information

Server policy will determine whether the server requires the mechanism specified in this section be used by the client. This specification provides an OPTIONAL method of linking identity and proof-of-possession by including information specific to the current authenticated TLS session within the signed certification request. The client can determine if the server requires the linking of identity and PoP by examining the CSR Attributes Response (see Section 4.5.2). Regardless of the CSR Attributes Response, clients are RECOMMENDED to link identity and PoP by embedding tls-unique information in the certification request. If tls-unique information is included by the client, the server MUST verify it. The EST server MAY reject requests without tls-unique information as indicated by server policy.

Linking identity and proof-of-possession proves to the server that the authenticated TLS client has possession of the private key associated with the certification request and that the client was able to sign the certification request after the TLS session was established. This is an alternative to the [RFC5272] Section 6.3-defined "Linking Identity and POP information" method available if Full PKI messages are used.

The client generating the request obtains the tls-unique value as defined in Channel Bindings for TLS [RFC5929] from the TLS subsystem. The tls-unique specification includes a synchronization problem as described in Channel Bindings for TLS [RFC5929] section 3.1. To avoid this problem, EST implementations that support this feature MUST use the tls-unique value from the first TLS handshake. EST clients and servers use their tls-unique implementation specific synchronization methods to obtain this first tls-unique value. TLS "secure_renegotiation" [RFC5746] MUST be used. This maintains the binding from the first tls-unique value across renegotiations to the most recently negotiated connection.

The tls-unique value is base 64-encoded as specified in Section 4 of [RFC4648] and the resulting string is placed in the certification request challenge-password field ([RFC2985], Section 5.4.1). If tls-unique information is not embedded within the certification request the challenge-password field MUST be empty to indicate that the client did not include the optional channel-binding information (any value submitted is verified by the server as tls-unique information).

If the EST server makes use of a back-end infrastructure for processing, it is RECOMMENDED that the results of this verification be communicated. (For example this communication might use the CMC "RA POP Witness Control" in a CMC Full PKI Request message. Or an
EST server might TLS authenticate an EST client as being a trusted infrastructure element that does not forward invalid requests. A detailed discussion of back-end processing is out of scope).

When rejecting requests, the EST server response is as described for all enroll responses (Section 4.2.3). If a Full PKI Response is included, the CMCFailInfo MUST be set to popFailed. If a human readable reject message is included it SHOULD include an informative text message indicating that linking of identity and POP information is required.

3.6. Server Authorization

The client MUST check EST server authorization before accepting any server responses or responding to HTTP authentication requests.

The EST client authorization method depends on which method was used to authenticate the server. When the Explicit TA database is used to authenticate the EST server then Section 3.6.1 applies. When the Implicit TA database is used to authenticate the EST server then Section 3.6.2 applies. Successful authentication using a certificate-less cipher suite implies authorization of the server.

The client MAY perform bootstrapping as specified in Section 4.1.1 even if these checks fail.

3.6.1. Client use of Explicit TA Database

When the EST client Explicit TA database is used to validate the EST server certificate the client MUST check either the configured URI against the server’s identity, or the EST server certificate MUST contain the id-kp-cmcRA [RFC6402] extended key usage extension.

3.6.2. Client use of Implicit TA Database

When the EST client Implicit TA database is used to validate the EST server certificate, the client MUST check the URI "against the server's identity as presented in the server's Certificate message" (HTTP Over TLS Section 3.1 "Server Identity" [RFC2818] and [RFC6125]). The provisioned URI provides the basis for authorization, and the server's authenticated identity confirms it is the authorized server.

3.7. Client Authorization

The decision to issue a certificate to a client is always controlled by local CA policy. The EST server configuration reflects this CA policy. This document does not specify any constraints on such
policy. EST provides the EST server access to each client’s authenticated identity -- e.g., the TLS client’s certificate in addition to any HTTP user authentication credentials -- to help in implementing such policy.

If the client’s certificate was issued by the EST CA, and it includes the id-kp-cmcRA [RFC6402] extended key usage extension, then the client is a Registration Authority (RA) as described in [RFC5272] and [RFC6402]. In this case the EST server SHOULD apply authorization policy consistent with an RA client. For example when handling /simpleEnroll requests the EST server could be configured to accept PoP linking information that does not match the current TLS session because the authenticated EST client RA has verified this information when acting as an EST server (as specified in Section 3.5). More specific RA mechanisms are available if the EST client uses /fullCMC methods.

4. Protocol Exchange Details

Before processing a request, an EST server determines if the client is authorized to receive the requested services. Likewise, the client determines if it will make requests to the EST server. These authorization decisions are described in the next two sections. Assuming that both sides of the exchange are authorized, then the actual operations are as described in subsequent sections.

4.1. Distribution of CA certificates

The EST client can request a copy of the current CA certificates. This function is generally performed before other EST functions.

4.1.1. Bootstrap Distribution of CA certificates

It is possible that the client was not configured with the TA database(s) necessary to validate the EST server certificate. This section describes a method by which minimally configured EST clients can populate their Explicit TA database.

If the EST client application does not specify either an Explicit TA database or a Implicit TA database then the initial TLS server authentication and authorization will fail. The client MAY provisionally continue the TLS handshake to completion for the purposes of accessing the /CACerts or /fullCMC method. If the EST client continues with an unauthenticated connection, the client MUST extract the HTTP content data from the response (Section 4.1.3 or Section 4.3.2) and engage a human user to authorize the CA certificate using out-of-band data such as a CA certificate.
"fingerprint" (e.g., a SHA-256 or SHA-512 [SHS] hash on the whole CA certificate). In a /fullCMC response it is the Publish Trust Anchors control within the Full PKI Response that must be accepted manually. It is incumbent on the user to properly verify the TA information, or to provide the "fingerprint" data during configuration that is necessary to verify the TA information.

HTTP authentication requests MUST NOT be responded to if the server has not been authenticated.

The EST client uses the /CACerts response to establish an Explicit Trust Anchor database for subsequent TLS authentication of the EST server. EST clients MUST NOT engage in any other protocol exchange until after the /CACerts response has been accepted and a new TLS session has been established (using TLS certificate-based authentication).

4.1.2. Distribution of CA certificates request

EST clients request the Explicit TA database information of the CA (in the form of certificates) with an HTTPS GET message using an operation path of "/CACerts". EST clients and servers MUST support the /CACerts function. Clients SHOULD request an up-to-date response before stored information has expired in order to ensure the EST CA TA database is up to date.

The EST server MUST NOT require client authentication or authorization to reply to this request.

The client MUST authenticate the EST server as specified in Section 3.3.1 and Section 3.3.3 and check the server's authorization as given in Section 3.6 or follow the procedure outlined in Section 4.1.1.

4.1.3. Distribution of CA certificates response

The EST server responds to a Distribution of CA certificates request with the EST CA certificates within a Simple PKI Response. If the certificates are successfully returned, the server response MUST have an HTTP 200 response code with a content-type of "application/pkcs7-mime". Any other response code indicates an error and the client MUST abort the protocol.

The EST server MUST include the current root CA certificate in the response. The EST server MUST include any additional certificates the client would need to build a chain from an EST CA issued certificate to the current EST CA TA. For example if the EST CA is a subordinate CA then all the appropriate subordinate CA certificates
necessary to build a chain to the root EST CA are included in the
response.

The EST server SHOULD include the three "Root CA Key Update"
certificates OldWithOld, OldWithNew, and NewWithOld in the response
chain. These are defined in Section 4.4 of CMP [RFC4210]. The EST
client MUST be able to handle these certificates in the response.
The EST CA’s most recent self-signed certificate (e.g. NewWithNew
certificate) is self-signed and has the latest NotAfter date. If the
EST server does not include these in the response then after the
current EST CA certificate expires the EST clients will need to be
(re)enrolled with the PKI using the Bootstrap Distribution of CA
certificates (Section 4.1.1) method which involves user interaction.

If the CA certificate was authorized in an out-of-band manner then,
after such validation occurs, all the other certificates MUST be
validated using normal [RFC5280] certificate path validation (using
the most recent CA certificate as the TA) before they can be used to
build certificate paths during certificate validation.

The EST client MUST store the extracted EST CA certificate as an
Explicit TA database entry for subsequent EST server authentication.
The EST client SHOULD disable use of Implicit TA database entries for
this EST server, now that an Explicit TA database entry is available.
If the client does this then the client MUST include a "Trusted CA
Indication" extension in future TLS sessions [RFC4366] to indicate to
the server that only an EST Server certificate authenticatable by the
Explicit TA database entry is acceptable. The EST client also makes
the CA Certificate response information available to the end-entity
software for use when validating peer certificates.

The response format is the CMC Simple PKI Response, as defined in
[RFC5272]. The HTTP content-type of "application/pkcs7-mime" is
used. The Simple PKI response is base 64-encoded, as specified in
Section 4 of [RFC4648], and sandwiched between headers:

        -----BEGIN PKCS7-----
        MIIBhDCB7gIBADBFMQswCQYDVQQGEwJBVTETMBEGA1UECBMKU29tZS1TdGF0ZTEh
        Simplified example of base 64 encoding of CMC Simple PKI Response
        ED8rf3UDF6HjloiV3jBnpetx4JjZH/BlmD9HMqofV Erryb1e41ZgM0vulgwEjQwpD
        8J40hHvlh1o=
        -----END PKCS7-----

4.2. Client Certificate Request Functions

EST clients request a certificate from the EST server with an HTTPS
POST using the operation path value of "/simpleEnroll". EST clients
request a renew/rekey of existing certificates with an HTTP POST
using the operation path value of "/simpleReEnroll". EST servers MUST support the /simpleEnroll and /simpleReEnroll functions.

It is RECOMMENDED that a client obtain the current CA certificates, as described in Section 4.1, before performing certificate request functions. This ensures that the client will be able to validate the EST server certificate. The client MUST authenticate the EST server as specified in Section 3.3.1 and Section 3.3.3. The client MUST verify the authorization the EST server as specified in Section 3.6.

The server MUST authenticate the client as specified in Section 3.3.2 and Section 3.3.3. The server MUST verify client authorization as specified in Section 3.7. The EST server MUST check the tls-unique value as described in Section 3.5 if one is submitted by the client.

The server MAY accept a certificate request for manual authorization checking by an administrator. (Section 4.2.3 describes the use of an HTTP 202 response to the EST client if this occurs).

4.2.1. Simple Enrollment of Clients

When HTTPS POSTing to /simpleEnroll the client MUST include a Simple PKI Request as specified in CMC Section 3.1 (i.e., a PKCS#10 Certification Request).

The Certification Signing Request (CSR) signature provides proof−of−possession of the private key to the EST server. If the CSR KeyUsage extension indicates the private key can be used to generate digital signatures then the CSR signature MUST be generated using the private key. If the key can be used to generate digital signatures but the requested CSR KeyUsage extension prohibits generation of digital signatures then the CSR signature MUST still be generated using the private key but the key MUST NOT be used to for any other signature operations (this is consistent with the recommendations concerning submission of proof−of−possession to an RA or CA as described in [SP−800−57−Part−1]). The use of /fullCMC operations provides access to more advanced proof−of−possession methods that MUST be used when the key pair can not be used for digital signature generation (see Section 4.3).

The HTTP content-type of "application/pkcs10" is used here. The format of the message is as specified in Section 6.4 of [RFC4945].

The EST client MAY request additional certificates even when using an existing certificate in the TLS client authentication. For example the client can use an existing certificate for TLS client authentication when requesting a certificate that cannot be used for TLS client authentication.
4.2.2. Simple Re-Enrollment of Clients

EST clients renew/rekey certificates with an HTTPS POST using the operation path value of "/simpleReEnroll".

A certificate request employs the same format as the "simpleEnroll" request, using the same HTTP content-type. The request Subject field and SubjectAltName extension MUST be identical to the corresponding fields in the certificate being renewed/rekeyed. The ChangeSubjectName attribute, as defined in [RFC6402], MAY be included in the CSR to request that these fields be changed in the new certificate.

If the Subject Public Key Info in the certification request is the same as the current client certificate, the EST server performs a renew operation. If the public key information is different than the currently issued certificate then the EST server performs a rekey operation.

4.2.3. Simple Enroll and Re-Enroll Response

If the enrollment is successful, the server response MUST contain an HTTP 200 response code with a content-type of "application/pkcs7-mime". The response data is a certs-only Simple PKI Response containing only the certificate that was issued. The Simple PKI response is base 64-encoded and sandwiched between headers:

```
−−−−−BEGIN PKCS7−−−−−
MIIBhDCB7gIBADBFMQswCQYDVQQGEwJBVTETMBEGA1UECBMEQwMMA0GCSqGSIb3
zQEFAwQCgYDVR0TAQH/BAHUdHRwCQYDVR0OBBYFcywDQgMAwIGA1UEAwwH
KX05MQswCQYDVQQGEwJBVTETMBEGA1UECBMEQwMMA0GCSqGSIb3zQEFAwQC
```

Simplified example of base 64 encoding of CMC Simple PKI Response

```
ED8rf3UDF6HjloiV3jBnpetx4JjZH/B1mD9HMqofVErbyb1e41zqMUvuIgwEjQwpD
```

When rejecting a request the server MUST specify either an HTTP 4xx error, or an HTTP 5xx error. A Simple PKI Response with an HTTP content-type of "application/pkcs7-mime" (see Section 4.3.2) MAY be included in the response data to convey an error response. If the content-type is not set the response data MUST be a plain text human-readable error message containing informative information describing why the request was rejected (for example indicating that CSR attributes are incomplete).

If the server responds with an HTTP [RFC2616] 202, this indicates that the request has been accepted for processing but that a response is not yet available. The server MUST include a Retry-After header as defined for HTTP 503 responses. The server also MAY include informative human-readable content. The client MUST wait at least
the specified ‘retry-after’ time before repeating the same request. The client repeats the initial enrollment request after the appropriate ‘retry-after’ interval has expired. The client SHOULD log or inform the end user of this event. The server is responsible for maintaining all state necessary to recognize and handle retry operations as the client is stateless in this regard; it simply sends the same request repeatedly until it receives a different response code.

All other return codes are handled as specified in HTTP [RFC2616].

4.3. Full CMC

An EST client can request a certificate from an EST server with an HTTPS POST using the operation path value of "/fullCMC". Support for the /fullCMC function is OPTIONAL for both clients and servers.

4.3.1. Full CMC Request

If the HTTP POST to /fullCMC is not a valid Full PKI Request, the server MUST reject the message. The HTTP content-type used is "application/pkcs7-mime", as specified in [RFC5273].

4.3.2. Full CMC Response

The server responds with the client’s newly issued certificate or provides an error response.

If the enrollment is successful, the server response MUST include an HTTP 200 response code with a content-type of "application/pkcs7-mime" as specified in [RFC5273]. The response data includes either the Simple PKI Response or the Full PKI Response as specified in Section 3.2 of [RFC5272].

When rejecting a request, the server MUST specify either an HTTP 4xx error or an HTTP 5xx error. A CMC response with content-type of "application/pkcs7-mime" SHOULD be included in the response data for any CMC error response. If the content-type is not set the response data MUST be a plain text human-readable error message containing informative information describing why the request was rejected (for example indicating that CSR attributes are incomplete).

All other return codes are handled as specified in Section 4.2.3 or HTTP [RFC2616]. For example, a client interprets an HTTP 404 or 501 response to indicate that this service is not implemented.

The Full PKI Response is base 64-encoded and sandwiched between headers:
4.4. Server-side Key Generation

An EST client may request a private key and associated certificate from an EST server using an HTTPS POST with an operation path value of "/serverKeyGen". Support for the /serverKeyGen function is OPTIONAL.

A client MUST authenticate an EST server as specified in Section 3.3.1 and Section 3.3.3.

The EST server MUST authenticate the client as specified in Section 3.3.2 and Section 3.3.3. The server SHOULD use Client Authorization for authorization purposes. The EST server applies whatever authorization or logic it chooses to determine if the private key and certificate should be provided.

Proper random number and key generation [RFC4086] is a server implementation responsibility and server storage of generated keys is a local option. The key pair and certificate are transferred over the TLS session. The cipher suite used to return the private key and certificate MUST offer confidentiality commensurate with the private key being delivered to the client.

The EST client MAY request additional certificates even when using an existing certificate in the TLS client authentication. For example the client can use an existing certificate for TLS client authentication when requesting a certificate that cannot be used for TLS client authentication.

4.4.1. Server-side Key Generation Request

The certificate request is HTTPS POSTed and is the same format as for the "/simpleEnroll" and "/simpleReEnroll" path extensions with the same content-type.

In all respects the server SHOULD treat the CSR as it would any enroll or re-enroll CSR; the only distinction here is that the server MUST ignore the public key values and signature in the CSR. These are included in the request only to allow re-use of existing codebases for generating and parsing such requests.
If the client desires to receive the private key with encryption that exists outside and in addition to that of the TLS transport used by EST or if server policy requires that the key be delivered in such a form, the client MUST include a DecryptKeyIdentifier attribute (as defined in Section 2.2.5, [RFC4108]) specifying the identifier of the secret key to be used by the server to encrypt the private key. While that attribute was originally designated for specifying a firmware encryption key, it exactly mirrors the requirements for specifying a private key encryption key. If the server does not have a secret key matching the identifier specified by the client, the request must be terminated and an error returned to the client. Distribution of the key specified by the DecryptKeyIdentifier to the key generator and the client is outside the scope of this document.

4.4.2. Server-side Key Generation Response

If the request is successful, the server response MUST have an HTTP 200 response code with a content-type of "multipart/mixed" consisting of two parts. One part is the private key data and the other part is the certificate data.

The format in which the private key data part is returned is dependent on whether the private key is being returned with additional encryption on top of that provided by TLS.

- If additional encryption is being employed, the private key is placed inside of a CMS SignedData. The SignedData is signed by the party that generated the private key, which may or may not be the EST server. The SignedData is further protected inside of a CMS EnvelopedData, as described in Section 4 of [RFC5958]. The EnvelopedData content is encrypted using the secret key identified in the request. The EnvelopedData is returned in the response as an "application/pkcs7-mime" part.

- If additional encryption is not being employed, the private key data MUST be an "application/pkcs8". An "application/pkcs8" part consists of the base 64-encoded DER-encoded PrivateKeyInfo sandwiched between headers as described in [RFC5958].

The certificate data part is an "application/pkcs7-mime" and exactly matches the certificate response to /simpleEnroll. If both parts are "application/pkcs7-mime" the client checks each; one will be a certs-only Simple PKI response and the other will be the CMS message with the encrypted data.
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-----BEGIN PRIVATE KEY-----
MIIBhDCB7gIBADBFMQswCQYDVQQGEwJBVTETMBEGA1UECBMKU29tZS1TdGF0ZTEh
Simplified example of base 64 encoding of DER-encoded PrivateKeyInfo
ED8rf3UD6HjloiV3jBnpetx4JjZH/B1mD9HMqofVEnryble4iZgMUvuIgwEjQwpD
8J4OhHvuLhlo=
-----END PRIVATE KEY-----
or

-----BEGIN PKCS7-----
MIIBhDCB7gIBADBFMQswCQYDVQQGEwJBVTETMBEGA1UECBMKU29tZS1TdGF0ZTEh
Simplified example of base 64 encoding of CMS secured Private key
ED8rf3UD6HjloiV3jBnpetx4JjZH/B1mD9HMqofVEnryble4iZgMUvuIgwEjQwpD
8J4OhHvuLhlo=
-----END PKCS7-----

When rejecting a request, the server MUST specify either an HTTP 4xx
error, or an HTTP 5xx error. If the content-type is not set, the
response data MUST be a plain text human-readable error message.

4.5. CSR Attributes

CA policy may allow inclusion of client-provided attributes in
certificates that it issues, and some of these attributes may
describe information that is not available to the CA. In addition, a
CA may desire to certify a certain type of public key and a client
may not have a priori knowledge of that fact. Therefore, clients
should request a list of expected attributes that are required, or
desired, by the CA in an enrollment request, or if dictated by local
policy.

Requesting CSR Attributes is optional but clients are advised that
CA’s may refuse enrollment requests that are not encoded according to
the CA’s policy.

4.5.1. CSR Attributes Request

The EST client requests a list of CA-desired CSR attributes from the
CA by sending an HTTPS GET message to the EST server with an
operations path of "/CSRAttrs".

4.5.2. CSR Attributes Response

If locally configured policy for an authenticated EST client
indicates a CSR Attributes Response is to be provided, the server
response MUST include an HTTP 200 response code. An HTTP response
code of 204 or 404 indicates that a CSR Attributes Response is not
available. Regardless of the response code, the EST server and CA
MAY reject any subsequent enrollment requests for any reason, e.g., incomplete CSR attributes in the request.

If the CA requires a particular crypto system (e.g., certification of a public key based on a certain elliptic curve) it MUST provide that information in the CSR Attributes response. If an EST server requires the linking of identity and PoP information (see Section 3.5) it MUST include the challengePassword OID in the CSR Attributes response.

Responses to attribute request messages MUST be encoded as content type "application/csrattrs". The syntax for application/csrattrs body is as follows:

Csrattrs ::= SEQUENCE SIZE (0..MAX) OF OBJECT IDENTIFIER { }

An EST server includes zero or more object identifiers that it requests the client to include in a certification request. When the server encodes Csrattrs as an empty SEQUENCE it means that the server has no specific additional attributes it requests in a client certification request (this is functionally equivalent to an HTTP response code of 204 or 404.) The sequence is Distinguished Encoding Rules (DER) encoded and then base 64 encoded (section 4 of [RFC4648]). The resulting text forms the application/csrattr body, without headers.

For example, if a CA requests a client to submit a certification request containing the Media Access Control (MAC) address [RFC2397] of a device, the challengePassword (indicating that Linking of Identity and PoP information is requested, see Section 3.5), to use the secp384r1 elliptic curve, and to use the SHA384 hash function then it sends the following object identifiers:

- macAddress: 1.3.6.1.1.1.1.22
- challengePassword: 1.2.840.113549.1.9.7
- the secp384r1 elliptic curve: 1.3.132.0.4
- the SHA384 hash function: 2.16.840.1.101.3.4.2.2

and encodes them into an ASN.1 SEQUENCE to produce:

30 26 06 07 2B 06 01 01 01 01 16 06 09 2A 86 48 86 F7 0D 01 09 07
06 05 2B 81 04 00 04 06 09 60 86 48 01 65 03 04 02 02

and then base 64 encodes the resulting ASN.1 SEQUENCE to produce:
The EST client parses the OID’s in the response and handles each OID independently. When an OID indicates a known descriptive CSR attribute type, the client SHOULD include the requested information in the subsequent CSR that it submits, either in the CSR attributes or in any other appropriate CSR field. When an OID indicates a particular way to generate the CSR, the client SHOULD generate its CSR according to the parsed OID. When an OID is of an unknown type the OID MUST be ignored by the client.
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6. IANA Considerations

IANA is requested to register the following:

IANA SHALL update the well-known URI registry with the following filled-in template from [RFC5785].

   URI suffix: est

   Change controller: IETF

IANA SHALL update the Application Media Types registry with the following filled-in template from [RFC4288].

The media subtype for Attributes in a CertificationRequest is application/csrattrs.

   Type name: application

   Subtype name: csrattrs

   Required parameters: None

   Optional parameters: None

   Encoding considerations: binary;
Security Considerations:

Clients request a list of attributes that servers wish to be in certification requests. The request/response SHOULD be done in a TLS-protected tunnel.

Interoperability considerations: None

Published specification: This memo.

Applications which use this media type:

Enrollment over Secure Transport (EST)

Additional information:

Magic number(s): None

File extension: None

Macintosh File Type Code(s):

Person & email address to contact for further information:

Dan Harkins <dharkins@arubanetworks.com>

Restrictions on usage: None

Author: Dan Harkins <dharkins@arubanetworks.com>

Intended usage: COMMON

Change controller: The IESG

7. Security Considerations

Support for Basic authentication as specified in HTTP [RFC2617] allows the server access to a client’s cleartext password. This provides support for legacy username/password databases but requires exposing the plaintext password to the EST server. Use of a PIN or one-time-password can help mitigate such exposure, but it is RECOMMENDED that EST clients use such credentials only once to obtain a client certificate (that will be used during future interactions with the EST server).

When a client uses the Implicit TA database for certificate validation (see Section 3) then authorization proceeds as specified
in Section 3.6.2. In this situation, the client has validated the server as being a certified-by-a-third-party responder for the URI configured, but cannot verify that the responder is authorized to act as an RA for the PKI in which the client is trying to enroll. Clients using an implicit trust anchor database are RECOMMENDED to only use TLS-based client authentication (to prevent exposing HTTP-based Client Authentication information). It is RECOMMENDED that such clients include "Linking Identity and POP information" (Section 3.5) in requests (to prevent such requests from being forwarded to a real EST server by a MITM). It is RECOMMENDED that the implicit trust anchor database used for EST server authentication be carefully managed, to reduce the chance of a third-party CA with poor certification practices from being trusted. Disabling the implicit trust anchor database after successfully receiving the Distribution of CA Certificates response (Section 4.1.3) limits any vulnerability to the first TLS exchange.

Certificate-less TLS ciphersuites that maintain security and perform the mutual authentication necessary for enrollment have the following properties:

- the only information leaked by an active attack is whether a single guess of the secret is correct or not.
- any advantage an adversary gains is through interaction and not computation.
- it is possible to perform countermeasures, such as exponential backoff after a certain number of failed attempts, to frustrate repeated active attacks.

Using a certificate-less ciphersuite that does not have the properties listed above would render the results of enrollment void and potentially result in certificates being issued to unauthenticated and/or unauthorized entities.

When using a certificate-less TLS cipher suite, the shared secret used for authentication and authorization cannot be shared with an entity that is not a party to the exchange: someone other than the client and the server. Any additional sharing of secrets voids the security afforded by a certificate-less cipher suite. Exposure of a shared secret used by a certificate-less cipher suite to a third-party enables client impersonation that can result in corruption of a client’s trust anchor database.

As described in CMC Section 6.7, "For keys that can be used as signature keys, signing the certification request with the private key serves as a POP on that key pair". The inclusion of tls-unique
within the certification request links the proof-of-possession to the TLS proof-of-identity by enforcing that the POP operation occurred while the TLS session was active. This implies to the server that the authenticated client currently has access to the private key. If the authenticated client is known to have specific capabilities, such as hardware protection for authentication credentials and key storage, this implication is strengthened but not proven.

The server-side key generation method allows keys to be transported over the TLS connection to the client. The distribution of private key material is inherently risky. Private key distribution uses the encryption mode of the negotiated TLS cipher suite. Keys are not protected by preferred key wrapping methods such as AES Key Wrap [RFC3394] or as specified in [RFC5958] as encryption of the private key beyond that provided by TLS is optional. It is RECOMMEND that EST servers not support this operation by default. It is RECOMMENDED that clients not request this service unless there is a compelling operational benefit. Use of an implicit trust anchor database is NOT RECOMMENDED when server-side key generation is employed. The use of an encrypted CMS Server-side Key Generation Response is RECOMMENDED.

Regarding the CSR attributes that the CA may list for inclusion in an enrollment request, there are no real inherent security issues with the content being conveyed but an adversary who is able to interpose herself into the conversation could exclude attributes that a server may want, include attributes that a server may not want, and render meaningless other attributes that a server may want.
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Appendix A. Operational Scenario Example Messages

(informative)

This section expands on the Operational Scenario Overviews by providing detailed examples of the messages at each TLS layer.

A.1. Obtaining CA Certificates

The following is an example of a valid /CACerts exchange.

During the initial TLS handshake the client can ignore the optional server generated "certificate request" and can instead proceed with the HTTP GET request:

GET /CACerts HTTP/1.1
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenSSL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*

In response the server provides the current CA certificate:
<= Recv header, 38 bytes (0x26)
Content-Type: application/pkcs7-mime
== Info: no chunk, no close, no size. Assume close to signal end
<= Recv header, 2 bytes (0x2)

−−−−−BEGIN PKCS7−−−−−
A.2. Certificate TLS authentication
The following is an example of a valid /simpleEnroll exchange. During this exchange the EST client uses an existing certificate issued by a third-party CA to obtain an initial certificate from the EST server.

During the initial TLS handshake the server generated "certificate request" includes both the distinguished name of the EST CA ("estExampleCA") and it includes the distinguished name of a third-party CA ("estEXTERNALCA"):

```
0d 00 00 3d 03 01 02 40 00 37 00 1a 30 18 31 16 ...=...@.7..0.1.
30 14 06 03 55 04 03 13 0d 65 73 74 45 58 54 45 0...U....estEXTE
52 4e 0b 0b 04 03 13 0d 65 73 74 45 58 54 45 0...U....estEXTERNALCA
```

Which decodes as:

Acceptable client certificate CA names
/CN=estEXTERNALCA
/CN=estExampleCA
The EST client provides a certificate issued by "estEXTERNALCA" in the certificate response and the TLS handshake proceeds to completion. The EST server accepts the EST client certificate for authentication and accepts the EST client’s POSTed certificate request:

```
POST /simpleEnroll HTTP/1.1
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenS
SL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*
Content-Type: application/pkcs10
Content-Length: 952
```

=> Send data, 952 bytes (0x3b8)

---BEGIN CERTIFICATE REQUEST-----

The EST server uses the trusted third party CA issued certificate to perform additional authorization and issues a certificate to the client:

```
```

The EST server uses the trusted third party CA issued certificate to perform additional authorization and issues a certificate to the client:
A.3. Username/Password Distributed Out-of-Band

The following is an example of a valid /simpleEnroll exchange. During this exchange the EST client uses an out-of-band distributed username/password to authenticate itself to the EST server. During the initial TLS handshake the client can ignore the optional server generated "certificate request" and can instead proceed with the HTTP POST request:

POST /simpleEnroll HTTP/1.1
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenSSL/zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*
Content-Type: application/pkcs10
Content-Length: 952

=> Send data, 952 bytes (0x3b8)
------BEGIN CERTIFICATE REQUEST------.MIICChjCCAw4CAQAwQTElMCMGA1UEA
AxMccmVxIGJ5IGNsaWVuCBpbikbZW1vIHVO.ZXAgMjEYMBYGA1UEBRMPEUELEld
pZGdidCBITjoyMIIBijANBgkqhkiG9w0BAQsF.AACCAQ8AMIIBCgKAaQEA9lXz9
Mowui0x0W5v1k7GkIlsNy7mAgmkz/wZDiMDBXez.ZQCBz8l0O8iTD3I0NH2xpyK3b
ueFjdtQTzCmANLyNWRtR1scSGjN/EM1J5CrO/z2M.ig8335RJKTP870N/jJW7eszxb/
/k50zKJoRbZ4HgZm4NDApMFCmbB4j0dPocoPProduct=952 out of 952 bytes
== Info: upload completely sent off: 952 out of 952 bytes
== Info: HTTP 1.1 or later with persistent connection, pipelining supported

The EST server accepts this request but since a client certificate
was not provided for authentication/authorization the EST server
responds with the WWW-authenticate header:
<= Recv header, 27 bytes (0x1b)
HTTP/1.1 401 Unauthorized
<= Recv header, 75 bytes (0x4b)
WWW-Authenticate: Digest qop="auth", realm="estrealm", nonce="13
41427174"

The EST client repeats the request, this time including the requested
Authorization header:
== Info: SSL connection using AES256-SHA
== Info: Server certificate:
== Info: subject: CN=127.0.0.1
== Info: start date: 2012-07-04 18:39:27 GMT
== Info: expire date: 2013-07-04 18:39:27 GMT
== Info: common name: 127.0.0.1 (matched)
== Info: issuer: CN=estExampleCA
== Info: SSL certificate verify ok.
== Info: Server auth using Digest with user 'estuser'
=> Send header, 416 bytes (0x1a0)
POST /simpleEnroll HTTP/1.1
Authorization: Digest username="estuser", realm="estrealm", nonce="1341427174", uri="/simpleEnroll", cnonce="ODc0OTk2", nc=00000001, qop="auth", response="48a2b671cbb6596adfe039e134b7d5d"
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenSSL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*
Content-Type: application/pkcs10
Content-Length: 952

=> Send data, 952 bytes (0x3b8)

The ESTserver uses the username/password to perform authentication/authorization and responds with the issued certificate:
<= Recv header, 38 bytes (0x26)
0000: Content-Type: application/pkcs7-mime

== Info: no chunk, no close, no size. Assume close to signal end

<= Recv header, 2 bytes (0x2)

A.4. Re-Enrollment

The following is an example of a valid /simpleReEnroll exchange. During this exchange the EST client authenticates itself using an existing certificate issued by the EST CA.

Initially this exchange is identical to enrollment using an externally issued certificate for client authentication since the server is not yet aware of the client’s intention. As in that example the EST server the server generated "certificate request" includes both the distinguished name of the CA the EST server provides services for ("estExampleCA") and it includes the distinguished name of a trusted third party CA ("estEXTERNALCA").
In text format this is:

Acceptable client certificate CA names
/CN=estEXTERNALCA
/CN=estExampleCA

The EST client provides a certificate issued by "estExampleCA" in the certificate response and the TLS handshake proceeds to completion. The EST server accepts the EST client certificate for authentication and accepts the EST client’s POSTed certificate request.

The rest of the protocol traffic is effectively identical to a normal enrollment.

A.5. Server Key Generation

The following is an example of a valid /serverKeyGen exchange. During this exchange the EST client authenticates itself using an existing certificate issued by the CA the EST server provides services for.

The initial TLS handshake is identical to the enrollment example handshake. The HTTP POSTed message is:
POST /serverKeyGen HTTP/1.1
User-Agent: curl/7.24.0 (i686-pc-linux-gnu) libcurl/7.24.0 OpenSSL/0.9.8b zlib/1.2.3 libidn/0.6.5
Host: 127.0.0.1:8085
Accept: */*
Content-Type: application/pkcs10
Content-Length: 968

=> Send data, 968 bytes (0x3c8)
-----BEGIN CERTIFICATE REQUEST-----
MIICkzCCAXsCAQAwTjEyMDAGA1UE
AxMpc2VvdmVyS2V5R2VuIjJcSBieSBjbGl1
bnQgAW4gZGVtbyBzdGVwIUDxUgDA
WgNVBAUDT1BJRoPAwRnZXQgU046NTCCASIw.DQYJKoZIhvcNAQEBBQADggEPADCA
CAQQvEBAnlUIg0ag/EDA4hLfrXED6WtZw.Y2rVeV5waWier2nO0zghB59
uJByxPo00DY9y2RuoRF0T1ZZTMAxipvgeOeCA.ZcoR46jwSBoceMt1jkwFyAER
t9Q2EwdnJLPo/Ib2PLJN4J0oBNNKxtn55BgIVi.vkIB+zRMeLeYUVL0RUaAaqX
FmtXRDcFeVFEY24iUQwSvEGcJKpArh592a581yaP.24bZovvU19dd5xTXj37K
x4S1kU5vLSp6z2vIPAKz7Y19LBKHzRiemyUbU0294.QeLb/YIP10+EaHv/iX
1DHzl1U5Cp55dyUXUw2PatFboNwEVR0R3MjWVCAwEA.AAAMA0GCSqGSIb3DQEBC
QUA4IBAQAg1zEzK5/vxb1xeH0/aTBVYo9414NM+WA.wJcnS2uaY8cP8bYK.

gj+dqAfE+sUkA56t7Hn0oI4EFO9r8jgChewx7i1ZyH.JDx04hWOSaHv+Izi
jkhJNdHBrClG7M76d/2VJLEPOQpmNOL5P+204eQC/QeEYc.bAmfhoSBb/ZH09/9T
PeeqOpjspfou/100ouE8KvU3FM0sXM9t1VoA0jxzl+5.EiEJo+1txQwPFOH
ctoNBN=+j3K1BomMQ5o9198x0xKMqUtonXD0Y76SO/B9c.AE6GTADHA/xspvA
cq1Ia+IFHxjwEMXdmViHvMUywo31jFZ/TUvCPX.-----END CERTIFICATE REQUEST-----

Because the DecryptKeyIdentifier attribute is not included in the request the response does not include additional encryption beyond the TLS session. The EST server response is:

<= Recv header, 17 bytes (0x11)
HTTP/1.1 200 OK
<= Recv header, 16 bytes (0x10)
Status: 200 OK
<= Recv header, 67 bytes (0x43)
Content-Type: multipart/mixed ; boundary=estServerExampleBoundary

  Info: no chunk, no close, no size. Assume close to signal end
<= Recv header, 2 bytes (0x02)

<= Recv data, 3234 bytes (0xca2)
This is the preamble. It is to be ignored, though it.is a handy place for estServer to include an explanatory note.including contact or support information.--estServerExampleBoundary.Content-Type=application/pkcs8.-----BEGIN PRIVATE KEY-----MIIEvQIBADAN
BgkqhkiG9w0BAQEQFAASCBKcwgSjJAgEAAoIBAQQ78117trl0yi.i.Mb9ZYYch8ze
izzrJMPF/Rkoz2C9IU2THCrhPGXGQMne/zivce0m8/BmkUo+dSM.tnzn41+9tI
sVDr2AeFyzm30Hld/zawqj6kU0c3m2n2rWarYeAmM5w411mD3b1v.aMUkDSZhV
bQ+z/GIW1TRx3iWi5CMHYb+EkpXPTJ7z/GuWr/b/+Efqwz22lwGcj4Dx.Ig6x9vG0

HTTP/1.1 200 OK

In text format this is:

```
HTTP/1.1 200 OK
```

Status: 200 OK

In text format this is:

```
```

This is the preamble. It is to be ignored, though it is a handy place for estServer to include an explanatory note including contact or support information.

--estServerExampleBoundary

Content-Type: application/pkcs7-mime

-----BEGIN PRIVATE KEY-----
MIIEvQIIBADANBgkqhkiG9w0BAQEFAAEDCAgIwjTAkIAgIwXDAQJBAIgIwXDAQJ
-----END PRIVATE KEY-----
The following is an example of a valid /CSRAttrs exchange. During this exchange the EST client authenticates itself using an existing certificate issued by the CA the EST server provides services for.

The initial TLS handshake is identical to the enrollment example handshake. The HTTP GET request:

```
GET /CSRAttrs HTTP/1.1
User-Agent: curl/7.22.0 (i686-pc-linux-gnu) libcurl/7.22.0 OpenSSL/1.0.1 zlib/1.2.3.4 libidn/1.23 librtmp/2.3
Host: 127.0.0.1:8085
Accept: */*
```

In response the server provides suggested attributes that are appropriate for the authenticated client:
```
<= Recv header, 36 bytes (0x24)
Content-Type: application/csrattrs
<= Recv header, 2 bytes (0x02)
<= Recv data, 33 bytes (0x21)
```

0000: MBQGBysGAGEBARYGCSqGSIb3DQEJBW==
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1 Introduction

The primary purpose of this document is to provide a mechanism that allows an application to understand information that express the identity of a subject in a certificate that is stored either in a subject field attribute, as a subject alternative name or in a subject directory attribute.

This addresses some needs that may arise when issuing a certificate from an existing non-certificate based identity infrastructure where the certificate subject already has an authenticated identity composed of a set of attributes, or so called claims, that differ from the attributes that are commonly used to express the identity of a certificate subject.

A typical scenario for this is when the source of user authentication and user identity is based on a SAML federation, where the subject presents a SAML assertion in exchange of a certificate that can be traced back to that subjects SAML assertion, both with regard to identity attributes and with regard to level of assurance with which the subject was authenticated by its Identity Provider.

A reason to issue such certificate may arise if the subject needs a certificate to sign a document, where the Certification Authority is authenticating the user by means of a SAML assertion when issuing that signature certificate.

If that signature certificate need to conform to certificate profiles, such as [RFC3739], then this certificate may have to use a separate set of attributes to express the subject identity, as well as different formats for the attribute value, than the set of attributes obtained from the SAML assertion.

The extension defined in the document makes it possible to extract information about the authentication context applied when authenticating the subject for the purpose of issuing a certificate. This may include information such as:

- The Identity Provider which authenticated the subject.
- The level of assurance with which the subject was authenticated.
- The trust framework where this level of assurance was defined.
- A unique reference to the authentication instant
- A mapping table between the subject attributes obtained from the SAML assertion used to authenticate the subject, and the subject identity information placed in the issued certificate.

One scenario where this information may be useful is when a user logs in to a service using SAML credentials, where the same user at some
stage is required to sign some information. The service may need to verify that the signature was created by the same user that logged on to the service. This is only possible today using out-of-band knowledge about the CA that issued the certificate and it’s practices. This is however hard to scale and maintain using a large number of service providers, identity providers and CAs.

The defined extension provides better scalability since it only requires the service provider to maintain a list of trusted CA:s. All other information about the relationship between the certificate subject, and the SAML authenticated subject is available in the certificate.

1.1 Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119 [RFC2119].

1.2 Deployment

EDITORS NOTE:

[This section provided information for better understanding the rationale of the extension. This section can be deleted is the document is published]

The extension defined in this draft has been defined and deployed in the National Swedish Identity infrastructure Eid 2.0 which is based on SAML federated identity. The Swedish infrastructure will go live during 2013 and will provide secure identification of citizens in Swedish government services. A central requirement in these government services is to allow citizens to sign various documents, representing a wide range of declarations and applications.

A central part of this infrastructure is therefore to use centralized signature services that allows citizens to sign using their SAML credentials. As service providers authenticate and understands user identities only under a SAML context within this national infrastructure, this extension allows Service Providers to determine whether a presented signature matches a particular user and whether it meets the security requirements of the service.

Through information provided in this extension a service provider may for example get notice that the user logged on using one level of assurance, but presented a signature which certificate was issued using a certificate obtained using a lower level of assurance procedure, and thus reject the signature.
This extension is therefore fundamental to the function of the Swedish Eid 2.0 infrastructure.

2. Authentication Context Extension Syntax

The Authentication Context extension has the following syntax:

\[
\text{AuthenticationContexts ::= SEQUENCE SIZE (1..MAX) OF AuthenticationContext}
\]

\[
\text{AuthenticationContext ::= SEQUENCE {}
\text{    contextType UTF8String,}
\text{    contextInfo UTF8String OPTIONAL}
\text{}}
\]

This extension holds a sequence of AuthenticationContext information. When present, this extension MUST include at least one AuthenticationContext.

The type of authentication context defined in AuthenticationContext is identified by the contextType which MUST contain a URI that identifies the context type as well as an XML Schema name space [Schema1] and [Schema2] for associated context information. The optional authentication context information is carried as an XML [XML] string in contextInfo in accordance with the identified XML Schema.

The XML data format is used mainly to allow context information to be extracted and processed in applications that lacks ASN.1 processing capabilities. XML is easy to deserialize into various data objects both in application and web environments for further comparison with the characteristics of for example SAML authenticated sessions.

This extension MAY be marked critical.

Applications which find an authentication context information type they do not understand MUST ignore it if the extension is non critical, and MUST reject the certificate if the extension is critical. If an application requires that an authentication context exist, and either the extension is absent or none of the provided authentication contexts can be used MUST fail validation of the end user certificate.

This document defines one authentication context information type (Section 3) that is used to provide information about SAML based authentication of the subject as part of the certificate issuance.
process. Other documents can define other authentication context information types.

3 SAML Authentication Context Information

The SAML Authentication context information provides a contextType type that can be used to carry information about SAML based authentication of the certified subject as part of the certificate issuance process.

The data carried in this authentication context information type is identified by the following XML Schema name space:

http://id.elegnamnden.se/auth-cont/1.0/saci

When this URI is specified as contextType, then associated XML data MUST be provided in contextInfo

3.1 contextInfo Data Structure

The data provided in contextInfo SHALL contain UTF-8 encoded XML in accordance with the XML schema provided in Appendix B. The XML document string in contextInfo MUST NOT include an XML header. That is, the XML document string contains only the root element <SAMLAuthContext> with it’s child elements <AuthContextInfo> and <IdAttributes>.

The <AuthContextInfo> and <IdAttributes> elements are outlined in the following subsections.

3.1.1 AuthContextInfo Element

The <AuthContextInfo> element MAY be present. This element contains the following attributes:

- IdentityProvider (required): The SAML EntityID of the Identity Provider which authenticated the subject.
- AuthenticationInstant (required): Date and time when the subject was authenticated, expressed according to section 3.3.
- AuthnContextClassRef (required): A URI identifying the AuthnContextClassRef that is provided in the AuthnStatement of the Assertion that was used to authenticate the subject. This URI
identifies the context and the level of assurance associated with this instance of authentication.

AssertionRef (optional): A unique reference to the SAML Assertion

ServiceID (optional): An arbitrary identifier of the service that verified the SAML assertion.

The <AuthContextInfo> element may hold any number of child elements of type any (processContents="lax"), providing additional information according to local conventions. Any such elements MAY be ignored if not understood.
3.1.2 IdAttributes Element

The <IdAttributes> element MAY be present. This element holds a sequence of one or more <AttributeMapping> elements, where each <AttributeMapping> element holds mapping information about one certificate subject attribute or name form present in the certificate.

Each <AttributeMapping> element MUST specify the following attributes:

- **Type** A string holding one of the enumerated values "rdn", "san" or "sda", specifying the type of certificate attribute or name form for which mapping information is provided:
  - "rdn" Mapping information is provided for an attribute in a Relative Distinguished Name located in the subject field.
  - "san" Mapping information is provided for a name in the Subject Alternative Name extension of the certificate.
  - "sda" Mapping information is provided for an attribute in the Subject Directory Attributes extension.

- **Ref** A reference to the specific attribute or name field. This reference is dependent on the value of Type in the following way:
  - "rdn" REF holds a string representation of the OID of the relative distinguished name attribute.
  - "sda" REF holds a string representation of the OID of the subject directory attribute attribute.
  - "san" REF holds a string representation of the explicit tag number of the Subject Alternative Name type (e.g. "1" = e-mail address (rfc822Name) and "2" = dNSName). If the SubjectAlternative name is an otherName, then the Ref holds a string representation of the OID defining the otherName form.

String representations of object identifiers (OID) in the Ref attribute MUST be represented by a sequence of integers separated by a period. E.g. "2.5.4.32". This string MUST NOT contain any white-space or line breaks.

Each <AttributeMapping> element MUST contain a <saml:Attribute> element as defined in [SAML]. This SAML attribute element MUST have a Name attribute (specifying its type), MAY have other attributes and
MAY have zero or more <saml:AttributeValue> child elements. A present
SAML attribute with absent attribute value limits mapping to the type
of SAML attribute that was used to obtain the value stored in the
referenced certificate subject attribute or name form, without
duplicating the actual attribute value.

If an attribute value is present in the SAML attribute, then the
value stored in the certificate in the referenced attribute or name
form MAY differ in format and encoding from the present SAML
attribute value. For example, a SAML attribute value can specify a
country expressed as "Sweden" while this country value is stored in
the certificate in a countryName attribute using the two letter
country code "SE".

Several <AttributeMapping> elements MAY be present for the same
certificate subject attribute or name form if the certificate
contains multiple instances of this attribute or name form where
their values were obtained from different SAML attributes. But in
such case it is not defined which present subject attribute or name
form that maps to which SAML attribute. A certificate using
application MAY attempt to determine this by comparing attribute
values stored in this extension with attribute or name values present
in the certificate, but this specification does not define any
explicit matching rules that would guarantee an unambiguous result.

The <AttributeMapping> element may hold any number of child elements
of type any (processContents="lax"), providing additional information
according to local conventions. Any such elements MAY be ignored if
not understood.

Note: The <AttributeMapping> element is designed to provide mapping
between SAML attributes and certificate subject attributes and
name forms where there is a distinct and clear relationship
between relevant SAML attributes and corresponding certificate
attributes and name forms. This does not cover all aspects of
complex mapping situations where e.g. more than one SAML
attribute maps to the same certificate attribute or when
structured multi valued attributes are split into a range of
other attributes and name forms. Such complex mapping
situations MAY be covered by extending this XML Schema or by
defining a more versatile context information schema.
4 Security Considerations

This extension allows a CA to outsource the process to identify and authenticate a subject to another trust infrastructure in a dynamic manner that may differ from certificate to certificate. Since the authentication context is explicitly declared in the certificate, one certificate may be issued with a lower level of assurance than another.

This means that the relying party need to be aware of the certificate policy under which this CA operates in order to understand when the certificate provides a level of assurance with regard to subject authentication that is higher than the lowest provided level. A relying party that is not capable of understanding the information in the authentication context extension MUST assume that the certificate is issued using the lowest allowed level of assurance declared by the policy.

5 IANA Considerations

This document contains no actions for IANA.

6 References

6.1 Normative References


[SAML] Scot Cantor, John Kemp, Rob Philpott, Eve Maler, "Assertions and Protocols for the OASIS Security..."
6.2 Informative References

No informational references

Appendix A - ASN.1 modules

This appendix includes the ASN.1 modules for the Authentication Context extension. Appendix B.1 includes an ASN.1 module that conforms to the 1998 version of ASN.1. Appendix B.2 includes an ASN.1 module, corresponding to the module present in B.1, that conforms to the 2008 version of ASN.1. Although a 2008 ASN.1 module is provided, the module in Appendix B.1 remains the normative module as per policy adopted by the PKIX working group for certificate related specifications.

A.1 ASN.1 1988 Syntax

ACE-88

{iso(1) member-body(2) se(752) e-legnamnden(201)
 id-mod(0) id-mod-auth-context-88(1)}

DEFINITIONS EXPLICIT TAGS ::= 

BEGIN 

IMPORTS 

-- Certificate Extensions 

Extensions 
FROM PKIX1Explicit88 { iso(1) identified-organization(3) 
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dod(6) internet(1) security(5) mechanisms(5) pkix(7)
  id-mod(0) id-pkix1-explicit(18) ;

-- Authentication Context Extension

AuthenticationContexts ::= SEQUENCE SIZE (1..MAX) OF
  AuthenticationContext

AuthenticationContext ::= SEQUENCE {
  contextType     UTF8String,
  contextInfo     UTF8String OPTIONAL
}

e-legnamnden OBJECT IDENTIFIER ::= { iso(1) member-body(2)
  se(752) 201 }

id-eleg-ce OBJECT IDENTIFIER ::= { e-legnamnden 5 }

id-ce-authContext OBJECT IDENTIFIER ::= { id-eleg-ce 1 }

END

A.2 ASN.1 2008 Syntax

ACE-08
  {iso(1) member-body(2) se(752) e-legnamnden(201)
   id-mod(0) id-mod-auth-context-08(2)}

DEFINITIONS EXPLICIT TAGS ::= BEGIN

IMPORTS

Extensions{}, EXTENSION FROM PKIX-CommonTypes-2009 -- From [RFC5912]
  {iso(1) identified-organization(3) dod(6) internet(1) security(5)
   mechanisms(5) pkix(7) id-mod(0) id-mod-pkixCommon-02(57)}

ext-AuthenticationContext EXTENSION ::= { SYNTAX
  AuthenticationContexts IDENTIFIED BY
  id-ce-authContext }

AuthenticationContexts ::= SEQUENCE SIZE (1..MAX) OF
  AuthenticationContext

AuthenticationContext ::= SEQUENCE {
  contextType     UTF8String,
  contextInfo     UTF8String OPTIONAL
}
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Appendix B - SAML Authentication Context Info XML Schema

This appendix section B.1 includes an XML Schema ([Schema1] and [Schema2]) for the SAML Authentication context information defined in section 3.

IMPORTANT NOTE: The XML Schema in B.1 specifies a URL on row 9 and 10 to the SAML schemaLocation (http://docs.oasis-open.org/security/saml/v2.0/saml-schema-assertion-2.0.xsd), which is too long to fit into one row and therefore contains a line-break. This line-break has to be removed before this schema can be successfully compiled.

B.1 XML Schema

```xml
<?xml version="1.0" encoding="UTF-8"?>
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema"
    elementFormDefault="qualified"
    targetNamespace="http://id.elegnamnden.se/auth-cont/1.0/saci"
    xmlns:saci="http://id.elegnamnden.se/auth-cont/1.0/saci"
    xmlns:saml="urn:oasis:names:tc:SAML:2.0:assertion">
    <xs:import namespace="urn:oasis:names:tc:SAML:2.0:assertion"
        schemaLocation="http://docs.oasis-open.org/security/saml/v2.0/saml-schema-assertion-2.0.xsd"/>
    <xs:element name="SAMLAuthContext"
        type="saci:SAMLAuthContextType"/>
    <xs:complexType name="SAMLAuthContextType">
        <xs:sequence>
            <xs:element ref="saci:AuthContextInfo" minOccurs="0"/>
            <xs:element ref="saci:IdAttributes" minOccurs="0"/>
        </xs:sequence>
    </xs:complexType>
    <xs:element name="AuthContextInfo"
        type="saci:AuthContextInfoType"/>
    <xs:complexType name="AuthContextInfoType">
        <xs:sequence>
            <xs:any processContents="lax"/>
        </xs:sequence>
    </xs:complexType>
</xs:schema>
```
<xs:attribute name="IdentityProvider" type="xs:string" use="required"/>
<xs:attribute name="AuthenticationInstant" type="xs:dateTime" use="required"/>
<xs:attribute name="AuthnContextClassRef" type="xs:anyURI" use="required"/>
<xs:attribute name="AssertionRef" type="xs:string"/>
<xs:attribute name="ServiceID" type="xs:string"/>
</xs:complexType>

<xs:element name="IdAttributes" type="saci:IdAttributesType"/>
<xs:complexType name="IdAttributesType">
  <xs:sequence>
    <xs:element maxOccurs="unbounded" minOccurs="1" ref="saci:AttributeMapping"/>
  </xs:sequence>
</xs:complexType>

<xs:element name="AttributeMapping" type="saci:AttributeMappingType"/>
<xs:complexType name="AttributeMappingType">
  <xs:sequence>
    <xs:element ref="saml:Attribute"/>
    <xs:any processContents="lax" minOccurs="0" maxOccurs="unbounded"/>
  </xs:sequence>
  <xs:attribute name="Type" use="required">
    <xs:simpleType>
      <xs:restriction base="xs:string">
        <xs:enumeration value="rdn"/>
        <xs:enumeration value="san"/>
        <xs:enumeration value="sda"/>
      </xs:restriction>
    </xs:simpleType>
  </xs:attribute>
  <xs:attribute name="Ref" type="xs:string" use="required"/>
</xs:complexType>
</xs:schema>
Appendix C - SAML Authentication Context Info XML Examples

This appendix provides examples of SAML Authentication Context information according to the schema in Appendix B.

C.1 Complete context information and mappings

This example provides a complete example with authentication context information as well as mapping information for several subject field attributes as well as a subject alt name.

```xml
<saci:SAMLAuthContext
 xmlns:saci="http://id.elegnamnden.se/auth-cont/1.0/saci"
 xmlns:saml="urn:oasis:names:tc:SAML:2.0:assertion"
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">
  <saci:AuthContextInfo
    ServiceID="eid2csig"
    AssertionRef="_71b981ab017eb42869ae4b62b2a63add"
    IdentityProvider="https://idp-test.nordu.net/idp/shibboleth"
    AuthenticationInstant="2013-03-05T22:59:57.000+01:00"
    AuthnContextClassRef="http://id.elegnamnden.se/loa/1.0/loa3"/>
  <saci:IdAttributes>
    <saci:AttributeMapping Type="rdn" Ref="2.5.4.6">
      <saml:Attribute
        FriendlyName="Country"
        Name="urn:oid:2.5.4.6">
        <saml:AttributeValue xsi:type="xs:string"/>
        <saci:AttributeValue xsi:type="xs:string">
          SE
        </saci:AttributeValue>
      </saml:Attribute>
    </saci:AttributeMapping>
    <saci:AttributeMapping Type="rdn" Ref="2.5.4.5">
      <saml:Attribute
        FriendlyName="Personal ID Number"
        Name="urn:oid:1.2.752.29.4.13">
        <saml:AttributeValue xsi:type="xs:string"/>
        <saci:AttributeValue xsi:type="xs:string">
          200007292386
        </saci:AttributeValue>
      </saml:Attribute>
    </saci:AttributeMapping>
    <saci:AttributeMapping Type="rdn" Ref="2.5.4.42">
      <saml:Attribute
        FriendlyName="Given Name"
        Name="urn:oid:2.5.4.42">
        <saml:AttributeValue xsi:type="xs:string"/>
        <saci:AttributeValue xsi:type="xs:string">
          John
        </saci:AttributeValue>
      </saml:Attribute>
    </saci:AttributeMapping>
    <saci:AttributeMapping Type="rdn" Ref="2.5.4.4">
      <saml:Attribute
        FriendlyName="Personal ID Number"
        Name="urn:oid:1.2.752.29.4.13">
        <saml:AttributeValue xsi:type="xs:string"/>
        <saci:AttributeValue xsi:type="xs:string">
          200007292386
        </saci:AttributeValue>
      </saml:Attribute>
    </saci:AttributeMapping>
  </saci:IdAttributes>
</saci:SAMLAuthContext>
```
C.2 Only mapping information without SAML attribute values

This example shows an instance of the SAML Authentication Context information that only provides a mapping table without providing any authentication context information or saml attribute values.

```xml
  <saci:IdAttributes>
    <saci:AttributeMapping Type="rdn" Ref="2.5.4.3">
      <saml:Attribute>
        <FriendlyName>Display Name</FriendlyName>
        <Name>urn:oid:2.16.840.1.113730.3.1.241</Name>
        <AttributeValue xsi:type="xs:string">John Doe</AttributeValue>
      </saml:Attribute>
    </saci:AttributeMapping>
    <saci:AttributeMapping Type="san" Ref="1">
      <saml:Attribute>
        <FriendlyName>E-mail</FriendlyName>
        <Name>urn:oid:0.9.2342.19200300.100.1.3</Name>
        <AttributeValue xsi:type="xs:string">john.doe@example.com</AttributeValue>
      </saml:Attribute>
    </saci:AttributeMapping>
  </saci:IdAttributes>
</saci:SAMLAuthContext>
```
<saci:AttributeMapping Type="rdn" Ref="2.5.4.3">
    <saml:Attribute Name="urn:oid:2.16.840.1.113730.3.1.241"/>
</saci:AttributeMapping>

<saci:AttributeMapping Type="san" Ref="1">
    <saml:Attribute Name="urn:oid:0.9.2342.19200300.100.1.3"/>
</saci:AttributeMapping>
</saci:IdAttributes>
</saci:SAMLAuthContext>

C.3 Authentication context and serialNumber mapping

This example shows an instance of the SAML Authentication Context information, which provides authentication context information and mapping information that specifies the source of the data stored in the serialNumber attribute in the subject field.

<saci:SAMLAuthContext
 xmlns:saci="http://id.elegnamnden.se/auth-cont/1.0/saci"
 xmlns:saml="urn:oasis:names:tc:SAML:2.0:assertion"
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">
 <saci:AuthContextInfo
    ServiceID="eid2csig"
    AssertionRef="_71b981ab017eb42869ae4b62b2a63add"
    IdentityProvider="https://idp-test.nordu.net/idp/shibboleth"
    AuthenticationInstant="2013-03-05T22:59:57.000+01:00"
    AuthnContextClassRef="http://id.elegnamnden.se/loa/1.0/loa3"/>
 <saci:IdAttributes>
    <saci:AttributeMapping Type="rdn" Ref="2.5.4.5">
        <saml:Attribute
            FriendlyName="Personal ID Number"
            Name="urn:oid:1.2.752.29.4.13">
            <saml:AttributeValue xsi:type="xs:string">
                200007292386
            </saml:AttributeValue>
        </saml:Attribute>
    </saci:AttributeMapping>
</saci:IdAttributes>
</saci:SAMLAuthContext>
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