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1. Introduction

The [XMPP-DNA] specification defines a framework for secure delegation and strong domain name associations (DNA) in the Extensible Messaging and Presence Protocol (XMPP). This document defines a secure delegation method that uses DNS Security (DNSSEC) [RFC4033] in conjuction with the standard DNS SRV records [RFC2782] employed in domain name resolution in XMPP, with the result that a client or peer server that initiates an XMPP stream can legitimately treat a derived domain as a reference identifier during stream negotiation. This document also defines a DNA prooftype that uses DNS-based Authentication of Named Entities [RFC6698] (DANE) to verify TLS certificates containing source domains or derived domains during stream negotiation.

2. Terminology

This document inherits XMPP terminology from [RFC6120], DNS terminology from [RFC1034], [RFC1035], [RFC2782] and [RFC4033], and
security terminology from [RFC4949] and [RFC5280]. The terms "source
domain", "derived domain", "reference identifier", and "presented
identifier" are used as defined in the "CertID" specification
[RFC6125].

This document is applicable to connections made from an XMPP client
to an XMPP server ("_xmpp-client._tcp") or between XMPP servers
("_xmpp-server._tcp"). In both cases, the XMPP initiating entity
acts as a TLS client and the XMPP receiving entity acts as a TLS
server. Therefore, to simplify discussion this document uses "_xmpp-
client._tcp" to describe to both cases, unless otherwise indicated.

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT",
"SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and
"OPTIONAL" in this document are to be interpreted as described in
[RFC2119].

3. Requirements

An XMPP initiating entity (TLS client) that wishes to use the DNSSEC
prooftype MUST do so before exchanging stanzas addressed to the
source domain. In general, this means that the proof MUST be
completed before the XMPP stream is restarted following STARTTLS
negotiation (as specified in [RFC6120]). However, connections
between XMPP servers MAY also use this prooftype to verify the
addition of new source domains onto an existing connection, such as
multiplexing or "piggybacking" via [XEP-0220].

4. Secure Delegation using DNS SRV

In order to determine if delegation using DNS SRV records is secure,
an XMPP initiating entity (TLS client) performs the following
actions:

1. Query for the appropriate SRV resource record for the source
domain (e.g., "_xmpp-client._tcp.im.example.com").

2. If there is no SRV resource record, pursue the fallback methods
described in [RFC6120].

3. If there is an SRV resource record, validate that the SRV record
answer is secure according to [RFC4033]. If the answer is
insecure, then delegation to the derived domain(s), as indicated
by the "target host" field, is insecure and the TLS client MUST
treat only the source domain as a reference identifier during
certificate verification, as described in [RFC6120]; if the
answer is bogus, the TLS client MUST abort.
4. If the answer is secure, the TLS client SHOULD consider any derived domain(s) in the answer as securely delegated; during certificate verification, the TLS client MUST treat both the source domain and the derived domain to which it has connected as reference identifiers.

The foregoing secure delegation method can be used with the DANE prooftype defined below, or with the PKIX prooftype specified in [RFC6120].

5. DANE Prooftype

DANE provides additional tools to verify the keys used in TLS connections. A TLS client MAY use DANE for TLS certificate verification; its use depends on the delegation status of the source domain, as described in the following sections.

5.1. No Service Records

If no SRV records are found for the source domain, then the TLS client MUST query for a TLSA resource record as described in [RFC6698], where the prepared domain name MUST contain the source domain and the IANA-registered port 5222 for client-to-server streams (e.g., "_5222._tcp.im.example.com") or the IANA-registered port 5269 for server-to-server streams (e.g., "_5269._tcp.im.example.com").

In this case, the TLS client MUST treat only the source domain as its reference identifier during certificate verification, as described in [RFC6120].

5.2. Insecure Delegation

If the delegation of a source domain to a derived domain is not secure, then the TLS client MUST NOT make a TLSA record query to the derived domain as described in [RFC6698]. Instead, the TLS client MUST treat only the source domain as its reference identifier during certificate verification, as described in [RFC6120], and MUST NOT use DANE.

5.3. Secure Delegation

If the source domain has been delegated to a derived domain in a secure manner as described under Section 4, then the TLS client MUST query for a TLSA resource record as described in [RFC6698], where the prepared domain name MUST contain the derived domain and a port obtained from the SRV answer (e.g., "_5555._tcp/hosting.example.net" for an SRV record such as "_xmpp-client._tcp.im.example.com IN TLSA 1 1 5555 hosting.example.net").
If no TLSA resource records exist for the specified service, then the TLS client MUST perform certificate verification as described under Section 4.

If TLSA resource records exist for the specified service, then the TLS client MUST treat the derived domain(s) as its reference identifier during certificate verification, using the information from the TLSA answer as the basis for verification as described in [RFC6698].

6. Order of Operations

The processes for the DANE prooftype MUST be complete before the TLS handshake over the XMPP connection finishes, so that the client can perform verification of reference identities. To that end, a TLS client SHOULD perform the processes for this prooftype as part of its normal DNS resolution of the source domain into a socket address. Validating secure delegation ought to be done immediately upon receiving the answers to the SRV and follow-up A/AAAA queries; queries for TLSA records ought to be done once the target service is determined (whether the source domain and IANA-registered port, or delegated domain and port).

Ideally a TLS client will perform the DNSSEC and DANE processes in parallel with other XMPP session establishment processes where possible (e.g., perform the TLSA resource queries as the socket connection is made to the server); this is sometimes called the "happy eyeballs" approach, similar to [RFC6555] for IPv4 and IPv6. However, a TLS client might delay as much of the XMPP session establishment as it needs to in order to gather all of the DNSSEC- and DANE-based verification material. For instance, a TLS client might not open the socket connection until it has validated the secure delegation, or it might delay beginning the TLS handshake until it has obtained the TLSA certificate verification material.

7. Internationalization Considerations

If the SRV, A/AAAA, and TLSA record queries are for an internationalized domain name, then they need to use the A-label form as defined in [RFC5890].

8. Security Considerations

This document supplements but does not supersede the security considerations provided in [RFC4033], [RFC6120], [RFC6125], and [RFC6698].
9. IANA Considerations

This document has no actions for the IANA.
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The [XMPP-DNA] specification defines a framework for secure
deviation and strong domain name associations (DNA) in the
Extensible Messaging and Presence Protocol (XMPP). This document
defines a DNA prooftype using PKIX certificates obtained over secure
HTTP ("POSH"), as well as a secure delegation method, based on HTTPS
redirects, that is appropriate for use with the POSH prooftype.

The rationale for POSH is driven by current operational realities.
It is effectively impossible for a hosting service to provide and
maintain PKIX certificates [RFC5280] that include the appropriate
identifiers [RFC6125] for each hosted domain. It is true that DNS-
based technologies are emerging for secure delegation, in the form of
DNS Security ([RFC4033] and [RFC6698]); however, these technologies
are not yet widely deployed and might not be deployed in the near
future for domains outside the most common top-level domains (e.g.,
".COM", ".NET", ".EDU"). Because the XMPP community wishes to deploy
secure delegation and strong domain name associations as widely and
as quickly as possible, this document specifies how to use secure
HTTP ([RFC2616] and [RFC2818]) and PKIX certificates [RFC5280] to
verify that a domain is delegated to a hosting provider and also
establish a strong association between a domain name and an XML
stream.
2. Terminology

This document inherits XMPP terminology from [RFC6120] and security terminology from [RFC5280]. The terms "source domain", "derived domain", "reference identifier", and "presented identifier" are used as defined in the "CertID" specification [RFC6125].

This document is applicable to connections made from an XMPP client to an XMPP server ("_xmpp-client._tcp") or between XMPP servers ("_xmpp-server._tcp"). In both cases, the XMPP initiating entity acts as a TLS client and the XMPP receiving entity acts as a TLS server. Therefore, to simplify discussion this document uses ".xmpp-client._tcp" to describe both cases, unless otherwise indicated.

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "NOT RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

3. Prooftype

POSH stands for PKIX Over Secure HTTP: the server's proof consist of a PKIX certificate [RFC5280], the certificate is checked according to the rules from [RFC6120] and [RFC6125], the client obtains its verification material by retrieving the certificate over HTTPS ([RFC2616] and [RFC2818]) from a well-known URI [RFC5785], and secure DNS is not necessary since the HTTPS retrieval mechanism relies on the chain of trust based on the public key infrastructure.

The process for retrieving a PKIX certificate over secure HTTP is as follows.

1. The initiating entity performs an HTTPS GET at the source domain to the path "/.well-known/posh._<service>._tcp.json"; where ".<service>" MUST be either ".xmpp-client" for XMPP client-to-server connections or ".xmpp-server" for XMPP server-to-server connections. Here is an example:

   HTTP GET /.well-known/posh._xmpp-server._tcp.json HTTP/1.1
   Host: im.example.com

2. If the source domain HTTPS server has a certificate for the requested path, it MUST respond with a success status code, with the message body as a JSON Web Key Set (JWK Set) [JOSE-JWK], which itself contains at least one JWK of type "PKIX" [JOSE-PKIX-KEY] that the XMPP server at the source domain will
present during the TLS negotiation phase of XMPP stream setup (linebreaks and whitespace added for readability). Here is an example:

HTTP/1.1 200 OK
Content-Type: application/json
Content-Length: 806

{
  "keys": [
    {
      "kty": "PKIX",
      "x5c": [
        "MIICITCCAYCCQDDVeBaBmWC__jANBgkqhkiG9w0BAQUFADBbMQswCQYDVQQGEwJUzERMAMgIBAgYEHwJU1EMMA0GCSqGSIb3DQEBCwUAA4gewEYEQYDKRZEF9w
 SHORT PGP KEY T雨 花te unknown/posh._<service>._tcp.json"; where "<service>" MUST be either "_xmpp-client" for XMPP client-to-server connections or "_xmpp-server" for XMPP server-to-server connections. Here is an example:

4. Secure Delegation

When PKIX Over Secure HTTP (POSH) is the DNA prooftype, it is possible to use HTTPS redirects in determining if a domain is securely delegated, as follows:

1. The initiating entity performs an HTTPS GET at the source domain to the path "/.well-known/posh._<service>._tcp.json"; where "<service>" MUST be either "_xmpp-client" for XMPP client-to-server connections or "_xmpp-server" for XMPP server-to-server connections. Here is an example:
GET /.well-known/posh._xmpp-server._tcp.json HTTP/1.1
Host: im.example.com

2. If the source domain HTTPS server has delegated to a derived domain, it MUST respond with one of the redirect mechanisms provided by HTTP (e.g., using the 302, 303, 307, or 308 response). The 'Location' header MUST specify an HTTPS URL, where the hostname and port is the derived domain HTTPS server, and the path MUST match the pattern "_<service>._tcp.json"; where "_<service>" MUST be identical to the "_<service>" portion of the original request (line breaks added for readability). Here is an example:

```
HTTP/1.1 302 Found
Location: https://hosting.example.net/.well-known/posh._xmpp-server._tcp.json
```

3. The initiating entity performs an HTTPS GET to the URL specified in the 'Location' header. Here is an example:

GET /.well-known/posh._xmpp-server._tcp.json HTTP/1.1
Host: hosting.example.net

4. If the derived domain HTTPS server has a certificate, it MUST respond with a success status code, with the message body as a JSON Web Key Set (JWK Set) [JOSE-JWK], which itself contains at least one JWK of type "PKIX" [JOSE-PKIX-KEY] that the XMPP server at the derived domain will present during the TLS negotiation phase of XMPP stream setup. Here is an example:

```
HTTP/1.1 200 OK
Content-Type: application/json
Content-Length: 806

{
  "keys": [
    {
      "kty": "PKIX",
      "x5c": [
        "MIICPTCCAaYCCQDDVVeBaBmWC_jANBgkqhkiG9w0BAQUFADBjMQswCQYDVQQGEwJVUzERMA8GA1UECBMIQ29sb3JhZG8xFDANBgNVBAMTDmlt
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4.1. Permanent versus Temporary Redirects

Care needs to be taken with which redirect mechanism is used for delegation. Clients might remember the redirected location in place of the original, which can lead to verification mismatches when a source domain is migrated to a different delegated domain.

To mitigate this concern, source domains SHOULD use only temporary redirect mechanisms, such as HTTP status codes 302 (Found) and 307 (Temporary Redirect). Clients MAY treat any redirect as temporary, ignoring the specific semantics for 301 (Moved Permanently) or 308 (Permanent Redirect) [HTTP-STATUS-308].

5. Order of Operations

The processes for the POSH prooftype MUST be complete before the TLS handshake over the XMPP connection finishes, so that the client can perform verification of reference identities. Ideally a TLS client ought to perform the POSH processes in parallel with other XMPP session establishment processes; this is sometimes called the "happy eyeballs" approach, similar to [RFC6555] for IPv4 and IPv6. However, a TLS client might delay as much of the XMPP session establishment as it needs to in order to gather all of the POSH-based verification material. For instance, a TLS client might not open the socket connection until it retrieves the PKIX certificates.

6. Caching Results

Ideally, the initiating entity relies on the expiration time of the certificate obtained via POSH, and not on HTTP caching mechanisms.
To that end, the HTTPS servers for source and derived domains SHOULD specify a 'Cache-Control' header indicating a short duration (e.g., max-age=60) or "no-cache" to indicate the response (redirect or content) is not appropriate to cache at the HTTP level.

7. Alternates and Roll-over

To indicate alternate PKIX certificates, such as when an existing certificate will soon expire, the returned JWK Set can contain multiple "PKIX" JWK objects. The JWK Set SHOULD be ordered with the most relevant certificate first as determined by the XMPP server operator (e.g., the certificate soonest to expire), followed by the next most relevant certificate (e.g., the renewed certificate). Here is an example:

```json
{
  "keys": [
    {
      "kty": "PKIX",
      "x5c": [
        "MIICyTCCAcqAwIBAgIJAK_Lh7cXMZvdMA0GCSqGSIb3DQEBCwUAMIGfMA0GCSqGSIb3DQEJ
        "
      ]
    },
    {
      "kty": "PKIX",
      "x5c": [
        "MIICYTCCAcqAwIBAgIJAK_Lh7cXMZvdMA0GCSqGSIb3DQEBCwUAMIGfMA0GCSqGSIb3DQEJ
        "
      ]
    }
  ]
}
```
8. Security Considerations

This document supplements but does not supersede the security considerations provided in [RFC2616], [RFC2818], [RFC6120], and [RFC6125].

Specifically, communication via HTTPS depends on checking the identity of the HTTP server in accordance with [RFC2818].
9. IANA Considerations

9.1. The "posh._xmpp-client._tcp.json" Well-Known URI

This specification registers the "posh._xmpp-client._tcp.json" well-known URI in the Well-Known URI Registry as defined by [RFC5785].

URI suffix: posh._xmpp-client._tcp.json

Change controller: IETF

Specification document(s): [[ this document ]]

9.2. The "posh._xmpp-server._tcp.json" Well-Known URI

This specification registers the "posh._xmpp-server._tcp.json" well-known URI in the Well-Known URI Registry as defined by [RFC5785].

URI suffix: posh._xmpp-server._tcp.json

Change controller: IETF

Specification document(s): [[ this document ]]
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Abstract

This document defines a binding for the XMPP protocol over a WebSocket transport layer. A WebSocket binding for XMPP provides higher performance than the current HTTP binding for XMPP.
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1. Introduction

Applications using XMPP (see [RFC6120] and [RFC6121]) on the Web currently make use of BOSH (see [XEP-0124] and [XEP-0206]), an XMPP binding to HTTP. BOSH is based on the HTTP long polling technique, and it suffers from high transport overhead compared to XMPP’s native binding to TCP. In addition, there are a number of other known issues with long polling [RFC6202], which have an impact on BOSH-based systems.

It would be much better in most circumstances to avoid tunneling XMPP over HTTP long polled connections and instead use the XMPP protocol directly. However, the APIs and sandbox that browsers have provided do not allow this. The WebSocket protocol [RFC6455] now exists to solve these kinds of problems. The WebSocket protocol is a bi-directional protocol that provides a simple message-based framing layer over raw sockets and allows for more robust and efficient communication in web applications.

The WebSocket protocol enables two-way communication between a client and a server, effectively emulating TCP at the application layer and therefore overcoming many of the problems with existing long-polling techniques for bidirectional HTTP. This document defines a WebSocket sub-protocol for the Extensible Messaging and Presence Protocol (XMPP).
2. Terminology

The basic unit of framing in the WebSocket protocol is called a message. In XMPP, the basic unit is the stanza, which is a subset of the first-level children of each document in an XMPP stream (see Section 9 of [RFC6120]). XMPP also has a concept of messages, which are stanzas whose top-level element name is message. In this document, the word "message" will mean a WebSocket message, not an XMPP message stanza (see Section 3.2).

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

3. XMPP Sub-Protocol

3.1. Handshake

The XMPP sub-protocol is used to transport XMPP over a WebSocket connection. The client and server agree to this protocol during the WebSocket handshake (see Section 1.3 of [RFC6455]).

During the WebSocket handshake, the client MUST include the |Sec-WebSocket-Protocol| header in its handshake, and the value |xmpp| MUST be included in the list of protocols. The reply from the server MUST also contain |xmpp| in its own |Sec-WebSocket-Protocol| header in order for an XMPP sub-protocol connection to be established.

Once the handshake is complete, WebSocket messages sent or received will conform to the protocol defined in the rest of this document.

3.2. Messages

Data frame messages in the XMPP sub-protocol MUST be of the text type and contain UTF-8 encoded data. The close control frame’s contents are specified in Section 3.5. Control frames other than close are not restricted.

Unless noted in text, the word "message" will mean a WebSocket message containing a text data frame.

3.3. XMPP Stream Setup

The first message sent after the handshake is complete MUST be an XMPP opening stream tag as defined in XMPP [RFC6120] or an XML text declaration (see Section 4.3.1 of [W3C.REC-xml-20081126]) followed by an XMPP opening stream tag. The stream tag MUST NOT be closed (i.e. the closing </stream:stream> tag should not appear in the message) as
it is the start of the client’s outgoing XML. The ‘<’ character of
the tag or text declaration MUST be the first character of the text
payload.

The server MUST respond with a message containing an error (see
Section 3.4), its own opening stream tag, or an XML text declaration
followed by an opening stream tag.

Except in the case of certain stream errors (see Section 3.4), the
opening stream tag, <stream:stream>, MUST appear in a message by
itself.

3.4. Stream Errors

Stream level errors in XMPP are terminal. Should such an error
occur, the server MUST send the stream error as a complete element in
a message to the client.

If the error occurs during the opening of a stream, the stream error
message MUST start with an opening stream tag (see Section 4.7.1 of
[RFC6120]) and end with a closing stream tag.

After the stream error and closing stream tag have been sent, the
server MUST close the connection as in Section 3.5.

3.5. Closing the Connection

Either the server or the client may close the connection at any time.
Before closing the connection, the closing party MUST close the XMPP
stream if it has been established. To initiate the close, the
closing party MUST send a normal WebSocket close message with an
empty body. The connection is considered closed when a matching
close message is received (see Section 1.4 of [RFC6455]).

Except in the case of certain stream errors (see Section 3.4), the
closing stream tag, </stream:stream>, MUST appear in a message by
itself.

3.6. Stanzas

Each XMPP stanza MUST be sent in its own message. A stanza MUST NOT
be split over multiple messages. All first level children of the
<span>stream:stream</span> element MUST be treated the same as stanzas (e.g.
<span>stream:features> and <stream:error>).

3.7. Stream Restarts
After successful SASL authentication, an XMPP stream needs to be restarted. In these cases, as soon as the message is sent (or received) containing the success indication, both the server and client streams are implicitly closed, and new streams need to be opened. The client MUST open a new stream as in Section 3.3 and MUST NOT send a closing stream tag.

3.8. Pings and Keepalives

XMPP servers send whitespace pings as keepalives between stanzas, and XMPP clients can do the same thing. These extra whitespace characters are not significant in the protocol. Servers and clients SHOULD use WebSocket ping messages instead for this purpose.

The XMPP Ping extension [XEP-0199] allows entities to send and respond to ping requests. A client sending a WebSocket ping is equivalent to pinging the WebSocket server, which may also be the XMPP server. When the XMPP server is not also the WebSocket server, a WebSocket ping may be useful to check the health of the intermediary server.

3.9. Use of TLS

TLS cannot be used at the XMPP sub-protocol layer because the sub-protocol does not allow for raw binary data to be sent. Instead, enabling TLS SHOULD be done at the WebSocket layer using secure WebSocket connections via the |wss| URI scheme. (See Section 10.6 of [RFC6455]).

Because TLS is to be provided outside of the XMPP sub-protocol layer, a server MUST NOT advertise TLS as a stream feature (see Section 4.6 of [RFC6120]), and a client MUST ignore any advertised TLS stream feature, when using the XMPP sub-protocol.

3.10. Stream Management

Implications of, and recommendation to use, the XMPP Stream Management extension [XEP-0198] to be added.

4. Examples

Examples will be added as soon as the WebSocket protocol specification is more stable.

5. Security Considerations
Since application level TLS cannot be used (see Section 3.9),
applications which need to protect the privacy of the XMPP traffic
need to do so at the WebSocket or other appropriate layer.

The Security Considerations for both WebSocket (See Section 10 of
[RFC6455]) and XMPP (See Section 13 of [RFC6120]) apply to the
WebSocket XMPP sub-protocol.

6. IANA Considerations

This specification requests IANA to register the WebSocket XMPP sub-
protocol under the "WebSocket Subprotocol Name" Registry with the
following data:

Subprotocol Identifier:  xmpp

Subprotocol Common Name:  WebSocket Transport for the Extensible
Messaging and Presence Protocol (XMPP)

Subprotocol Definition:  RFC XXXX

[[NOTE TO RFC EDITOR: Please change XXXX to the number assigned to
this document upon publication.]]
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Abstract

This document improves the security of the Extensible Messaging and Presence Protocol (XMPP) in two ways. First, it specifies how "proofotypes" can establish a strong association between a domain name and an XML stream. Second, it describes how to securely delegate a source domain to a derived domain, which is especially important in virtual hosting environments.
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1. Introduction

The need to establish a strong association between a domain name and an XML stream arises in both client-to-server and server-to-server communication using the Extensible Messaging and Presence Protocol (XMPP), because XMPP servers are typically identified by DNS domain names. However, a client or peer server needs to verify the identity of a server to which it connects. To date, such verification has been established based on information obtained from the Domain Name System (DNS), the Public Key Infrastructure (PKI), or similar sources. This document (1) generalizes the model currently in use so that additional prooftypes can be defined, (2) provides a basis for modernizing some prooftypes to reflect progress in underlying technologies such as DNS Security [RFC4033], and (3) describes the flow of operations for establishing a domain name association.

Furthermore, the process for resolving the domain name of an XMPP service into the IP address at which an XML stream will be negotiated (defined in [RFC6120]) can involve delegation of a source domain (say, example.com) to a derived domain (say, hosting.example.net). If such delegation is not done in a secure manner, then the domain name association cannot be authenticated. Therefore, this document provides guidelines for defining secure delegation methods.
This document does not define any DNA prooftypes or secure delegation methods; such technologies are defined in companion documents.

2. Terminology

This document inherits XMPP terminology from [RFC6120] and [XEP-0220], DNS terminology from [RFC1034], [RFC1035], [RFC2782] and [RFC4033], and security terminology from [RFC4949] and [RFC5280]. The terms "source domain", "derived domain", "reference identity", and "presented identity" are used as defined in the "CertID" specification [RFC6125]. The terms "permissive federation", "verified federation", and "encrypted federation" are derived from [XEP-0238], although we substitute the term "authenticated federation" for the term "trusted federation" from that document.

3. Flow Chart

The following flow chart illustrates the protocol flow for establishing domain name associations between Server A and Server B, as described in the remaining sections of this document.

```
DNS RESOLUTION ETC.
+--------------STREAM HEADERS-------------------+
| A: <stream from='a.example' to='b.example'> |
| B: <stream from='b.example' to='a.example'> |
+--------------TLS NEGOTIATION-------------------+
| B: Server Certificate |
| [B: Certificate Request] |
| [A: Client Certificate] |
+------------------------+
(A establishes DNA for b.example!)
```
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| (client certificate?) -----+          |
|                          yes no         |
| v                        |
| SASL EXTERNAL            |
| (mutual auth!)           |

| +------------------------------------|--          |
| | B needs to auth A                  |
| | (Section 5: One-Way Authentication)|          |
| | DNS RESOLUTION ETC.                |
| +------------------+-+---------------|
| | B: <stream from='b.example' to='a.example'> |
| | A: <stream from='a.example' to='b.example'> |

| +-------------------+-+---------------|
| | TLS NEGOTIATION   |
| | A: Server Certificate

| (B establishes DNA for a.example!) |
| (Section 6.1: Piggybacking Assertion) |

| +------------------------+-+---------------|
| | DIALBACK IDENTITY ASSERTION |
| | B: <db:result from='c.example' to='a.example'/> |

| +-----------------+-+---------------|
| | DNA DANCE AS ABOVE |
| | DNS RESOLUTION, STREAM HEADERS, TLS NEGOTIATION, AUTHENTICATION |
+-----------------------------------------------+
| +----------DIALBACK IDENTITY VERIFICATION-------+
| | A: <db:verify from='a.example'               |
| |     to='c.example'                           |
| |     type='valid'/>                            |
| |                                               |
| +-----------------------------------------------+
| (Section 6.2: Piggybacking Supposition)        |
| +----------SUBSEQUENT CONNECTION-----------------+
| | B: <stream from='c.example'                  |
| |     to='chatrooms.a.example'/>               |
| |                                               |
| | A: <stream from='chatrooms.a.example'         |
| |     to='c.example'>                          |
| |                                               |
| +-----------------------------------------------+
| +----------DNA DANCE AS ABOVE-------------------+
| | DNS RESOLUTION, STREAM HEADERS,               |
| | TLS NEGOTIATION, AUTHENTICATION                |
| +-----------------------------------------------+
| +----------DIALBACK OPTIMIZATION----------------+
| | B: <db:result from='c.example'                |
| |     to='chatrooms.a.example'/>                |
| |                                               |
| | B: <db:verify from='chatrooms.a.example'      |
| |     to='c.example'                            |
| |     type='valid'/>                            |
| |                                               |
| +-----------------------------------------------+
4. A Simple Scenario

To illustrate the problem, consider the simplified order of events (see [RFC6120] for details) in establishing an XML stream between Server A (a.example) and Server B (b.example):

1. Server A resolves the DNS domain name b.example.
2. Server A opens a TCP connection to the resolved IP address.
3. Server A sends an initial stream header to Server B, asserting that it is a.example:
   <stream:stream from='a.example' to='b.example'>
4. Server B sends a response stream header to Server A, asserting that it is b.example:
   <stream:stream from='b.example' to='a.example'>
5. The servers attempt TLS negotiation, during which Server B (acting as a TLS server) presents a PKIX certificate proving that it is b.example and Server A (acting as a TLS client) presents a PKIX certificate proving that it is a.example.
6. Server A checks the PKIX certificate that Server B provided and Server B checks the PKIX certificate that Server A provided; if these proofs are consistent with the XMPP profile of the matching rules from [RFC6125], each server accepts that there is a strong domain name association between its stream to the other party and the DNS domain name of the other party.

Several simplifying assumptions underlie the happy scenario just outlined:

- Server A presents a PKIX certificate during TLS negotiation, which enables the parties to complete mutual authentication.
- There are no additional domains associated with Server A and Server B (say, a subdomain chatrooms.a.example on Server A or a second domain c.example on Server B).
- The server administrators are able to obtain PKIX certificates in the first place.
- The server administrators are running their own XMPP servers, rather than using hosting services.
Let's consider each of these "wrinkles" in turn.

5. One-Way Authentication

If Server A does not present its PKIX certificate during TLS negotiation (perhaps because it wishes to verify the identity of Server B before presenting its own credentials), Server B is unable to mutually authenticate Server A. Therefore, Server B needs to negotiate and authenticate a stream to Server A, just as Server A has done:

1. Server B resolves the DNS domain name a.example.
2. Server B opens a TCP connection to the resolved IP address.
3. Server B sends an initial stream header to Server A, asserting that it is b.example:
   <stream:stream from='b.example' to='a.example'>
4. Server A sends a response stream header to Server B, asserting that it is a.example:
   <stream:stream from='a.example' to='b.example'>
5. The servers attempt TLS negotiation, during which Server A (acting as a TLS server) presents a PKIX certificate proving that it is a.example.
6. Server B checks the PKIX certificate that Server A provided; if it is consistent with the XMPP profile of the matching rules from [RFC6125], Server B accepts that there is a strong domain name association between its stream to Server A and the DNS domain name a.example.

Unfortunately, now the servers are using two TCP connections instead of one, which is somewhat wasteful. However, there are ways to tie the authentication achieved on the second TCP connection to the first TCP connection; see [XEP-0288] for further discussion.

6. Piggybacking

6.1. Assertion

Consider the common scenario in which Server B hosts not only b.example but also a second domain c.example. If a user of Server B associated with c.example wishes to communicate with a friend at a.example, Server B needs to send XMPP stanzas from the domain
c.example rather than b.example. Although Server B could open an new
TCP connection and negotiate new XML streams for the domain pair of
c.example and a.example, that too is wasteful. Server B already has
a connection to a.example, so how can it assert that it would like to
add a new domain pair to the existing connection?

The traditional method for doing so is the Server Dialback protocol,
first specified in [RFC3920] and since moved to [XEP-0220]. Here,
Server B can send a <db:result/> element for the new domain pair over
the existing stream.

<db:result from='c.example' to='a.example'>
  some-dialback-key
</db:result>

This element functions as Server B’s assertion that it is (also)
c.example, and thus is functionally equivalent to the ’from’ address
of an initial stream header as previously described.

In response to this assertion, Server A needs to obtain some kind of
proof that Server B really is also c.example. It can do the same
thing that it did before:

1. Server A resolves the DNS domain name c.example.

2. Server A opens a TCP connection to the resolved IP address (which
   might be the same IP address as for b.example).

3. Server A sends an initial stream header to Server B, asserting
   that it is a.example:

   <stream:stream from='a.example' to='c.example'>

4. Server B sends a response stream header to Server A, asserting
   that it is c.example:

   <stream:stream from='c.example' to='a.example'>

5. The servers attempt TLS negotiation, during which Server B
   (acting as a TLS server) presents a PKIX certificate proving that
   it is c.example.

6. Server A checks the PKIX certificate that Server B provided; if
   it is consistent with the XMPP profile of the matching rules from
   [RFC6125], Server A accepts that there is a strong domain name
   association between its stream to Server B and the DNS domain
   name c.example.
Now that Server A accepts the domain name association, it informs Server B of that fact by sending verification of the Server Dialback key over the original connection:

<db:verify from='a.example' to='c.example' type='valid'/>

The parties can then terminate the second connection, since it was used only for Server A to associate a stream over the same IP:port combination with the domain name c.example (dialback key links the original stream to the new association).

6.2. Supposition

Piggybacking can also occur in the other direction. Consider the common scenario in which Server A provides XMPP services not only for a.example but also for a subdomain such as a groupchat service at chatrooms.a.example (see [XEP-0045]). If a user from c.example at Server B wishes to join a room on the groupchat service, Server B needs to negotiate and authenticate a stream to chatrooms.a.example rather than a.example. Therefore, Server B needs to negotiate and authenticate a stream to chatrooms.a.example:

1. Server B resolves the DNS domain name chatrooms.a.example.
2. Server B opens a TCP connection to the resolved IP address.
3. Server B sends an initial stream header to Server A acting as chatrooms.a.example, asserting that it is b.example:
   <stream:stream from='b.example' to='chatrooms.a.example'>
4. Server A sends a response stream header to Server B, asserting that it is chatrooms.a.example:
   <stream:stream from='chatrooms.a.example' to='b.example'>
5. The servers attempt TLS negotiation, during which Server A (acting as a TLS server) presents a PKIX certificate proving that it is chatrooms.a.example.
6. Server B checks the PKIX certificate that Server A provided; if it is consistent with the XMPP profile of the matching rules from [RFC6125], Server B accepts that there is a strong domain name association between its stream to Server A and the DNS domain name chatrooms.a.example.
As before, the parties now have two TCP connections open. So that they can close the now-redundant connection, Server B sends a dialback key to Server A over the new connection:

```xml
<db:result from='c.example' to='chatrooms.a.example'>
  some-dialback-key
</db:result>
```

Server A then informs Server B that it accepts the domain name association by sending verification of the dialback key over the original connection:

```xml
<db:verify from='chatrooms.a.example' to='c.example' type='valid'/>
```

Server B can now close the connection over which it tested the domain name association for chatrooms.a.example.

### 7. Alternate Prooftypes

The foregoing protocol flows assumed that domain name associations were proved using the standard PKI prooftype specified in [RFC6120]: that is, the server’s proof consists of a PKIX certificate that is checked according to a profile of the matching rules from [RFC6125], the client’s verification material is obtained out of band in the form of a trusted root, and secure DNS is not necessary.

However, sometimes XMPP server administrators are unable or unwilling to obtain valid PKIX certificates for their servers (e.g., the administrator of im.cs.podunk.example can’t receive certification authority verification messages sent to mailto:hostmaster@podunk.example, or hosting.example.net does not want to take on the liability of holding the certificate and private key for example.com). In these circumstances, prooftypes other than PKIX are desirable. Two companion documents, [XMPP-DANE] and [XMPP-POSH], define alternate prooftypes:

- In the DANE prooftype, the server’s proof consists of a PKIX certificate that is compared as an exact match or a hash of either the SubjectPublicKeyInfo or the full certificate, and the client’s verification material is obtained via secure DNS. See the accompanying [XMPP-DANE] spec for discussion and examples.

- In the POSH (PKIX Over Secure HTTP) prooftype, the server’s proof consists of a PKIX certificate that is checked according to the rules from [RFC6120] and [RFC6125], the client’s verification material is obtained by retrieving the PKIX certificate over HTTPS.
at a well-known URI [RFC5785], and secure DNS is not necessary since the HTTPS retrieval mechanism relies on the chain of trust from the public key infrastructure. See the accompanying [XMPP-POSH] spec for discussion and examples.

8. Virtual Hosting

One common method for deploying XMPP services is virtual hosting: e.g., the XMPP service for example.com is actually hosted at hosting.example.net. Such an arrangement is relatively convenient in XMPP given the use of DNS SRV records [RFC2782], such as the following pointer from example.com to hosting.example.net:

```
_xmpp-server._tcp.example.com. 0 IN SRV 0 0 5269 hosting.example.net
```

To improve security and limit liability, in typical deployments the administrators of hosting.example.net do not wish to hold the certificate and private key for example.com and the owners of example.com do not wish to share their certificate and private key with the administrators of hosting.example.net. In practice this means that server-to-server communications to example.com go unencrypted or the communications are TLS-encrypted but the certificates are not checked (which is functionally equivalent to an unencrypted connection). This is also true of client-to-server communications, forcing end users to override certificate warnings or configure their clients to accept certificates for hosting.example.net instead of example.com. The fundamental problem here is that if DNSSEC is not used the act of delegation is inherently insecure.

This document does not describe how to achieve secure delegation. However, [XMPP-DANE] explains how to use DNSSEC for secure delegation in the PKI and DANE prooftypes and [XMPP-POSH] explains how to use HTTPS redirects for secure delegation in the POSH prooftype.

9. Prooftype Model

In general, a DNA prooftype conforms to the following definition:

prooftype: A mechanism for proving an association between a domain name and an XML stream, where the mechanism defines (1) the nature of the server’s proof, (2) the matching rules for comparing the client’s verification material against the server’s proof, (3) how the client obtains its verification material, and (4) whether the mechanism depends on secure DNS.
The PKI, DANE, and POSH prooftypes adhere to this model. In addition, other prooftypes are possible (examples might include PGP keys rather than PKIX certificates, or a token mechanism such as Kerberos or OAuth).

Some prooftypes depend on (or are enhanced by) secure DNS and therefore also need to describe how secure delegation occurs for that prooftype.

10. Security Considerations

This document supplements but does not supersede the security considerations provided in [RFC6120] and [RFC6125].

11. IANA Considerations

This document has no actions for the IANA.
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