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1. Introduction

Existing TLS [RFC5246] cipher suites either suffer from cryptographic weaknesses (RC4), major implementation pitfalls (CBC mode block ciphers) or are difficult to efficiently and securely implement in software (AES-GCM). In order to improve the state of software TLS implementations, this memo specifies cipher suites that can be fast and secure when implemented in software without sacrificing key agility.
2. Requirements Notation

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119 [RFC2119].
3. ChaCha20

ChaCha20 [chacha] is a stream cipher developed by D. J. Bernstein. It is a refinement of Salsa20 and was used as the core of the SHA-3 finalist, BLAKE.

ChaCha20 maps 16, 32-bit input words to 16, 32-bit output words. By convention, 8 of the input words consist of a 256-bit key, 4 are constants and the remaining four are an nonce and block counter. The output words are converted to bytes and XORed with the plaintext to produce ciphertext. In order to generate sufficient output bytes to XOR with the whole plaintext, the block counter is incremented and ChaCha20 is run again, as many times as needed, for up to $2^{70}$ bytes of output.

ChaCha20 operates on a state of 16, 32-bit words which are initialised from the input words. The first four input words are constants: (0x61707865, 0x3320646e, 0x79622d32, 0x6b206574). Input words 4 through 11 are taken from the 256-bit key by reading the bytes in little-endian order, in 4-byte chunks. Input words 12 and 13 are a block counter, with word 12 overflowing into word 13. Lastly, words 14 and 15 are taken from an 8-byte nonce, again by reading the bytes in little-endian order, in 4-byte chunks. The block counter words are initially zero.

ChaCha20 consists of 20 rounds, alternating between "column" rounds and "diagonal" rounds. Each round applies the following "quarter-round" function four times, to a different set of words each time. The quarter-round function updates 4, 32-bit words (a, b, c, d) as follows, where << is a bitwise, left rotation:

\[
\begin{align*}
& a' = a + b; d' = a; d' \lll = 16; \\
& c' = d; b' = c; b' \lll = 12; \\
& a' = a + b; d' = a; d' \lll = 8; \\
& c' = d; b' = c; b' \lll = 7;
\end{align*}
\]

The 16 words are conceptually arranged in a four by four grid with the first word in the top-left position and the fourth word in the top-right position. The "column" rounds then apply the quarter-round function to the four columns, from left to right. The "diagonal" rounds apply the quarter-round to the top-left, bottom-right diagonal, followed by the pattern shifted one place to the right, for three more quarter-rounds.

Specifically, a column round applies the quarter-round function to the following indexes: (0, 4, 8, 12), (1, 5, 9, 13), (2, 6, 10, 14), (3, 7, 11, 15). A diagonal round applies it to these indexes: (0, 5, 10, 15), (1, 6, 11, 12), (2, 7, 8, 13), (3, 4, 9, 14).
After 20 rounds of the above processing, the original 16 input words are added to the 16 words to form the 16 output words.

The 64 output bytes are generated from the 16 output words by serialising them in little-endian order and concatenating the results.
4. Poly1305

Poly1305 [poly1305] is a Wegman-Carter, one-time authenticator designed by D. J. Bernstein. Poly1305 takes a 32-byte, one-time key and a message and produces a 16-byte tag that authenticates the message such that an attacker has a negligible chance of producing a valid tag for an inauthentic message.

The first 16 bytes of the one-time key form an integer, _r_, as follows: the top four bits of the bytes at indexes 3, 7, 11 and 15 are cleared, the bottom 2 bits of the bytes at indexes 4, 8 and 12 are cleared and the 16 bytes are taken as a little-endian value.

An accumulator is set to zero. For each chunk of 16 bytes from the input message, a byte with value 1 is appended and the 17 bytes are treated as a little-endian number. If the last chunk has less than 16 bytes then zero bytes are appended after the 1 byte is appended until there are 17 bytes. The value is added to the accumulator and then the accumulator is multiplied by _r_, all mod $2^{130} - 5$.

Finally the last 16 bytes of the one-time key are treated as a little-endian number and added to the accumulator, mod $2^{128}$. The result is serialised as a little-endian number, producing the 16 byte tag. (The original specification of Poly1305 used AES to generate the constant term of the polynomial from a counter nonce. For a more recent treatment that avoids the use of a block cipher in this fashion, as is done here, see section 9 of the NaCl specification [naclicrypto].)
5. AEAD construction

The ChaCha20 and Poly1305 primitives are built into an AEAD algorithm [RFC5116], AEAD_CHACHA20_POLY1305, that takes a 32 byte key and 8 byte nonce as follows:

ChaCha20 is run with the given key and nonce and with the two counter words set to zero. The first 32 bytes of the 64 byte output are saved to become the one-time key for Poly1305. The remainder of the output is discarded. The first counter input word is set to one and the plaintext is encrypted by XORing it with the output of invocations of the ChaCha20 function as needed, incrementing the first counter word after each block and overflowing into the second. (In the case of the TLS, limits on the plaintext size mean that the first counter word will never overflow in practice.)

The reason for generating the Poly1305 key like this rather than using key material from the handshake is that handshake key material is per-session, but for a polynomial MAC, a unique, secret key is needed per-record.

The Poly1305 key is used to calculate a tag for the following input: the concatenation of the additional data, the number of bytes of additional data, the ciphertext and the number of bytes of ciphertext. Numbers are represented as 8-byte, little-endian values. The resulting tag is appended to the ciphertext, resulting in the output of the AEAD operation.

Authenticated decryption is largely the reverse of the encryption process: generate one block of ChaCha20 keystream and use the first 32 bytes as a Poly1305 key. Feed Poly1305 the additional data and ciphertext, with the length suffixing as described above. Verify, in constant time, that the calculated Poly1305 authenticator matches the final 16 bytes of the input. If not, the input can be rejected immediately. Otherwise, run ChaCha20, starting with a counter value of one, to decrypt the ciphertext.

When used in TLS, the "record_iv_length" is zero and the nonce is the sequence number for the record, as an 8-byte, big-endian number. The additional data is seq_num + TLSCompressed.type + TLSCompressed.version + TLSCompressed.length, where "+" denotes concatenation.

(In DTLS, the sequence number is only 48 bits. Thus, when used in DTLS, AEAD_CHACHA20_POLY1305 based cipher suites use the concatenation of the 16-bit epoch with the 48-bit sequence number as a replacement for TLS’s 64-bit sequence number.)
In accordance with section 4 of RFC 5116 [RFC5116], the constants for this AEAD algorithm are as follows: K_LEN is 32 bytes, N_MIN and N_MAX are 8 bytes, P_MAX and A_MAX are $2^{64}$, C_MAX is $2^{64} + 16$. An AEAD_CHACHA20_POLY1305 ciphertext is exactly 16 octets longer than its corresponding plaintext.
6. Cipher suites

The following cipher suites are defined which use the AEAD_CHACHA20_POLY1305 algorithm:

- TLS_ECDHE_RSA_WITH_CHACHA20_POLY1305_SHA256 = {0xcc, 0x13}
- TLS_ECDHE_ECDSA_WITH_CHACHA20_POLY1305_SHA256 = {0xcc, 0x14}
- TLS_DHE_RSA_WITH_CHACHA20_POLY1305_SHA256 = {0xcc, 0x15}

These cipher suites use the TLS PRF [RFC5246] with SHA-256 as the hash function.
7. Test vectors

The following blocks contain test vectors for ChaCha20. The first line contains the 256-bit key, the second the 64-bit nonce and the last line contains a prefix of the resulting ChaCha20 key-stream.

KEY:       00000000000000000000000000000000000000000000000000000000
           00000000
NONCE:     0000000000000000
KEYSTREAM: 76b8e0ada0f13d90405d6a55386bd28bdd219b8a08ded1aa836efcc
            8b770d7c7da41597c5157488d7724e03f8d88a376a43b8f41518a11c
            c387b669b2ee6586

KEY:       00000000000000000000000000000000000000000000000000000000
           00000001
NONCE:     0000000000000000
KEYSTREAM: 4540f05a9f1fb296d7736e7b208e3c96eb4fe1834688d2604f450952
            ed432d41bbe2a0b6ea7566d2a5d1e7e20d42af2c53d792b1c43f6e81
            7e9ad275ae546963

KEY:       00000000000000000000000000000000000000000000000000000000
           00000000
NONCE:     0000000000000001
KEYSTREAM: de9cba7bf3d69ef5e786dc63973f653a0b49e015adbff7134fcb7df1
            37821031e85a050278a7084527214f73efc7fa5b5277062eb7a0433e
            445f41e3

KEY:       00000000000000000000000000000000000000000000000000000000
           00000000
NONCE:     0100000000000000
KEYSTREAM: ef3fd7ae61578f6af5c35bd3dd338b009631634d21e42ac33960bd1
            38e50d3211e4ca2237ee53ca8ad6426194a88545ddc497a0b466e7d
            6bbdb041b2f586b
The following blocks contain test vectors for Poly1305. The first line contains a variable length input. The second contains the 256-bit key and the last contains the resulting, 128-bit tag.

INPUT: 000000000000000000000000000000000000000000000000000000000000000
KEY:   746869732069732033322d62797465206b657920666f7220506f6c7931333035
TAG:   49ec78090e481ec6c26b33b91ccc0307

INPUT: 48656c6c6f20776f726c6421
KEY:   746869732069732033322d62797465206b657920666f7220506f6c7931333035
TAG:   a6f745008f81c916a20dcc74eeff2b2f0

The following block contains a test vector for the AEAD_CHACHA20_POLY1305 algorithm. The first four lines consist of the standard inputs to an AEAD algorithm and the last line contains the encrypted and authenticated result.

KEY:    4290bcb154173531f314af57f3be3b5006da371ece272afa1b5dbdd1100a1007
INPUT: 86d09974840bded2a5ca
NONCE: cd7c6f7be39c794a
AD:     87e229d450845a079c0
OUTPUT: e3e446f7ede9a19b62a4677dabf4e3d24b87e2bb284753896e1d6

To aid implementations, the next block contains some intermediate values in the AEAD_CHACHA20_POLY1305 algorithm. The first line contains the Poly1305 key that is derived and the second contains the raw bytes that are authenticated by Poly1305.
KEY: 9052a6335505b6d507341169783dccac0e26f84ea84906b1558c05bf48150fbe
INPUT: 87e229d4500845a079c00a00000000000000000000000e3e446f7ede9a19b62a40a000000000000
8. Security Considerations

ChaCha20 is designed to provide a 256-bit security level. Poly1305 is designed to ensure that forged messages are rejected with a probability of $1-(n/2^{102})$ for a $16\times n$ byte message, even after sending $2^{64}$ legitimate messages.

The AEAD_CHACHA20_POLY1305 algorithm is designed to meet the standard notions of privacy and authenticity. For formal definitions see Authenticated Encryption [AE].

These cipher suites require that an nonce never be repeated for the same key. This is achieved by simply using the TLS sequence number.

Only forward secure cipher suites are defined as it’s incongruous to define a high-security cipher suite without forward security.
9. IANA Considerations

IANA is requested to assign the values for the cipher suites defined in this document from the TLS registry.

IANA is requested to assign a value for AEAD_CHACHA20_POLY1305 in the registry of AEAD algorithms.
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1. Introduction

[2] and [4] use a MAC-then-encrypt construction that was regarded as secure at the time the original SSL protocol was specified in the mid-1990s, but that is no longer regarded as secure [5] [6]. This construction, as used in TLS and later DTLS, has been the subject of numerous security vulnerabilities and attacks stretching over a period of many years. This document specifies a means of switching to the more secure encrypt-then-MAC construction as part of the TLS/DTLS handshake, replacing the current MAC-then-encrypt construction.

1.1. Conventions Used in This Document

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [1].

2. Negotiating Encrypt-then-MAC

The use of encrypt-then-MAC is negotiated via TLS/DTLS extensions as defined in [2]. On connecting, the client includes the encrypt_then_MAC extension in its client_hello if it wishes to use encrypt-then-MAC rather than the default MAC-then-encrypt. If the server is capable of meeting this requirement, it responds with an encrypt_then_MAC in its server_hello. The "extension_type" value for this extension is [TBD] and the "extension_data" field of this extension SHALL be empty.

2.1. Rationale

The use of TLS/DTLS extensions to negotiate an overall switch is preferable to defining new ciphersuites because the latter would
result in a Cartesian explosion of suites, potentially requiring
duplicating every single existing suite with a new one that uses
encrypt-then-MAC. In contrast the approach presented here requires
just a single new extension type with a corresponding minimal-length
extension sent by client and server.

Another possibility for introducing encrypt-then-MAC would be to make
it part of TLS 1.3, however this would require the implementation and
deployment of all of TLS 1.2 just to support a trivial code change in
the order of encryption and MAC’ing. In contrast deploying encrypt-
then-MAC via the TLS/DTLS extension mechanism required changing less
than a dozen lines of code in one implementation (not including the
handling for the new extension type, which was a further 50 or so
lines of code).

The use of extensions precludes use with SSL 3.0, but then it’s
likely that anything still using this nearly two decades-old protocol
will be vulnerable to any number of other attacks anyway, so there
seems little point in bending over backwards to accomodate SSL 3.0.

3. Applying Encrypt-then-MAC

Once the use of encrypt-then-MAC has been negotiated, processing of
TLS/DTLS packets switches from the standard:

\[
\text{encrypt( data || MAC || pad )}
\]

to the new:

\[
\text{encrypt( data || pad ) || MAC}
\]

with the MAC covering the entire packet up to the start of the MAC
value. In [2] notation the MAC calculation is:

\[
\text{MAC(MAC_write_key, seq_num +}
\text{TLSCipherText.type +}
\text{TLSCipherText.version +}
\text{TLSCipherText.length +}
\text{ENC(content + padding + padding_length))};
\]

for TLS 1.0 without the explicit IV and:

\[
\text{MAC(MAC_write_key, seq_num +}
\text{TLSCipherText.type +}
\text{TLSCipherText.version +}
\text{TLSCipherText.length +}
\text{IV +}
\text{ENC(content + padding + padding_length))};
\]
for TLS 1.1 and greater with explicit IV. The final MAC value is then appended to the encrypted data and padding. This calculation is identical to the existing one with the exception that the MAC calculation is run over the payload ciphertext (the TLSCipherText PDU) rather than the plaintext (the TLSCompressed PDU).

In [2] notation the overall packet is then:

```c
typedef struct {
    ContentType type;
    ProtocolVersion version;
    uint16 length;
    GenericBlockCipher fragment;
    opaque MAC;
} TLSCiphertext;
```

This is identical to the existing TLS layout with the only difference being that the MAC value is moved outside the encrypted data. The change for DTLS follows similarly, the only difference being that in place of the 64-bit implicit sequence number DTLS contains the two 32-bit fields ‘epoch’ and ‘sequence_number’ between the version and length.

Note from the GenericBlockCipher annotation that this only applies to standard block ciphers that have distinct encrypt and MAC operations. It does not apply to GenericStreamCiphers, or to GenericAEADCiphers that already include integrity protection with the cipher. If a server receives an encrypt-then-MAC request extension from a client and then selects a stream or AEAD cipher suite, it MUST NOT send an encrypt-then-MAC response extension back to the client.

Decryption reverses this processing. The MAC SHALL be evaluated before any further processing such as decryption is performed, and if the MAC verification fails then processing SHALL terminate immediately. This eliminates any timing channels that may be available through the use of manipulated packet data.

Some implementations may prefer to use a truncated MAC rather than a full-length one. In this case they MAY negotiate the use of a truncated MAC through the TLS truncated_hmac extension as defined in [3].
3.1. Rehandshake Issues

The status of encrypt-then-MAC vs. MAC-then-encrypt can potentially change during a rehandshake. Implementations SHOULD retain the current session state for the renegotiated session (in other words if the mechanism for the current session is X then the renegotiated session should also use X). If implementations wish to be more flexible then the following rules apply:

<table>
<thead>
<tr>
<th>Current Session</th>
<th>Renegotiated Session</th>
<th>Action to take</th>
</tr>
</thead>
<tbody>
<tr>
<td>MAC-then-encrypt</td>
<td>MAC-then-encrypt</td>
<td>No change</td>
</tr>
<tr>
<td>MAC-then-encrypt</td>
<td>Encrypt-then-MAC</td>
<td>Upgrade to Encrypt-then-MAC</td>
</tr>
<tr>
<td>Encrypt-then-MAC</td>
<td>MAC-then-encrypt</td>
<td>Error</td>
</tr>
<tr>
<td>Encrypt-then-MAC</td>
<td>Encrypt-then-MAC</td>
<td>No change</td>
</tr>
</tbody>
</table>

Table 1: Encrypt-then-MAC with Renegotiation

Note that a client or server that doesn’t wish to implement the mechanism-change-during-rehandshake ability can (as a client) not request a mechanism change and (as a server) deny the mechanism change.

If an upgrade from MAC-then-encrypt to Encrypt-then-MAC is negotiated as per the second line in the table above then the change will take place in the first message that follows the Change Cipher Spec (CCS). In other words all messages up to and including the CCS will use MAC-then-encrypt, and then the message that follows will continue with Encrypt-then-MAC.

4. Security Considerations
This document defines an improved security mechanism encrypt-then-MAC to replace the current MAC-then-encrypt one. This is regarded as more secure than the current mechanism [5] [6], and should mitigate or eliminate a number of attacks on the current mechanism, provided that the instructions on MAC processing given in Section 3 are applied.

5. IANA Considerations

This document defines a new extension for TLS/DTLS.
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1. Introduction

Increasingly, application layer protocols are encapsulated in the TLS security protocol [RFC5246]. This encapsulation enables applications to use the existing, secure communications links already present on port 443 across virtually the entire global IP infrastructure.

When multiple application protocols are supported on a single server-side port number, such as port 443, the client and the server need to negotiate an application protocol for use with each connection. It is desirable to accomplish this negotiation without adding network round-trips between the client and the server, as each round-trip will degrade an end-user’s experience. Further, it would be advantageous to allow certificate selection based on the negotiated application protocol.

This document specifies a TLS extension which permits the application layer to negotiate protocol selection within the TLS handshake. This work was requested by the HTTPbis WG to address the negotiation of HTTP version ([RFC2616], [I-D.ietf-httpbis-http2]) over TLS, however ALPN facilitates negotiation of arbitrary application layer protocols.
With ALPN, the client sends the list of supported application protocols as part of the TLS ClientHello message. The server chooses a protocol and sends the selected protocol as part of the TLS ServerHello message. The application protocol negotiation can thus be accomplished within the TLS handshake, without adding network round-trips, and allows the server to associate a different certificate with each application protocol, if desired.

2. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

3. Application Layer Protocol Negotiation

3.1. The Application Layer Protocol Negotiation Extension

A new extension type ("application_layer_protocol_negotiation(16)") is defined and MAY be included by the client in its "ClientHello" message.

```
enum {
    application_layer_protocol_negotiation(16), (65535)
} ExtensionType;
```

The "extension_data" field of the ("application_layer_protocol_negotiation(16)") extension SHALL contain a "ProtocolNameList" value.

```
opaque ProtocolName<1..2^8-1>;

struct {
    ProtocolName protocol_name_list<2..2^16-1>
} ProtocolNameList;
```

"ProtocolNameList" contains the list of protocols advertised by the client, in descending order of preference. Protocols are named by IANA registered, opaque, non-empty byte strings, as described further in Section 6 "IANA Considerations" of this document. Empty strings MUST NOT be included and byte strings MUST NOT be truncated.

Servers that receive a client hello containing the "application_layer_protocol_negotiation" extension, MAY return a suitable protocol selection response to the client. The server will ignore any protocol name that it does not recognize. A new ServerHello extension type ("application_layer_protocol_negotiation(16)") MAY be returned to the
client within the extended ServerHello message. The "extension_data" field of the ("application_layer_protocol_negotiation(16)") extension is structured the same as described above for the client "extension_data", except that the "ProtocolNameList" MUST contain exactly one "ProtocolName".

Therefore, a full handshake with the "application_layer_protocol_negotiation" extension in the ClientHello and ServerHello messages has the following flow (contrast with section 7.3 of [RFC5246]):

Client                                              Server
ClientHello                     -------->       ServerHello
  (ALPN extension &                               (ALPN extension &
   list of protocols)                               selected protocol)
  Certificate*                                Certificate*
  ServerKeyExchange*                          ServerKeyExchange*
  CertificateRequest*                         CertificateRequest*
  [ChangeCipherSpec]                            [ChangeCipherSpec]
  Finished                                   Finished
  <--------       ServerHelloDone
Application Data                <------->       Application Data

Figure 1

An abbreviated handshake with the "application_layer_protocol_negotiation" extension has the following flow:

Client                                              Server
ClientHello                     -------->       ServerHello
  (ALPN extension &                               (ALPN extension &
   list of protocols)                               selected protocol)
  [ChangeCipherSpec]                            [ChangeCipherSpec]
  Finished                                   Finished
  <--------       Application Data
Application Data                <------->       Application Data

Figure 2
Unlike many other TLS extensions, this extension does not establish properties of the session, only of the connection. When session resumption or session tickets [RFC5077] are used, the previous contents of this extension are irrelevant and only the values in the new handshake messages are considered.

3.2. Protocol Selection

It is expected that a server will have a list of protocols that it supports, in preference order, and will only select a protocol if the client supports it. In that case, the server SHOULD select the most highly preferred protocol it supports which is also advertised by the client. In the event that the server supports no protocols that the client advertises, then the server SHALL respond with a fatal "no_application_protocol" alert.

```c
enum {
    no_application_protocol(120),
    (255)
} AlertDescription;
```

The protocol identified in the "application_layer_protocol_negotiation" extension type in the ServerHello SHALL be definitive for the connection, until renegotiated. The server SHALL NOT respond with a selected protocol and subsequently use a different protocol for application data exchange.

4. Design Considerations

The ALPN extension is intended to follow the typical design of TLS protocol extensions. Specifically, the negotiation is performed entirely within the client/server hello exchange in accordance with established TLS architecture. The "application_layer_protocol_negotiation" ServerHello extension is intended to be definitive for the connection (until the connection is renegotiated) and is sent in plaintext to permit network elements to provide differentiated service for the connection when the TCP or UDP port number is not definitive for the application layer protocol to be used in the connection. By placing ownership of protocol selection on the server, ALPN facilitates scenarios in which certificate selection or connection rerouting may be based on the negotiated protocol.

Finally, by managing protocol selection in the clear as part of the handshake, ALPN avoids introducing false confidence with respect to the ability to hide the negotiated protocol in advance of establishing the connection. If hiding the protocol is required,
then renegotiation after connection establishment, which would provide true TLS security guarantees, would be a preferred methodology.

5. Security Considerations

The ALPN extension does not impact the security of TLS session establishment or application data exchange. ALPN serves to provide an externally visible marker for the application layer protocol associated with the TLS connection. Historically, the application layer protocol associated with a connection could be ascertained from the TCP or UDP port number in use.

Implementers and document editors who intend to extend the protocol identifier registry by adding new protocol identifiers should consider that in TLS versions 1.2 and below the client sends these identifiers in the clear, and should also consider that for at least the next decade, it is expected that browsers would normally use these earlier versions of TLS in the initial ClientHello.

Care must be taken when such identifiers may leak personally identifiable information, or when such leakage may lead to profiling, or to leaking of sensitive information. If any of these apply to this new protocol identifier, the identifier SHOULD NOT be used in TLS configurations where it would be visible in the clear, and documents specifying such protocol identifiers SHOULD recommend against such unsafe use.

6. IANA Considerations

The IANA has updated its Registry of TLS ExtensionType Values to include the following entry:

16 application_layer_protocol_negotiation

This document establishes a registry for protocol identifiers entitled "Application Layer Protocol Negotiation (ALPN) Protocol IDs" under the existing "Transport Layer Security (TLS)" heading.

Entries in this registry require the following fields:

o Protocol: The name of the protocol.

o Identification Sequence: The precise set of octet values that identifies the protocol. This could be the UTF-8 encoding [RFC3629] of the protocol name.
This registry operates under the "Expert Review" policy as defined in [RFC5226]. The designated expert is advised to encourage the inclusion of a reference to a permanent and readily available specification that enables the creation of interoperable implementations of the identified protocol.

An initial set of registrations for this registry follows:

- **Protocol**: HTTP/1.1
  - **Identification Sequence**: 0x68 0x74 0x74 0x70 0x2f 0x31 0x2e 0x31 ("http/1.1")

- **Protocol**: SPDY/1
  - **Identification Sequence**: 0x73 0x70 0x64 0x79 0x2f 0x31 ("spdy/1")
  - **Specification**: http://dev.chromium.org/spdy/spdy-protocol/spdy-protocol-draft1

- **Protocol**: SPDY/2
  - **Identification Sequence**: 0x73 0x70 0x64 0x79 0x2f 0x32 ("spdy/2")
  - **Specification**: http://dev.chromium.org/spdy/spdy-protocol/spdy-protocol-draft2

- **Protocol**: SPDY/3
  - **Identification Sequence**: 0x73 0x70 0x64 0x79 0x2f 0x33 ("spdy/3")
  - **Specification**: http://dev.chromium.org/spdy/spdy-protocol/spdy-protocol-draft3
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This document describe how the Salsa20 stream cipher can be used in the Transport Layer Security (TLS) version 1.0 [RFC2246], TLS version 1.1 [RFC4346], and TLS version 1.2 [RFC5246] protocols, as well as in the Datagram Transport Layer Security (DTLS) versions 1.0 [RFC4347] and 1.2 [RFC6347]. It can also be used with Secure Sockets Layer (SSL) version 3.0 [RFC6101].

Salsa20 [SALSA20SPEC] is a stream cipher that has been designed for high performance in software implementations. The cipher has compact implementation and uses few resources and inexpensive operations that makes it suitable for implementation on a wide range of architectures. It has been designed to prevent leakage of information through side channel analysis, has a simple and fast key setup and provides good overall performance. Salsa20 is one of the ciphers selected as part of the eSTREAM portfolio of stream ciphers [ESTREAM].

Recent attacks [CBC-ATTACK] have indicated problems with CBC-mode cipher suites in TLS and DTLS as well as issues with the only supported stream cipher (RC4) [RC4-ATTACK]. While the existing AEAD ciphersuites address these issues, concerns about their performance,
on general purpose CPUs, are sometimes raised [AEAD-PERFORMANCE]. Moreover, the DTLS protocol cannot take advantage of the fast RC4 stream cipher because it does not provide random access in the key stream.

Therefore, a new stream cipher to replace RC4 and address all the previous issues is needed. It is the purpose of this document to describe a secure stream cipher for both TLS and DTLS that is comparable to RC4 in speed on a wide range of platforms.

2. Salsa20 Cipher Suites

The following variants of Salsa20 are specified. The variants provide a range of performance and security that can be selected as appropriate.

ESTREAM_SALSA20: Salsa20 with 12 rounds and a 256 bit key. This cipher is the high performant eSTREAM Salsa20 with 256 bit key.

SALSA20: Salsa20 with 20 rounds and a 256 bit key. This is the original (conservative with respect to security) variant of Salsa20.

In the next sections different ciphersuites are defined that utilize the Salsa20 cipher combined with various MAC methods.

In all cases, the pseudorandom function (PRF) for TLS 1.2 is the TLS PRF with SHA-256 as the hash function. When used with TLS versions prior to 1.2, the PRF is calculated as specified in the appropriate version of the TLS specification.

2.1. Salsa20 Cipher Suites with HMAC-SHA1

The following CipherSuites are defined: (note that the third column contains the suggested to IANA ciphersuite numbers)
Note that Salsa20 requires a 64-bit nonce. That nonce is updated on
the encryption of every TLS record, and is set to be the 64-bit TLS
record sequence number. In case of DTLS the 64-bit nonce is formed
as the concatenation of the 16-bit epoch with the 48-bit sequence
number.

The RSA, DHE_RSA, ECDHE_RSA, ECDHE_ECDSA, PSK, DHE_PSK, RSA_PSK,
ECDHE_PSK key exchanges are performed as defined in [RFC5246],
[RFC4492], and [RFC5489].

The MAC algorithm used in the ciphersuites above is HMAC-SHA1
[RFC6234].

3. The TLS GenericStreamCipher

The ciphersuites defined in this document differ from the TLS RC4
ciphersuites that have been the basis for the definition of
GenericStreamCipher. Unlike RC4, Salsa20 requires a nonce per
record. This however, does not affect the description of the
GenericStreamCipher if one assumes that a nonce is optional and
depends on the cipher’s characteristics (in that case RC4 uses a 0
byte nonce, and Salsa20 an 8-byte nonce).

As specified in TLS [RFC5246] the MAC is computed before encryption
and the stream cipher encrypts the entire block, including the MAC.
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5. IANA Considerations

IANA is requested to allocate the following numbers in the TLS Cipher Suite Registry (note that the third column contains the suggested ciphersuite numbers):

- **TLS_RSA_WITH_ESTREAM_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x10\}
- **TLS_RSA_WITH_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x11\}
- **TLS_ECDHE_RSA_WITH_ESTREAM_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x12\}
- **TLS_ECDHE_RSA_WITH_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x13\}
- **TLS_ECDHE_ECDSA_WITH_ESTREAM_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x14\}
- **TLS_ECDHE_ECDSA_WITH_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x15\}
- **TLS_PSK_WITH_ESTREAM_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x16\}
- **TLS_PSK_WITH_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x17\}
- **TLS_ECDHE_PSK_WITH_ESTREAM_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x18\}
- **TLS_ECDHE_PSK_WITH_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x19\}
- **TLS_RSA_PSK_WITH_ESTREAM_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x1A\}
- **TLS_RSA_PSK_WITH_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x1B\}
- **TLS_DHE_PSK_WITH_ESTREAM_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x1C\}
- **TLS_DHE_PSK_WITH_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x1D\}
- **TLS_DHE_RSA_WITH_ESTREAM_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x1E\}
- **TLS_DHE_RSA_WITH_SALSA20_SHA1** = \{0xTBD, 0xTBD\} \{0xE4, 0x1F\}

6. Security Considerations

The security of Salsa20 is discussed in the Salsa20 security [SALSA20-SECURITY] paper. At the time of writing this document, there are no known significant security problems with the eSTREAM variant of Salsa20, nor with the original 20 round variant. As of early 2013, the best cryptanalysis breaks 8 out of 20 rounds to recover the 256-bit secret key in \(2^{251}\) operations, using \(2^{31}\) keystream pairs (see [SALSA20-ATTACK]). For more background, see the eSTREAM report [ESTREAM].
There are no ciphersuites defined in this document that utilize the variant of Salsa20 with 128-bit key material, because (due to the design of Salsa20) they provide no performance advantage over the 256-bit variant.

This document should not introduce any other security considerations than those that directly follow from any use of the stream cipher Salsa20 and those that directly follow from introducing any set of stream cipher suites into TLS and DTLS.

7. Algorithm Selection Background

This draft uses Salsa20, a winner of an international competition of stream ciphers (eStream), which is easily implementable without leaking information through side-channels, i.e. timing and power attacks.

Suggestions has been made to instead use Chacha [CHACHASPEC], a derivative of Salsa20 that has been shown to be 7% faster in hardware and occupy 10% less space [VLSI-IMPL]. In our opinion the performance benefits don’t justify switching from a winner of an international competition to another algorithm (even if it is a derivative of it).

This draft adds a new cipher to existing TLS and DTLS implementations which is combined with the existing MAC algorithms in TLS (i.e., HMAC-SHA1). That allows the new cipher to replace the, currently known to be broken, RC4 ciphersuites, in all TLS versions.
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1. Introduction

Transport Layer Security (TLS) and Datagram Transport Security Layer (DTLS) are widely used to protect data exchanged over application protocols such as HTTP, SMTP, IMAP, POP, SIP, and XMPP. Over the last few years, several serious attacks on TLS have emerged, including attacks on its most commonly used cipher suites and modes of operation. For instance, both AES-CBC and RC4, which together comprise most current usage, have been attacked in the context of TLS. A companion document [I-D.sheffer-uta-tls-attacks] provides detailed information about these attacks.
Because of these attacks, those who implement and deploy TLS and DTLS need updated guidance on how TLS can be used securely. Note that this document provides guidance for deployed services, as well as software implementations. In fact, this document calls for the deployment of algorithms that are widely implemented but not yet widely deployed.

The recommendations herein take into consideration the security of various mechanisms, their technical maturity and interoperability, and their prevalence in implementations at the time of writing. These recommendations apply to both TLS and DTLS. TLS 1.3, when it is standardized and deployed in the field, should resolve the current vulnerabilities while providing significantly better functionality, and will very likely obsolete the current document.

Community knowledge about the strength of various algorithms and feasible attacks can change quickly, and experience shows that a security BCP is a point-in-time statement. Readers are advised to seek out any errata or updates that apply to this document.

2. Conventions used in this document

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

3. Recommendations

3.1. Protocol Versions

It is important both to stop using old, less secure versions of SSL/TLS and to start using modern, more secure versions. Therefore:

- Implementations MUST NOT negotiate SSL version 2.
  Rationale: SSLv2 has serious security vulnerabilities [RFC6176].

- Implementations SHOULD NOT negotiate SSL version 3.
  Rationale: SSLv3 [RFC6101] was an improvement over SSLv2 and plugged some significant security holes, but did not support strong cipher suites.

- Implementations MAY negotiate TLS version 1.0 [RFC2246].
  Rationale: TLS 1.0 (published in 1999) includes a way to downgrade the connection to SSLv3 and does not support more modern, strong cipher suites.
o Implementations MAY negotiate TLS version 1.1 [RFC4346].

Rationale: TLS 1.1 (published in 2006) prevents downgrade attacks to SSL, but does not support certain stronger cipher suites.

o Implementations MUST support, and prefer to negotiate, TLS version 1.2 [RFC5246].

Rationale: Several stronger cipher suites are available only with TLS 1.2 (published in 2008).

As of the date of this writing, the latest version of TLS is 1.2. When TLS is updated to a newer version, this document will be updated to recommend support for the latest version. If this document is not updated in a timely manner, it can be assumed that support for the latest version of TLS is recommended.

3.2. Fallback to SSL

Some client implementations revert to SSLv3 if the server rejected higher versions of SSL/TLS. This fallback can be forced by a MITM attacker. Moreover, IP scans [[reference?]] show that SSLv3-only servers amount to only about 3% of the current web server population. Therefore, by default clients SHOULD NOT fall back from TLS to SSLv3.

3.3. Cipher Suites

It is important both to stop using old, insecure cipher suites and to start using modern, more secure cipher suites. Therefore:

o Implementations MUST NOT negotiate the NULL cipher suites.

Rationale: The NULL cipher suites offer no encryption whatsoever and thus are completely insecure.

o Implementations MUST NOT negotiate RC4 cipher suites.

Rationale: The RC4 stream cipher has a variety of cryptographic weaknesses, as documented in [I-D.popov-tls-prohibiting-rc4].

o Implementations MUST NOT negotiate cipher suites offering only so-called "export-level" encryption (including algorithms with 40 bits or 56 bits of security).

Rationale: These cipher suites are deliberately "dumbed down" and are very easy to break.
Implementations SHOULD NOT negotiate cipher suites that use algorithms offering less than 128 bits of security (even if they advertise more bits, such as the 168-bit 3DES cipher suites).

Rationale: Although these cipher suites are not actively subject to breakage, their useful life is short enough that stronger cipher suites are desirable.

Implementations SHOULD prefer cipher suites that use algorithms with at least 128 (and, if possible, 256) bits of security.

Rationale: Although the useful life of such cipher suites is unknown, it is probably at least several years for the 128-bit ciphers and "until the next fundamental technology breakthrough" for 256-bit ciphers.

Implementations MUST support, and SHOULD prefer to negotiate, cipher suites offering forward secrecy, such as those in the "EDH", "DHE", and "ECDHE" families.

Rationale: Forward secrecy (sometimes called "perfect forward secrecy") prevents the recovery of information that was encrypted with older session keys, thus limiting the amount of time during which attacks can be successful.

Given the foregoing considerations, implementation of the following cipher suites is RECOMMENDED (see [RFC5289] for details):

- TLS_DHE_RSA_WITH_AES_128_GCM_SHA256
- TLS_ECDHE_RSA_WITH_AES_128_GCM_SHA256
- TLS_DHE_RSA_WITH_AES_256_GCM_SHA384
- TLS_ECDHE_RSA_WITH_AES_256_GCM_SHA384

We suggest that TLS_ECDHE_RSA_WITH_AES_128_GCM_SHA256 be preferred in general.

Unfortunately, those cipher suites are supported only in TLS 1.2 since they are authenticated encryption (AEAD) algorithms [RFC5116]. A future version of this document might recommend cipher suites for earlier versions of TLS.

[RFC4492] allows clients and servers to negotiate ECDH parameters (curves). Clients and servers SHOULD prefer verifiably random curves (specifically Brainpool P-256, brainpoolp256r1 [RFC7027]), and fall back to the commonly used NIST P-256 (secp256r1) curve [RFC4492].
addition, clients SHOULD send an ec_point_formats extension with a single element, "uncompressed".

3.4. Public Key Length

Because Diffie-Hellman keys of 1024 bits are estimated to be roughly equivalent to 80-bit symmetric keys, it is better to use longer keys for the "DH" family of cipher suites. Unfortunately, some existing software cannot handle (or cannot easily handle) key lengths greater than 1024 bits. The most common workaround for these systems is to prefer the "ECDHE" family of cipher suites instead of the "DH" family, then use longer keys. Key lengths of at least 2048 bits are RECOMMENDED, since they are estimated to be roughly equivalent to 112-bit symmetric keys and might be sufficient for at least the next 10 years. In addition to 2048-bit server certificates, the use of SHA-256 fingerprints is RECOMMENDED (see [CAB-Baseline] for more details).

Note: The foregoing recommendations are preliminary and will likely be corrected and enhanced in a future version of this document.

3.5. Compression

Implementations and deployments SHOULD disable TLS-level compression ([RFC5246], Sec. 6.2.2).

3.6. Session Resumption

If TLS session resumption is used, care ought to be taken to do so safely. In particular, the resumption information (either session IDs [RFC5246] or session tickets [RFC5077]) needs to be authenticated and encrypted to prevent modification or eavesdropping by an attacker. For session tickets, a strong cipher suite SHOULD be used when encrypting the ticket (as least as strong as the main TLS cipher suite); ticket keys MUST be changed regularly, e.g. once every week, so as not to negate the effect of forward secrecy. Session ticket validity SHOULD be limited to a reasonable duration (e.g. 1 day), so as not to negate the benefits of forward secrecy.

4. Detailed Guidelines

The following sections provide more detailed information about the recommendations listed above.
4.1. Cipher Suite Negotiation Details

Clients SHOULD include TLS_ECDHE_RSA_WITH_AES_128_GCM_SHA256 as the first proposal to any server, unless they have prior knowledge that the server cannot respond to a TLS 1.2 client_hello message.

Servers SHOULD prefer this cipher suite (or a similar but stronger one) whenever it is proposed, even if it is not the first proposal.

Both clients and servers SHOULD include the "Supported Elliptic Curves" extension [RFC4492].

Clients are of course free to offer stronger cipher suites, e.g. using AES-256; when they do, the server SHOULD prefer the stronger cipher suite unless there are compelling reasons (e.g., seriously degraded performance) to choose otherwise.

Note that other profiles of TLS 1.2 exist that use different cipher suites. For example, [RFC6460] defines a profile that uses the TLS_ECDHE_ECDSA_WITH_AES_128_GCM_SHA256 and TLS_ECDHE_ECDSA_WITH_AES_256_GCM_SHA384 cipher suites.

This document is not an application profile standard, in the sense of Sec. 9 of [RFC5246]. As a result, clients and servers are still required to support the TLS mandatory cipher suite, TLS_RSA_WITH_AES_128_CBC_SHA.

4.2. Alternative Cipher Suites

Elliptic Curves Cryptography is not universally deployed for several reasons, including its complexity compared to modular arithmetic and longstanding IPR concerns. On the other hand, there are two related issues hindering effective use of modular Diffie-Hellman cipher suites in TLS:

- There are no protocol mechanisms to negotiate the DH groups or parameter lengths supported by client and server.

- There are widely deployed client implementations that reject received DH parameters, if they are longer than 1024 bits.

We note that with DHE and ECDHE cipher suites, the TLS master key only depends on the Diffie Hellman parameters and not on the strength the the RSA certificate; moreover, 1024 bits DH parameters are generally considered insufficient at this time.

Because of the above, we recommend using (in priority order):

1. Elliptic Curve DHE with negotiated parameters [RFC5289]

2. TLS_DHE_RSA_WITH_AES_128_GCM_SHA256 [RFC5288], with 2048-bit Diffie-Hellman parameters

3. The same cipher suite, with 1024-bit parameters.

With modular ephemeral DH, deployers SHOULD carefully evaluate interoperability vs. security considerations when configuring their TLS endpoints.

5. IANA Considerations

This document requests no actions of IANA.

6. Security Considerations

6.1. AES-GCM

Please refer to [RFC5246], Sec. 11 for general security considerations when using TLS 1.2, and to [RFC5288], Sec. 6 for security considerations that apply specifically to AES-GCM when used with TLS.

6.2. Forward Secrecy

Forward secrecy (also often called Perfect Forward Secrecy or "PFS") is a defense against an attacker who records encrypted conversations where the session keys are only encrypted with the communicating parties’ long-term keys. Should the attacker be able to obtain these long-term keys at some point later in the future, he will be able to decrypt the session keys and thus the entire conversation. In the context of TLS and DTLS, such compromise of long-term keys is not entirely implausible. It can happen, for example, due to:

- A client or server being attacked by some other attack vector, and the private key retrieved.
- A long-term key retrieved from a device that has been sold or otherwise decommissioned without prior wiping.
- A long-term key used on a device as a default key [Heninger2012].
- A key generated by a Trusted Third Party like a CA, and later retrieved from it either by extortion or compromise [Soghoian2011].
PFS ensures in such cases that the session keys cannot be determined even by an attacker who obtains the long-term keys some time after the conversation. It also protects against an attacker who is in possession of the long-term keys, but remains passive during the conversation.

PFS is generally achieved by using the Diffie-Hellman scheme to derive session keys. The Diffie-Hellman scheme has both parties maintain private secrets and send parameters over the network as modular powers over certain cyclic groups. The properties of the so-called Discrete Logarithm Problem (DLP) allow to derive the session keys without an eavesdropper being able to do so. There is currently no known attack against DLP if sufficiently large parameters are chosen.

Unfortunately, many TLS/DTLS cipher suites were defined that do not enable PFS, e.g. TLS_RSA_WITH_AES_256_CBC_SHA256. We thus advocate strict use of PFS-only ciphers.
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Appendix A. Appendix: Change Log

Note to RFC Editor: please remove this section before publication.

A.1. -02

  o Reorganized the content to focus on recommendations.
  o Moved description of attacks to a separate document (draft-sheffer-uta-tls-attacks).
  o Strengthened recommendations regarding session resumption.

A.2. -01

  o Clarified our motivation in the introduction.
  o Added a section justifying the need for PFS.
  o Added recommendations for RSA and DH parameter lengths. Moved from DHE to ECDHE, with a discussion on whether/when DHE is appropriate.
  o Recommendation to avoid fallback to SSLv3.
  o Initial information about browser support - more still needed!
  o More clarity on compression.
  o Client can offer stronger cipher suites.
  o Discussion of the regular TLS mandatory cipher suite.
A.3. -00

- Initial version.
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