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Abstract

This document describes how to specify Ed25519 keys and signatures in DNS Security (DNSSEC). It uses the Edwards-curve Digital Security Algorithm (EdDSA) with the Ed25519 parameter choice.

Status of This Memo

This Internet-Draft is submitted in full conformance with the provisions of BCP 78 and BCP 79.
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# 1. Introduction

DNSSEC, which is broadly defined in [RFC4033], [RFC4034], and [RFC4035], uses cryptographic keys and digital signatures to provide authentication of DNS data. Currently, the most popular signature algorithm in use is RSA. [RFC5933] and [RFC6605] later defined the use of GOST and NIST specified elliptic curve cryptography in DNSSEC.

This document defines the use of DNSSEC’s DS, DNSKEY, and RRSIG resource records (RRs) with a new signing algorithm, Edwards-curve Digital Signature Algorithm (EdDSA) with the Ed25519 parameter choice. A more thorough description of EdDSA and Ed25519 can be found in [I-D.irtf-cfrg-eddsa].

Concerns about the real-world security of elliptic curve cryptography have emerged since ECDSA was standardized for DNSSEC. The only two curves standardized for use with ECDSA in DNSSEC, NIST P-256 and NIST P-384, fail several of the [SafeCurves] security criteria and are considered "unsafe". This document adds an additional elliptic curve algorithm and parameter choice to DNSSEC, allowing additional flexibility.

There are three main advantages of the EdDSA algorithm: It does not require the use of a unique random number for each signature, there are no padding or truncation issues as with ECDSA, and it is more resilient to side-channel attacks.

Ed25519 has a 128-bit security target, which is considered to be equivalent in strength to RSA with ~3000-bit keys. Ed25519 public keys are 256 bits (32 bytes) long while signatures are 512 bits (64 bytes) long.
The usage of elliptic curve cryptography in DNSSEC has advantages and disadvantages relative to RSA as already described in [RFC6605]. Even when compared to the use of RSA at reduced relative strengths (for instance, 1024- or 2048-bit RSA), Ed25519 still requires substantially smaller keys and signatures. The authors of the study Making the Case for Elliptic Curves in DNSSEC [ECCSIZE] came to the conclusion that using elliptic curve cryptography rather than RSA in DNSSEC can effectively prevent fragmentation of DNSSEC responses as well as significantly reduce the amplification attack potential in DNSSEC.

Signing with Ed25519 is significantly faster than signing with either equivalently strong RSA or the two existing curves standardized for use with the ECDSA algorithm in DNSSEC, while the validation of RSA signatures is still significantly faster than the validation of Ed25519 signatures. However, the authors of the TBD [ECCSPEED] study came to the conclusion that even if the deployment of elliptic curve cryptography in DNSSEC grows to cover 100% of the name space, a resolver will still be able to perform validation using a single CPU core.

2. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

3. DNSKEY and RRSIG Resource Records for Ed25519

An Ed25519 public key consists of a 32-byte value, which is encoded into the Public Key field of a DNSKEY resource record as a simple bit string. The generation of a public key is defined in Chapter 5.1.5 in [I-D.irtf-cfrg-eddsa].

An Ed25519 signature consists of a 64-byte value, which is encoded into the Signature field of an RRSIG resource record as a simple bit string. The Ed25519 signature algorithm is described in Chapter 5.1.6 in [I-D.irtf-cfrg-eddsa].

The algorithm number associated with the use of Ed25519 in DS, DNSKEY and RRSIG resource records is TBD. This registration is fully defined in the IANA Considerations section.

4. Examples
This section needs an update after the algorithm for Ed25519 is assigned.

Private-key-format: v1.2
Algorithm: TBD (ED25519)
PrivateKey: ODIyNjAzODQ2MjgwODAxMjI2NDEuOTAyMDQxNDIyNjI=
  # corresponding to 82260384628080122645190204142262 INT

example.com. 3600 IN DNSKEY 257 3 TBD 
  102Wo10s8Aa25FpqkUd9RMzZHJpBoRQwAQEX1SxZJA4=

example.com. 3600 IN DS 3613 TBD 2 
  3aa5ab37efce57f737fc1627013fee07bdf241bd10f3
  b1964ab55c79e79a304b

www.example.com. 3600 IN A 192.0.2.1

www.example.com. 3600 IN RRSIG A TBD 3 3600 
  20150820000000 20150730000000 3613 example.com.
  cvTRVrU7dwnemQuBq9/E4tlIiRpvWcEmYdzgs6SCQxw6
  qmczBBQGlcks5XlTCJnwsEs9ZuA2phPzuJNoon9BCA==

Private-key-format: v1.2
Algorithm: TBD (ED25519)
PrivateKey: DSSF3o0s0f+E1Wzj9E/Osxw8hLpk55chkmx0LYN5WiY=

example.com. 3600 IN DNSKEY 257 3 TBD 
  zPnPz/Qwe7558C5SPz20f55R404ATk2/rYnE9xHIEijs=

example.com. 3600 IN DS 55648 TBD 2 
  96401675bc7eccd541ecf70d69238c7b95d3bd4de1e
  231a068ceb214d02a4ed

www.example.com. 3600 IN A 192.0.2.1

www.example.com. 3600 IN RRSIG A TBD 3 3600 
  20150820000000 20150730000000 35452 example.com.
  yuGb9rCNuhDaRJbuhYHj89Y/3P18KWUm71ot00ivVRGvgulmVX8DgpE
  AFSyMP2MKXJrqYJr+VilCIDwcOiPAQ==
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6. IANA Considerations

This document updates the IANA registry "Domain Name System Security (DNSSEC) Algorithm Numbers". The following entry has been added to the registry:

<table>
<thead>
<tr>
<th>Number</th>
<th>TBD</th>
</tr>
</thead>
<tbody>
<tr>
<td>Description</td>
<td>Ed25519</td>
</tr>
<tr>
<td>Mnemonic</td>
<td>ED25519</td>
</tr>
<tr>
<td>Zone Signing</td>
<td>Y</td>
</tr>
<tr>
<td>Trans. Sec.</td>
<td>*</td>
</tr>
<tr>
<td>Reference</td>
<td>This document</td>
</tr>
</tbody>
</table>

* There has been no determination of standardization of the use of this algorithm with Transaction Security.

7. Implementation Status

(Note to the RFC Editor: please remove this entire section as well as the reference to RFC 6982 before publication.)

This section records the status of known implementations of the protocol defined by this specification at the time of posting of this Internet-Draft, and is based on a proposal described in [RFC6982]. The description of implementations in this section is intended to assist the IETF in its decision processes in progressing drafts to RFCs. Please note that the listing of any individual implementation here does not imply endorsement by the IETF. Furthermore, no effort has been spent to verify the information presented here that was supplied by IETF contributors. This is not intended as, and must not be construed to be, a catalog of available implementations or their features. Readers are advised to note that other implementations may exist.

According to [RFC6982], "this will allow reviewers and working groups to assign due consideration to documents that have the benefit of running code, which may serve as evidence of valuable experimentation and feedback that have made the implemented protocols more mature. It is up to the individual working groups to use this information as they see fit".

TODO: Fill out this section.
8. Security Considerations

The security level of Ed25519 is slightly under the standard 128-bit level ([RFC7748]). Security considerations listed in [RFC7748] also apply to the usage of Ed25519 in DNSSEC. Such an assessment could, of course, change in the future if new attacks that work better than the ones known today are found.
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Abstract

This document describes how to specify Ed448 keys and signatures in DNS Security (DNSSEC). It uses the Edwards-curve Digital Security Algorithm (EdDSA) with the Ed448 parameter choice.

Status of This Memo

This Internet-Draft is submitted in full conformance with the provisions of BCP 78 and BCP 79.

Internet-Drafts are working documents of the Internet Engineering Task Force (IETF). Note that other groups may also distribute working documents as Internet-Drafts. The list of current Internet-Drafts is at http://datatracker.ietf.org/drafts/current/.
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1. Introduction

DNSSEC, which is broadly defined in [RFC4033], [RFC4034], and [RFC4035], uses cryptographic keys and digital signatures to provide authentication of DNS data. Currently, the most popular signature algorithm in use is RSA. [RFC5933] and [RFC6605] later defined the use of GOST and NIST specified elliptic curve cryptography in DNSSEC.

This document defines the use of DNSSEC’s DS, DNSKEY, and RRSIG resource records (RRs) with a new signing algorithm, Edwards-curve Digital Signature Algorithm (EdDSA) with the Ed448 parameter choice. A more thorough description of EdDSA and Ed448 can be found in [I-D.irtf-cfrg-eddsa].

Concerns about the real-world security of elliptic curve cryptography have emerged since ECDSA was standardized for DNSSEC. The only two curves standardized for use with ECDSA in DNSSEC, NIST P-256 and NIST P-384, fail several of the [SafeCurves] security criteria and are considered "unsafe". This document adds an additional elliptic curve algorithm and parameter choice to DNSSEC, allowing additional flexibility.

There are three main advantages of the EdDSA algorithm: It does not require the use of a unique random number for each signature, there are no padding or truncation issues as with ECDSA, and it is more resilient to side-channel attacks.

Ed448 has a 224-bit security target, which is considered to be equivalent in strength to RSA with ~15000-bit keys. Ed448 public keys are 456 bits (57 bytes) long while signatures are 912 bits (114 bytes) long.
The usage of elliptic curve cryptography in DNSSEC has advantages and disadvantages relative to RSA as already described in [RFC6605]. Even when compared to the use of RSA at reduced relative strengths (for instance, 1024- or 2048-bit RSA), Ed448 still requires substantially smaller keys and signatures. The authors of the study Making the Case for Elliptic Curves in DNSSEC [ECCSIZE] came to the conclusion that using elliptic curve cryptography rather than RSA in DNSSEC can effectively prevent fragmentation of DNSSEC responses as well as significantly reduce the amplification attack potential in DNSSEC.

Ed448 is provided for those applications with relaxed performance requirements and where there is a desire to hedge against analytical attacks on elliptic curves. Still signing with Ed448 is significantly faster than signing with either equivalently strong RSA or the two existing curves standardized for use with the ECDSA algorithm in DNSSEC, while the validation of RSA signatures is still significantly faster than the validation of Ed448 signatures. However, the authors of the TBD [ECCSPEED] study came to the conclusion that even if the deployment of elliptic curve cryptography in DNSSEC grows to cover 100% of the name space, a resolver will still be able to perform validation using a single CPU core.

2. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

3. DNSKEY and RRSIG Resource Records for Ed448

An Ed448 public key consists of a 57-byte value, which is encoded into the Public Key field of a DNSKEY resource record as a simple bit string. The generation of a public key is defined in Chapter 5.2.5 in [I-D.irtf-cfrg-eddsa].

An Ed448 signature consists of a 114-byte value, which is encoded into the Signature field of an RRSIG resource record as a simple bit string. The Ed448 signature algorithm is described in Chapter 5.2.6 and verification of the Ed448 signature is described in Chapter 5.2.7 in [I-D.irtf-cfrg-eddsa].

The algorithm number associated with the use of Ed448 in DS, DNSKEY and RRSIG resource records is TBD. This registration is fully defined in the IANA Considerations section.
4. Examples

This section needs an update after the algorithm for Ed448 is assigned.

Private-key-format: v1.2
Algorithm: TBD (ED448)
PrivateKey: TBD

example.com. 3600 IN DNSKEY 257 3 TBD (TBD)
example.com. 3600 IN DS 3613 TBD 2 (TBD)

www.example.com. 3600 IN A 192.0.2.1
www.example.com. 3600 IN RRSIG A TBD 3 3600 (20150820000000 20150730000000 3613 example.com. TBD)

Private-key-format: v1.2
Algorithm: TBD (ED448)
PrivateKey: TBD

example.com. 3600 IN DNSKEY 257 3 TBD (TBD)
example.com. 3600 IN DS 55648 TBD 2 (TBD)

www.example.com. 3600 IN A 192.0.2.1
www.example.com. 3600 IN RRSIG A TBD 3 3600 (20150820000000 20150730000000 35452 example.com. TBD)

5. Acknowledgements

Some of the material in this document is copied liberally from [RFC6605].

The authors of this document wish to thank Jan Vcelak, Pieter Lexis and Kees Monshouwer for a review of this document.

6. IANA Considerations

This document updates the IANA registry "Domain Name System Security (DNSSEC) Algorithm Numbers". The following entry has been added to the registry:
7. Implementation Status

(Note to the RFC Editor: please remove this entire section as well as the reference to RFC 6982 before publication.)

This section records the status of known implementations of the protocol defined by this specification at the time of posting of this Internet-Draft, and is based on a proposal described in [RFC6982]. The description of implementations in this section is intended to assist the IETF in its decision processes in progressing drafts to RFCs. Please note that the listing of any individual implementation here does not imply endorsement by the IETF. Furthermore, no effort has been spent to verify the information presented here that was supplied by IETF contributors. This is not intended as, and must not be construed to be, a catalog of available implementations or their features. Readers are advised to note that other implementations may exist.

According to [RFC6982], "this will allow reviewers and working groups to assign due consideration to documents that have the benefit of running code, which may serve as evidence of valuable experimentation and feedback that have made the implemented protocols more mature. It is up to the individual working groups to use this information as they see fit".

TODO: Fill out this section.

8. Security Considerations

The security level of Ed448 is slightly under the standard 128-bit level ([RFC7748]). Security considerations listed in [RFC7748] also apply to the usage of Ed448 in DNSSEC. Such an assessment could, of course, change in the future if new attacks that work better than the ones known today are found.
9. References

9.1. Normative References

[I-D.irtf-cfrg-eddsa]  


9.2. Informative References


Authors’ Addresses

Ondrej Sury
CZ.NIC
Milesovska 1136/5
Praha 130 00
CZ

Phone: +420 222 745 111
Email: ondrej.sury@nic.cz

Robert Edmonds
Farsight Security, Inc.
155 Bovet Rd #476
San Mateo, California  94402
US

Phone: +1 650 489 7919
Email: edmonds@fsi.io
Key Exchange (KEX) Method Updates and Recommendations for Secure Shell (SSH)
draft-ietf-curdle-ssh-kex-sha2-03

Abstract

This document adds recommendations for adoption of ssh-curves from the [I-D.ietf-curdle-ssh-curves], adds some new Modular Exponential (MODP) Groups, and deprecates some previously specified Key Exchange Method algorithm names for the Secure Shell (SSH) protocol. It also updates [RFC4253], [RFC4419], [RFC4462], and [RFC5656] by specifying the set key exchange algorithms that currently exist and which ones MUST, SHOULD, MAY, and SHOULD NOT be implemented. New key exchange methods use the SHA-2 family of hashes.

Status of This Memo

This Internet-Draft is submitted in full conformance with the provisions of BCP 78 and BCP 79.

Internet-Drafts are working documents of the Internet Engineering Task Force (IETF). Note that other groups may also distribute working documents as Internet-Drafts. The list of current Internet-Drafts is at http://datatracker.ietf.org/drafts/current/.

Internet-Drafts are draft documents valid for a maximum of six months and may be updated, replaced, or obsoleted by other documents at any time. It is inappropriate to use Internet-Drafts as reference material or to cite them other than as "work in progress."

This Internet-Draft will expire on September 15, 2016.
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1. Overview and Rationale

Secure Shell (SSH) is a common protocol for secure communication on the Internet. In [RFC4253], SSH originally defined the Key Exchange Method Name diffie-hellman-group1-sha1 which used [RFC2409] Oakley Group 1 (a MODP group with 768 bits) and SHA-1 [RFC3174]. Due to recent security concerns with SHA-1 [RFC6194] and with MODP groups with less than 2048 bits [NIST-SP-800-131Ar1] implementer and users request support for larger MODP group sizes with data integrity verification using the SHA-2 family of secure hash algorithms as well as MODP groups providing more security.

The United States Information Assurance Directorate (IAD) at the National Security Agency (NSA) has published a FAQ [MFQ-U-00-815099-15] suggesting that the use of Elliptic Curve Diffie-Hellman (ECDH) using the nistp256 curve and SHA-2 based hashes less than SHA2-384 are no longer sufficient for transport of Top Secret information. It is for this reason that this draft moves ecdh-sha2-nistp256 from a REQUIRED to OPTIONAL as a key exchange method. This is the same reason that the stronger MODP groups being introduced are using SHA2-512 as the hash algorithm. Group14 is already present in most SSH implementations and most implementations already have a SHA2-256 implementation, so diffie-hellman-group14-sha256 is provided as an easy to implement and faster to use key exchange for small embedded applications.

It has been observed in [safe-curves] that the NIST recommended Elliptic Curve Prime Curves (P-256, P-384, and P-521) are perhaps not the best available for Elliptic Curve Cryptography (ECC) Security. For this reason, none of the [RFC5656] curves are marked as a MUST implement. However, the requirement that "every compliant SSH ECC implementation MUST implement ECDH key exchange" is now taken to mean that if ecdsa-sha2-[identifier] is implemented, then ecdh-sha2-[identifier] MUST be implemented.

Please send comments on this draft to curdle@ietf.org.
2. Requirements Language

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in [RFC2119].

3. Key Exchange Algorithms

This memo adopts the style and conventions of [RFC4253] in specifying how the use of new data key exchange is indicated in SSH.

A new set of Elliptic Curve Diffie-Hellman ssh-curves exist. The curve25519-sha256 MUST be adopted where possible.

As a hedge against uncertainty raised by the NSA IAD FAQ publication, three new MODP Diffie-Hellman based key exchanges are proposed for inclusion in the set of key exchange method names as well as the curve448-sha512 curve.

The following new key exchange algorithms are defined:

<table>
<thead>
<tr>
<th>Key Exchange Method Name</th>
<th>Note</th>
</tr>
</thead>
<tbody>
<tr>
<td>diffie-hellman-group14-sha256</td>
<td>MAY/OPTIONAL</td>
</tr>
<tr>
<td>diffie-hellman-group16-sha512</td>
<td>SHOULD/RECOMMENDED</td>
</tr>
<tr>
<td>diffie-hellman-group18-sha512</td>
<td>MAY/OPTIONAL</td>
</tr>
</tbody>
</table>

Figure 1

The SHA-2 family of secure hash algorithms are defined in [FIPS-180-4].

The method of key exchange used for the name "diffie-hellman-group14-sha256" is the same as that for "diffie-hellman-group14-sha1" except that the SHA2-256 hash algorithm is used.

The group16 and group18 names are the same as those specified in [RFC3526] 4096-bit MODP Group 16 and 8192-bit MODP Group 18.

The SHA2-512 algorithm is to be used when "sha512" is specified as a part of the key exchange method name.

4. IANA Considerations

This document augments the Key Exchange Method Names in [RFC4253]. It downgrades the use of SHA-1 hashing for key exchange methods in [RFC4419], [RFC4432], and [RFC4462]. It also moves from MUST to MAY the ecdh-sha2-nistp256 given in [RFC5656].
It is desirable to also include the ssh-curves from the [I-D.ietf-curdle-ssh-curves] in this list. The "curve25519-sha256" is currently available in some Secure Shell implementations under the name "curve25519-sha256@libssh.org" and is the best candidate for a fast, safe, and secure key exchange method.

IANA is requested to update the SSH algorithm registry with the following entries:

<table>
<thead>
<tr>
<th>Key Exchange Method Name</th>
<th>Reference</th>
<th>Note</th>
</tr>
</thead>
<tbody>
<tr>
<td>diffie-hellman-group-exchange-shal</td>
<td>RFC4419</td>
<td>SHOULD NOT</td>
</tr>
<tr>
<td>diffie-hellman-group-exchange-sha256</td>
<td>RFC4419</td>
<td>MAY</td>
</tr>
<tr>
<td>diffie-hellman-group1-shal</td>
<td>RFC4253</td>
<td>SHOULD NOT</td>
</tr>
<tr>
<td>diffie-hellman-group14-shal</td>
<td>RFC4253</td>
<td>SHOULD</td>
</tr>
<tr>
<td>ecdh-sha2-nistp256</td>
<td>RFC5656</td>
<td>MAY</td>
</tr>
<tr>
<td>ecdh-sha2-nistp384</td>
<td>RFC5656</td>
<td>SHOULD</td>
</tr>
<tr>
<td>ecdh-sha2-nistp521</td>
<td>RFC5656</td>
<td>SHOULD</td>
</tr>
<tr>
<td>ecdh-sha2-*</td>
<td>RFC5656</td>
<td>MAY</td>
</tr>
<tr>
<td>ecmqv-sha2</td>
<td>RFC5656</td>
<td>MAY</td>
</tr>
<tr>
<td>gss-gex-sha1-*</td>
<td>RFC4462</td>
<td>SHOULD NOT</td>
</tr>
<tr>
<td>gss-group1-sha1-*</td>
<td>RFC4462</td>
<td>SHOULD NOT</td>
</tr>
<tr>
<td>gss-group14-sha1-*</td>
<td>RFC4462</td>
<td>MAY</td>
</tr>
<tr>
<td>gss-*</td>
<td>RFC4462</td>
<td>MAY</td>
</tr>
<tr>
<td>rsa1024-shal</td>
<td>RFC4432</td>
<td>SHOULD NOT</td>
</tr>
<tr>
<td>rsa2048-sha256</td>
<td>RFC4432</td>
<td>MAY</td>
</tr>
<tr>
<td>diffie-hellman-group14-sha256</td>
<td>This Draft</td>
<td>MAY</td>
</tr>
<tr>
<td>diffie-hellman-group16-sha512</td>
<td>This Draft</td>
<td>SHOULD</td>
</tr>
<tr>
<td>diffie-hellman-group18-sha512</td>
<td>This Draft</td>
<td>MAY</td>
</tr>
<tr>
<td>curve25519-sha256</td>
<td>ssh-curves</td>
<td>MUST</td>
</tr>
<tr>
<td>curve448-sha512</td>
<td>ssh-curves</td>
<td>MAY</td>
</tr>
</tbody>
</table>

The Note in the above table is an implementation suggestion/recommendation for the listed key exchange method. It is up to the end-user as to what algorithms they choose to be able to negotiate.

The guidance of his document is that the SHA-1 algorithm hashing SHOULD NOT be used. If it is used, it should only be provided for backwards compatibility, should not be used in new designs, and should be phased out of existing key exchanges as quickly as possible because of its known weaknesses. Any key exchange using SHA-1 SHOULD NOT be in a default key exchange list if at all possible. If they are needed for backward compatibility, they SHOULD be listed after all of the SHA-2 based key exchanges.

The RFC4253 REQUIRED diffie-hellman-group14-shal method SHOULD be retained for compatibility with older Secure Shell implementations.
It is intended that this key exchange be phased out as soon as possible.
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6. Security Considerations

The security considerations of [RFC4253] apply to this document.

The security considerations of [RFC3526] suggest that these MODP groups have security strengths given in this table. They are based on [RFC3766] Determining Strengths For Public Keys Used For Exchanging Symmetric Keys.

Group modulus security strength estimates (RFC3526)

<table>
<thead>
<tr>
<th>Group</th>
<th>Modulus</th>
<th>Strength Estimate 1</th>
<th>Strength Estimate 2</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>in bits</td>
<td>exponent size</td>
</tr>
<tr>
<td>14</td>
<td>2048-bit</td>
<td>110</td>
<td>220-</td>
</tr>
<tr>
<td>15</td>
<td>3072-bit</td>
<td>130</td>
<td>260-</td>
</tr>
<tr>
<td>16</td>
<td>4096-bit</td>
<td>150</td>
<td>300-</td>
</tr>
<tr>
<td>17</td>
<td>6144-bit</td>
<td>170</td>
<td>340-</td>
</tr>
<tr>
<td>18</td>
<td>8192-bit</td>
<td>190</td>
<td>380-</td>
</tr>
</tbody>
</table>

Figure 3

Many users seem to be interested in the perceived safety of using larger MODP groups and hashing with SHA2-based algorithms.
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1 Introduction

SIP [1] applies HTTP digest authentication [2] [19] by default to performing user authentication. It is designed on the basis of the challenge-response mechanism, where the server presents the client a challenge (randomly-generated number), and the client responds with a valid answer which is generated by hashing the challenge in conjunction with the password. This is a weak authentication because it is possible for an attacker to recover the used password. Although passwords are not transmitted in a clear form over the insecure network, an adversary is still able to acquire the correct password by using a special variant of the brute-force attack: the off-line dictionary attack [3]. This results from the low entropy of a human-chosen password. The length of passwords mostly used in practice is rarely longer than 8 characters. It has merely about 30 bits of entropy \(2^{30}\) if the password is chosen by a human [4].

A Key-Derivation Authentication Scheme [5] has been proposed for SIP authentication. It creates a master-key by using a key-derivation function (KDF), whose inputs include a password, a salt, a key length, and an iteration count. A good example of KDF is HMAC [6]. The major difference between the HTTP digest authentication and the Key-Derivation Authentication is that the former performs the HMAC computation only once, while the latter computes HMAC \(n\) times, where \(n\) is the iteration count whose default value is 1000. This method could slow down the speed of off-line dictionary attacks. But it is not cryptographically secure as it needs just more 999 HMAC computations compared to the HTTP digest authentication when checking the correctness of a guessed password. Accordingly, the attacker can recover the password in a reasonable time using the off-line dictionary attacks.

Bellovin and Merritt first introduced an innovative password-based protocol, called DH-EKE (Diffie-Hellman Encrypted Key Exchange) protocol [7], to foil off-line dictionary attacks. Its basic idea is that two parties exchange ephemeral DH public keys encrypted with a shared password. Only the parties who know the password are able to authenticate each other and agree upon a session key for securing the communication. The computation complexity of off-line dictionary attacks on the DH-EKE protocol is equal to that of solving the discrete logarithm problem because the password is entangled with the ephemeral DH public key.

Inspired by the DH-EKE protocol, numerous password-based authentication key agreement protocols have been developed. Typical examples are the PAK (Password Authenticated Key exchange) protocol [8], SPEKE (Secure Password Exponential Key Exchange) protocol [9], AMP (Authentication via Memorable Password) protocol [10], and
SRP (Secure Remote Password) protocol [11]. They have been adopted as the standards by the IEEE computer society, including the elliptical curve (EC) variants of these protocols [12]. The EC-SRP5 protocol [13], a EC variant of the SRP protocol is chosen for SIP authentication in the demo, since it is much more efficient than the original SRP protocol regarding the computation and bandwidth consumption due to the use of elliptic curve cryptography.

Elliptic curve cryptography systems [14] are constructed by using elliptic curve over finite fields, which supersedes the conventional asymmetrical cryptographic algorithms, e.g., RSA and DH, in terms of computational and communicational burdens. ECC-based cryptographic systems require shorter key length and less computing power than conventional systems based on discrete logarithm problem (DLP). This is because the algorithms to solve the ECDLP run in a fully exponential time, while the sub-exponential time algorithms are available to address the discrete logarithm problem. The following table gives approximate comparable key sizes for symmetric- and asymmetric-key crypto systems based on the best-known algorithms for attacking them [15].

<table>
<thead>
<tr>
<th>Symmetric</th>
<th>ECC</th>
<th>DH/DSA/RSA</th>
</tr>
</thead>
<tbody>
<tr>
<td>112</td>
<td>224-255</td>
<td>2048</td>
</tr>
<tr>
<td>128</td>
<td>256-383</td>
<td>3072</td>
</tr>
<tr>
<td>192</td>
<td>384-511</td>
<td>7680</td>
</tr>
<tr>
<td>256</td>
<td>511+</td>
<td>15360</td>
</tr>
</tbody>
</table>

Table 1: Comparable Key Sizes (in bits)

As shown in Table 1, compared to currently prevalent crypto systems such as RSA, ECC offers equivalent security with smaller key sizes. Smaller key sizes result in savings for power, memory, bandwidth, and computational cost that make ECC especially attractive for constrained environments, such as wireless environments. Another advantage of ECC is that some elliptic curves such as Curve25519 and Curve448 [22] are resistant to a wide range of side-channel attacks, since they use constant-time implementation and an exception-free scalar multiplication.

1.1 Terminology

The key words "MUST", "MUST NOT", "REQUIRED", "SHALL", "SHALL NOT", "SHOULD", "SHOULD NOT", "RECOMMENDED", "MAY", and "OPTIONAL" in this document are to be interpreted as described in RFC 2119 [RFC2119].

2 EC-SRP5 Protocol in SIP Authentication

2.1 Notation

The terms used in the document are listed as follows:

- **ECI**: elliptic curve index
- **G**: a base point \((x_G, y_G)\) on an elliptic curve
- **s**: salt
- **Tc**: client’s temporary private key
- **Ts**: server’s temporary private key
- **Wc**: client’s public key
- **Ws**: server’s public key
- **Cc**: client’s confirmation value
- **Cs**: server’s confirmation value
- **Pw**: password
- **v**: password verifier
- **Z**: shared secret between client and server
- **SIP-URI**: Uniform Resource Identifier for SIP containing user name and domain name

The | symbol denotes string concatenation, the * operator is the scalar point multiplication operation in an EC group, and the . operator is the integer multiplication.

2.2 Password Verifier

The password verifier is computed based on the salt \(s\), uniform resource identifier **SIP-URI**, password **Pw**, and elliptic curve index **ECI**. The SHA-256 hash algorithm\[18\] is used as the hash function.

\[
i = \text{OS2IP}(\text{SHA-256}(s | \text{SHA-256}(\text{SIP-URI} | ":" | Pw | ECI)))
\]
\[
v = i \cdot G
\]

where **OS2IP** means octet string to integer conversion primitive, the derived password verifier **v** is actually a point on the elliptic curve indicated by the **ECI**.

The server then stores the following information in the database for each user:

- **SIP-URI**
- **salt s**
- **elliptic curve index ECI**
- **password verifier v**

2.3 Protocol Overview

The following flows describe the EC-SRP5 based SIP authentication mechanism at a high-level. The four messages are exchanged between the client and the server during the authentication procedure, which
are Initial Request, Response, Request, and Confirmation, respectively.

Client | Server
---|---
1) Initial Request<br> SIP-URI | lookup (SIP-URI,v,s, ECI), generate a password-entangled public key Ws.
2) Response<br> s, ECI, Ws | generate public key Wc, compute the shared secret Z, compute the confirmation value Cc.
3) Request<br> Wc, Cc | compute the shared secret Z, verify the value Cc, compute the confirmation value Cs
4) Confirmation<br> Cs | verify the value Cs

Fig. 1 SIP Authentication procedure based on EC-SRP5 protocol
2.3.1 Initial Request
Authentication is initiated by the client to send the Initial Request message to the server, which contains the SIP-URI.

2.3.2 Response
When receiving the Initial Request from the client, the server lookups the database using the SIP-URI as the key for search, and fetches the password verifier $v$, salt $s$, and elliptic curve index $ECI$ associated with the SIP-URI. The server generates a temporary private key $Ts$ by randomly selecting an integer in the range $[1, r-1]$, where $r$ is the order of the the base point $G$. After that, a password-entangled public key $Ws$ is computed by using the algorithm ECPEPKG-P-SRP5-SERVER $(Ts, v)$, which is specified in Appendix A. The server then responds the Initial Request with the Response message containing the salt $s$, elliptic curve index $ECI$, and the public key $Ws$.

2.3.3 Request
When obtaining the Response message from the server, the client generates a temporary private key $Tc$ by randomly choosing an integer from the interval $[1, r-1]$. The client’s public key is created by calculating $Wc= Tc*G$. Then client checks the password-entangled public key $Ws$ to validate whether it is a non-identity element of the parent group. This serves to prevent the simple substitution attacks[20]. If it is not true, the client MUST stop the authentication process. Otherwise the client derives the shared secret $Z$ using the algorithm ECSVDP-SRP5-CLIENT $(Tc, Pw, Wc, Ws, s)$ specified in Appendix B. The password verifier $v$ is created as specified in Section 2.2 by using the password $Pw$, salt $s$, and elliptic curve index $ECI$. Then the client creates the confirmation value $Cc$ by computing $Cc=SHA-256(hex(04), Wc, Ws, Z, v)$, in order to confirm the possession of the shared secret $Z$ to the server. Then the client acknowledges the server with the Request message containing the public key $Wc$ and confirmation value $Cc$.

2.3.4 Confirmation
When receiving the Request message from the client, the server verifies whether the public key $Wc$ is a non-identity element of the parent group. If it is false, the server MUST abort the authentication. Otherwise the server computes the shared secret $Z$ by applying the algorithm ECSDVP-SRP5-SERVER $(Ts, v, Wc, Ws)$, which is detailed in Appendix C. Then the server calculates the expected confirmation value $Cc'$ with respect to the client using $Cc'=SHA-256(hex(04), Wc, Ws, Z, v)$. If the expected confirmation value $Cc'$ is not identical to the received confirmation value $Cc$, the server MUST terminates the authentication process. Otherwise the client is successfully authenticated by the server. Then server generated the
confirmation value Cs by computing Cs=SHA-256 (hex(03), Wc, Ws, Z, v), and sends it to the client. This serves to confirm the possession of the shared secret Z to the client.

Once obtaining the Confirmation message from the server, the client computes the expected confirmation value Cs’ using Cs’=SHA-256(hex(03), Wc, Ws, Z, v) to verify the received confirmation value Cs. If the expected confirmation value Cs’ is not identical to the received confirmation value Cs, the client MUST abort the authentication. Otherwise the client authenticates the server successfully. At this point, the client and the server have completed the mutual authentication.

3 Security Considerations

3.1 Off-line dictionary attack resistance

The messages exchanged in the protocol are usually available to an eavesdropper. The message related to the password information is just the server’s password-entangled public key Ws. An attacker, however, is not able to derive the password from the message Ws. This is because Ws is the addition of the two points in the group, i.e. Ws=TS*G+e1, see Appendix A. Password verifier is used as input selector value to choose a pseudo-random element e1 of a group. The element e1 is shadowed by adding the point Ts*G, which has high-grade entropy as Ts is the order of base point G which usually exceeds 192bits long. In this way, an attacker can not access the sensitive password information from the eavesdropped message Ws.

3.2 On-line dictionary attack resistance

An adversary launches on-line dictionary attacks by running the protocol with an honest party using a guessed password. Each time the protocol abandons the active adversary can eliminate one password. The attack itself is not a great threat to the use of the protocol, since this attack is trivial to detect in the sever by checking the confirmation value Cc. To prevent an attacker from guessing more passwords, the server usually blocks the user authentication when the times of authentication failure reach the default value set in advance.

3.3 Man-in-the middle attack resistance

The man-in-the middle (MITM) attack is that an adversary replaces the exchanged public keys Ws and Wc with its own public keys Ws’ and Wc’ in the middle, respectively. The object of the MITM attack is to fool the client and the server to believe that they communicate with each other using the shared secret Z. Actually the client talks to the
adversary with the shared secret $Z'$, and the server talks to the adversary with the shared secret $Z''$. The EC-SRP5 protocol thwarts the MITM attacks by generating and verifying the confirmation value $Cc$ and $Cs$ in the client’s side and server’s side, respectively. In both client and server, the received confirmation value will not equal to the computed confirmation value when the MITM attack is launched, because the client and server do not have the shared secret $Z$.

3.4 Replay attack resistance

The replay attack is that an adversary simply takes a previously sent message, and resends it later in an attempt to gain access to a network or resource. Provided that an adversary replays the messages sent by the server before, which are the Response message $(s, ECI, Ws)$ and the Confirmation message $(Cs)$. The shared secret $Z$ is computed based on the client’s temporary private key $T_c$. In each authentication process the client will randomly generate a private key, which is completely different from the private keys used in past authentication processes. This implies that each authentication session has its unique shared secret $Z$. The confirmation value $Cs$ thus will vary with the authentication session. As a result, the client can detect the replay attack by comparing $Cs$ with the expected confirmation value $Cs'$.

4 Elliptic Curve Index

It is RECOMMENDED that the following elliptic curves are used, which are specified in [16] as well as in [21].

<table>
<thead>
<tr>
<th>Description</th>
<th>ECI</th>
</tr>
</thead>
<tbody>
<tr>
<td>secp224k1</td>
<td>1.3.132.0.32</td>
</tr>
<tr>
<td>secp224r1</td>
<td>1.3.132.0.33</td>
</tr>
<tr>
<td>secp256k1</td>
<td>1.3.132.0.10</td>
</tr>
<tr>
<td>secp256r1</td>
<td>1.2.840.10045.3.1.7</td>
</tr>
<tr>
<td>secp384r1</td>
<td>1.3.132.0.34</td>
</tr>
<tr>
<td>secp521k1</td>
<td>1.3.132.0.35</td>
</tr>
<tr>
<td>brainpoolP256r1</td>
<td>1.3.132.0.26</td>
</tr>
<tr>
<td>brainpoolP384r1</td>
<td>1.3.132.0.27</td>
</tr>
<tr>
<td>brainpoolP512r1</td>
<td>1.3.132.0.28</td>
</tr>
</tbody>
</table>

Fuwen Liu, et. al.   Expires January 7, 2017
The elliptic curve identifier (ECI) is the string in the second column of the table, the ASCII representation of the object identifier (OID) of the curve.
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Appendix A: Algorithm ECPEPKGP-SRP5-SERVER

ECPEPKGP-SRP5-SERVER is Elliptic Curve Password-Entangled Public Key Generation Primitive for server. The algorithm ECPEPKGP-SRP5-SERVER \((T_s, v)\) is used to generate a elliptic curve password-entangled public key \(W_s\), where the inputs are server’s temporary private key \(T_s\) and password verifier \(v\). The following steps are needed to compute the public key \(W_s\):

1. Compute octet string \(o_1=GE2OSP-X(v)\)
2. Compute group element \(e_1=ECREDP(o_1)\)
3. Compute group element \(W_s=T_s*G+e_1\)
4. Output \(W_s\) as the password-entangled public key

Where \(GE2OSP-X\) is used to convert group elements into octet strings. \(ECREDP\) is Elliptic Curve Random Element Derivation Primitive [17]. The primitive uses a hash function of a password-based input selector value to select a pseudo-random element of a group to be used in the password-based authenticated key agreement scheme, in order to prevent collisions and obscure exponential relationships of output values.

Appendix B: Algorithm ECSVDP-SRP5-CLIENT

ECSVDP-SRP5-CLIENT is Elliptic Curve Password-Entangled Secret Value Derivation Primitive for client. The algorithm ECSVDP-SRP5-CLIENT \((T_c, P_w, W_c, W_s, s)\) derives a shared secret value \(Z\) from the temporary private key \(T_c\), password \(P_w\), the client’s public key \(W_c\), server’s password entangled public key \(W_s\), and salt \(s\). It has the following sequence of steps:
(1) Compute octet string o1=GE2OSP-X(Wc)
(2) Compute octet string o2=GE2OSP-X(Ws)
(3) Compute octet string o3=SHA-256(o1|o2)
(4) compute an integer i2=OS2IP(o3)
(5) Compute octet string o4=GE2OSP-X(v)
(6) Compute group element e1=ECREDP(o4)
(7) Compute group element e2=Ws-e1
(8) Compute i3=OS2IP(SHA-256(s|SHA-256(SIP-URI:""|Pw|ECI)))
(9) Compute group element zg= (Tc+(i2.i3))*e2
(10) Compute field element z= GE2SVFEP (zg)
(11) Compute shared secret value Z=FE2OSP (z)
(12) Output Z

Where GE2SVFEP is the primitive for group element to secret value field element conversion, FE2OSP is field element to octet string conversion primitive.

Appendix C: Algorithm ECSDVP-SRP5-SERVER

ECSDVP-SRP5-SERVER is Elliptic Curve Password-Entangled Secret Value Derivation Primitive for server. The algorithm ECSDVP-SRP5-SERVER (Ts, v, Wc, Ws) derives a shared secret value Z from the temporary private key Ts, password verifier v, the client’s public key Wc, and server’s password entangled public key Ws. It has the following sequence of steps:

(1) Compute octet string o1=GE2OSP-X(Wc)
(2) Compute octet string o2=GE2OSP-X(Ws)
(3) Compute octet string o3=SHA-256(o1|o2)
(4) compute an integer i2=OS2IP(o3)
(5) Compute group element zg= Ts*(Wc+i2*v))
(6) Compute field element z= GE2SVFEP (zg)
(7) Compute shared secret value Z=FE2OSP (z)
(8) Output Z